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PREFACE

This
have been

COBOL Reference Manual 
prepared for Series 577

and a companion manual, 
and Series 6000 users.

the COBOL User's Guide,

This manual is organized in a format similar to that used in the Conference 
on Data Systems Languages (CODASYL) COBOL Journal of Development (JOD). It is 
intended to be strictly a language reference document containing the formats, 
syntax rules, general rules, and special considerations required to construct a 
COBOL source program. The contents of the manual reflect (a) Series 60/6000 
COBOL as it relates to the Series 60/6000 operating system; (b) implemented 
elements of CODASYL COBOL as published in the JOD; and (c) American National 
Standard COBOL (X3.23-1968). The highest level of American National Standard 
implementation is presented for all modules, with some minor .exceptions 
indicated by delta (A) symbols.

As a supplement to the COBOL Reference Manual, the COBOL User's Guide 
provides information concerning COBOL concepts, Series 60/6000 implementation 
techniques, internal compiler characteristics, and efficiency considerations. In 
addition, sample deck setups and job control data are provided to assist the 
user in interfacing with the operating system.

The following language elements, defined in previous versions of the COBOL 
specifications, have been deleted from CODASYL COBOL and are not included in 
American National Standard COBOL; however, they are still supported by Series 
60/6000 COBOL in the current state of implementation:

• Figurative constants: HIGH-BOUNDS and LOW-BOUNDS
• PREPARED option
• Constant Section
• CLASS clause
• Editing clauses
• FILE CONTAINS clause
• POINT LOCATION clause
• RANGE clause
• SEQUENCED clause

(c?) 1975, Honeywell Information Systems Inc. File No.: 1723,1P23
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SIGNED clause
SIZE clause
Conditional statement IF...OTHERWISE...THEN...

As a continuing policy of conforming to COBOL standards and encouraging 
program transferability, documentation of the above language elements has been 
deleted from this manual. For a detailed description of the obsolete language 
elements, refer to Section XVII of the COBOL User's Guide.

Series 60 Level 66 is hereafter referred to as Series 60. The technical 
information contained in this manual refers to both the Series 6000 and Series 
60 systems, unless otherwise specifically stated.
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SECTION I

INTRODUCTION

COBOL is an acronym for the phrase COmmon Business Oriented Language. The 
COBOL system, which includes a compiler (or language processor) in- addition to 
the COBOL language, is used to state all the facets of a business-oriented 
problem and to convert the statements into a form usable by a computer. The 
following sections of, this manual describe the COBOL language. The COBOL 
compiler is,not described since the purpose of this manual is to give the user 
an insight into using the language to state the problem most efficiently. A 
description of the components of the compiler or how the compiler converts the 
statement of the problem into the ones and zeros a computer uses is not germane 
to using the COBOL language. This manual, therefore, is for those who understand 
business-oriented problems and the concepts of data processing.

A business-oriented data processing problem can be broken down into four 
distinct groups of logically related information. The first is the 
identification of,the problem such as, is it an inventory control problem, a 
personnel,accounting problem, a payroll problem, or a billing problem? Also 
included in this group is information such as the assignment to solve the 
problem, when, and where. The second group of logically related information is 
the data processing environment in which the problem is to be solved. That is, 
what computer will be used to compile the program and run the job? What 
peripheral equipment is necessary to run the job? What other programs (or 
software) are necessary? The information in this group is also useful when a 
program has been written for one computer environment and it is desired to run 
it in another computer environment. The third group of logically related 
information is that in which the data to be processed and the processed data is 
described. Each file, both input and output, is described in terms of its 
records. Each unique type of record in a file is described in terms of its 
unique data items. In addition to this, the organization of the files must be 
described and the processing mode to be used must be stated. These three groups 
of logically related information; the identification of the problem, the 
information related to the data processing environment, and the description of 
the data, can be considered as the problem statement. The fourth group of 
logically related information can be considered as the procedure (s) by which the 
data is to be processed to solve the problem. In this group of information, the 
user states in a step-by-step manner exactly what is to be done to the data to 
produce new or additional data.

The COBOL language is structured to accommodate the four groups of 
logically related information in four named divisions. These divisions are the 
Identification Division, the Environment Division, the Data Division, and the 
Procedure Division. Every COBOL program contains these four divisions in the 
above order. The Identification Division is used to identify by name the source 
program (that which the user writes) and the outputs of a compilation. Other 
information that can be included in the Identification Division is the name of 
the programmer, the name of the installation at which the program was written, 
the date the program was written, the date of compilation, and any other desired 
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information such as a brief statement of the purpose of the program. The 
Environment Division is that part of the program in which the computer(s) to be 
used for compiling and running the program is described. In the Environment 
Division, names may be assigned to peripheral equipment and the features of the 
files directly related to the hardware may be described. In the Data Division, 
the files of data the program processes or creates and the unique individual 
records of these files are described. Data is written according to a standard 
data format rather than an equipment-oriented format. In the Procedure Division, 
a step-by-step logical process is written to instruct the computer to process 
the input data.

In the Identification Division, the problem is identified by name, which 
may or may not reflect the type of problem. For instance, the problem may be 
named INVCON (for Inventory Control) but the type of inventory control problem 
may be a combination of updating a master inventory file and producing records 
from which new parts can be ordered. COBOL, being a business problem oriented 
language, incorporates features that make it possible to accomplish a particular 
job without programming the job in detail. The COBOL language allows the user to 
perform arithmetic calculations, edit data, sort data, metge data, and produce 
reports. A single COBOL program can perform one or any combination of these 
functions.
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SECTION II

FUNCTIONAL CONCEPTS

GENERAL DESCRIPTION OF COBOL

COBOL is a programming language used throughout the world for programming 
business data processing applications. The COBOL language was developed by a 
group of computer users and manufacturers, and first documentation was 
distributed in April, 1960. Since then it has undergone many changes and 
extensions resulting from manufacturer experience with COBOL implementation and 
user experience with COBOL programming for computers of many sizes and 
configurations. The improvements are embodied in this version of the language 
termed COBOL-68.

COBOL allows computers to be programmed in a language that is similar to 
the English language. English paragraphs, sentences, and phrases are written, 
following the conventions of a standard reference format, to describe the data 
to be processed and to specify the required procedures. The resulting text is 
called a COBOL ’source program’.

The source program text consists of lines containing a maximum of 80 
characters and is often keypunched on 80-column cards. The source program is 
submitted as input to the computer under the control of a special program known 
as a compiler. As output, the compiler produces an object program on punched 
cards, magnetic tape, or other suitable storage media. The object program is the 
actual sequence of machine instructions required to accomplish the functions 
specified in the source program. In addition, the compiler produces an edited 
listing, which includes an annotated printout of the source program in the 
reference format. Another important function of the compiler is to analyze the 
source program for correct COBOL syntax, and to print error comments for any 
syntax errors that are detected. The computer’s operation under control of the 
compiler is called compilation.

COBOL FUNCTIONAL CONCEPTS

The Procedure Division in COBOL corresponds to the overall program in some 
other programming languages. In COBOL, however, the Data Division also plays a 
central role. Procedural statements are formed by combining COBOL reserved 
words, literals, and data-names.

The COBOL object program typically processes one or more files of data 
records, and the user exercises considerable control over the actual physical 
format of each record. A record can contain a few or many individual items of 
data; the respective items within a record may have quite different formats, and 
may be related to each other in complex ways. A file can contain several 
distinct record types.
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In the File Section of the Data Division, the user provides a description 
of each file, including:

The types of data records in the file.
The various data items of which each record is composed.
The detailed format of each item.

The user assigns a name (data-name) to each file, record, and data item, to 
permit references elsewhere in the source program.

The concept of records is extended to working-storage data items that do 
not belong to files. Records in working-storage are described in exactly the 
same manner as records belonging to files, and can have equal complexity. It is 
also possible to describe independent Working-Storage Section data items that 
are not structured into records.

In the Procedure Division, many different types of statements may be 
utilized, to accomplish such functions as the following:

Reading a record from an input file.
Writing a record on an output file.

Moving data to or from the current record of an input or output file, 
or to or from a working-storage data item. The unit of data moved can 
be the entire contents of a record or the contents of a data item 
within a record.

Using the values of various items, calculating a new value 
arithmetically through addition, subtraction, multiplication, or 
division, and storing the new value in a specified item.
Comparing the values of data items, and executing alternative sets of 
statements depending upon the outcome of the comparison.
Transferring control, so that execution continues in another part of 
the program. A transfer of control may include provision for control 
to be returned when a specified point is reached, or the return 
provision may be omitted.

Generating a line (or set of lines) for a report.
Sorting or merging a collection of records. Procedural statements may 
present the records one by one as sorting takes place or an 
entire file may be submitted, with inputhousekeeping implicitly 
provided. Similarly, an output file may be produced implicitly, or 
procedural statements may receive the records one by one as their 
final order is established.
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Obtaining special information, such as current date and time of day, 
from GCOS; or accomplishing low-volume data transmission.
Beginning and concluding processing of each file.
Beginning and concluding presentation of each report.
Setting procedural switches; in effect, changing the destinations of 
GO TO statements during execution of the object program.
Accepting an input transaction from a remote device (terminal).
Displaying transaction Processing System messages on one or iriore 
remote devices.
Manipulating an item character by character, changing or counting 
certain character values.
Concluding execution of the object program.
Causing user-supplied procedures to 
implementation of certain otherwise 
reporting functions.

receive control during the 
automatic input-output and

Enhancing source program documentation with explanatory notes.
Accomplishing special functions that are not defined in the COBOL 
language specifications but are available in other languages. For 
example, transferring control to another separately compiled or 
assembled program, or executing an arbitrary sequence of GMAP 
instructions.
Explicitly defining control exit points, enhancing programming 
convenience.

In addition to the preceding Procedure Division functions, COBOL contains 
sorting, merging, report writing, table handling, mass storage, and segmentation 
features.

RECORD ORDERING

The ability to arrange records into a particular order 
common requirement of a data processing user. The sort 'and 
COBOL provide facilities to meet this requirement.

or sequence is 
f e a t ur e s of

While both of these features are concerned with record ordering, the 
functions and capabilities of the SORT and MERGE statements are different in a 
number of respects. The sort will produce an ordered file from one or more files 
that may be completely unordered in the sort sequence. The merge> however9 &&&.only' .produce.'. an' .o-rddre.d-./f lie • from two or. more. files, each of ’.'Which is;. .-aireacjy. 
ordered-.in'- the-, mer^. .-seguence^^-The sort is designed to allow for unordered 
input.•The merge ..is designed' to operate '.upon ordered • - files .with merging 
accomplished by record comparison as records are encountered during the ; reading 
of all files. .. Only the SORT statement is provided with an optional input 
procedure, but both the SORT statements are provided with optional
output procedures.
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Sorting

Sorting constitutes a significant percentage of the workload in a business 
data processing operation. Therefore, an efficient sort program is required in 
any business software system.

In many sort functions, it is necessary to apply special processing to the 
contents of a sort file. This processing may consist of adding, deleting, 
creating, altering, editing, or other modification of the individual records in 
the file. It may be necessary to apply the special processing before or after 
the records are reordered by the sort, or the processing may possibly be 
required in both cases. The COBOL sort feature allows the user to express these 
procedures in the COBOL language and to specify at which point, before or after 
the sort, they are to be executed. A COBOL program may contain any number of 
sorts, and each of them may have independent special procedures. The sort 
feature automatically causes these procedures to be executed at the. specified 
point in such a way that extra passes over the sort file are not required.

The normal organization of a COBOL program containing a sort is such that 
the input file is read and operated upon by an input procedure. Within this 
input procedure, the RELEASE statement is used to create the sort file. That is, 
at the conclusion of the input procedure, the sort file is composed of those 
records that have been output by using the RELEASE statement rather than the 
WRITE statement, and this file is available only to the SORT statement. The 
execution of the SORT statement arranges the entire set of records in the sort 
file according to the keys specified in the SORT statement. The sorted records 
are made available from the sort file using the RETURN statement during the 
output procedure.

The sort file has no label procedures which the user can control; the rules 
for blocking and for allocation of internal storage are peculiar to the SORT 
statement. The RELEASE and RETURN statements imply nothing with respect to 
buffer areas, blocks, or reels. A sort file, then, may be considered as an 
internal file which is created from the input file (RELEASE), processed (SORT), 
and then made available to the output file (RETURN). The sort file itself is 
referred to and accessed only by the SORT statement.

For additional information concerning the sort process, refer to Section IX 
of the COBOL User's Guide.

Merging is a useful technique for combining the contents of two or more 
files♦ in some applications/ it is necessary to apply special processing to the 
contents of a merged file. This processing may consist of adding, deleting,*  
altering, editing/ or other modiM^ -iridic the-.' filei
The COBOL merge feature allows the user"•. to -'•express-.-. an-. outp^ 
language to be executed as the merged output is created^ The merged records are 
made available from the merge file by using the: RfeWW -si^^ output
procedure,
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• The merge flie has no label procedures which the user can control and the 
rules for blocking and for allocation of internal storage are peculiar to •• the 
MERGE': statemeMi • She'^TURH-statement implies hoOing with respect•to- ' buff er 
areas,blocks, or reels, A merge file, then, may be considered ' as an internal 
file which is created from input files by combining them (MERGE) asthe file is 
made avaiiiible:b^(^TyM) to the output file;*  The merge file itself is referred to 
and accessed only by the MERGE statement, A merge file description .is", considered 
as a particular type of file description, That is, a merge file, like any file, 
is a set of records*

For additional information concerning the merge process, refer to Section 
IX of the COBOL User’s Guide.::

REPORT WRITING

The production of reports has always placed a heavy burden in terms of 
machine time and programmer time on the business data processing user. The 
Report Writer feature is available to specify and produce reports quickly and 
accurately in COBOL. The Report Writer allows the user to describe reports 
pictorially in the Data Division, thereby minimizing the amount of Procedure 
Division coding necessary. In the Report Writer feature, the physical aspects of 
the report format must be distinguished from the conceptual characteristics of 
the data in the report.

When describing the physical aspects of the report, consideration must be 
given to the hardware device on which the report is to be written and to the 
structure and format of the individual page. Facilities for specifying this 
information are included in the Report Writer entries.

The concept of a hierarchy of levels is used in defining the logical 
organization of the report. Each report is divided into report groups which in 
turn are divided into sequences of items. The use of a level structure permits 
the user to refer to an entire report-name, major or minor report groups, 
elementary items within report groups, etc.

In creating the report, the user must define necessary report groups. A 
report group may be of any of the following; HEADING group, FOOTING group, 
CONTROL group, or DETAIL PRINT group. A report group may extend over several 
actual lines on the page.

The report description entry contains information pertinent to the overall 
format of the named report and uses the level indicator RD. The characteristics 
of the report page are outlined by describing the number of physical lines per 
page and specifying the limits for presentation of headings, footings, and 
detail lines. Data items that act as format controls for a report are specified 
in the RD entry. Each report associated with an output file must be defined by 
an RD entry.

A report group is a set of data that is composed of several print lines 
consisting of many data items or one print line containing only one data item. A 
report group description entry contains, in addition to other information, a 
level-number and a TYPE description. The level-number indicates the relative 
position in the data hierarchy of the report groups, and the TYPE clause 
describes the purpose of the report group in terms of its presentation within 
the report.
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Specifically, the report group description entry defines the format and 
characteristics for a report group, whether this group is a line, a series of 
lines, or an elementary item. The relative placement of items within a report 
group, the level of a particular report group within the hierarchy of report 
groups, the format of all items, and any control factors associated with the 
group are defined in this entry.

Schematically, a report group is a line or a series of lines. The length of 
a line is determined by the compiler from environmental specifications. 
Initially, the lines consist of all spaces. Within a report, the order of the 
individual report groups is not significant. Within a report group, the user 
describes the elements consecutively from left to right and then from top to 
bottom. The description of a report group is analogous to the description of a 
data record except that in the report group spaces are assumed where no specific 
entry is indicated for presentation, while in the data record every character 
position must be explicitly defined, regardless of its data content. Report 
Writing is discussed in more detail in Section VIII of the COBOL User's Guide.

TABLE HANDLING

Tables of data are common components of business data processing problems. 
Although the items that make up a table could be described as contiguous data 
items, there are two reasons why this approach is not satisfactory. First, from 
a documentation standpoint, the underlying homogeneity of the items would not be 
readily apparent; and second, it would be difficult to make an individual 
element of such a table available if a decision is required to make one of these 
elements available at object program execution.

Tables composed of contiguous data items are defined in COBOL by including 
the OCCURS clause in their data description entries. This clause specifies that 
the item is to be repeated as many times as stated. The item is considered to be 
a table element and its name and description apply to each repetition or 
occurrence. Since each occurrence of a table element does not have a unique 
data-name assigned to it, reference to a desired occurrence may be made only by 
specifying the data-name of the table element together with the occurrence 
number of the desired table element. The occurrence number is known as a 
subscript, and the technique of specifying individual table elements is called 
subscripting.

The number of occurrences of a table element may be specified as fixed or 
variable. If the occurrence number is given in the source program as fixed, the 
actual data that is entered into the table at object program execution may still 
be composed of a variable number of occurrences of the table elements. Thus, not 
every table element must contain valid data.

To manipulate specific items and provide table searching, a technique 
called indexing is also available. Both subscripting and indexing are described 
below.

Table Definition

To define a one-dimensional table, an OCCURS clause is used as part of the 
data description of the table element, but the OCCURS clause must not appear in 
the description of group items which contain the table element. Example 1 shows 
a one-dimensional table defined by the item TABLE-ELEMENT.
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Example 1:

02 TABLE-1.

03 TABLE-ELEMENT; OCCURS 20 TIMES.
04 DOG; ...
04 FOX; ...

In the preceding example, the complete set 
has been assigned the name TABLE-1. However, it 
group name to the table unless it is desired to 
group item.

of occurrences of TABLE-ELEMENT 
is not necessary to assign a 
refer to the complete table as a

Defining a one-dimensional table within each occurrence of an element of 
another one-dimensional table produces a two-dimensional table. To define a 
two-dimensional table, then, an OCCURS clause must appear in the data 
description of the element of the table, and in the description of only one 
group item which contains that element. Thus, in Example 2 below, DOG is an 
element of a two-dimensional table; it occurs five times within each element of 
the item BAKER which itself occurs 20 times. BAKER is an element of a 
one-dimensional table.

Example 2;

02 BAKER; OCCURS 20 TIMES; ...
03 CHARLIE; ...

03 DOG; OCCURS 5 TIMES; ...

In the general case, to define an n-dimensional table, the OCCURS clause 
should appear in the data description of the element of the table and in the 
descriptions of (n-1) group items that contain the element. In COBOL, tables of 
up to three dimensions are permitted; n cannot exceed three in the foregoing 
definition.

Initial Values of Tables

In the Working-Storage Section, initial values of 
are specified in one of the following ways:

elements within tables

The table may be described as a record by a set of contiguous data 
description entries, each of which specifies the VALUE of an element, 
or part of an element, of the table. In defining the record and its 
elements, any data description clause (USAGE, PICTURE, etc.) may be 
used to complete the definition where required. This form is required 
when the elements of the table need separate handling due to 
synchronization, usage, etc. The hierarchical structure of the table 
is then shown by using the REDEFINES entry and its associated 
subordinate entries. The subordinate entries (following the REDEFINES 
entry), which are repeated due to OCCURS clauses, must not contain 
VALUE clauses.
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When the elements of the table do not require separate handling, the 
VALUE of the entire table may be given in the entry defining the 
entire table. The lower level entries will show the hierarchical 
structure of the table; lower level entries must not contain VALUE 
clauses.

Reference to Table Items

Whenever the user refers to a table element or, if the table element is a 
group item, to the items within it, or to a condition-name associated with, the 
element or with items contained within the element, the reference must, indicate 
which occurrence of the element is intended. For access to a one—dimensional 
table, the occurrence number of the desired element provides complete 
information. For tables of more than one dimension, an occurrence numoer must be 
supplied for each dimension of the table. In Example 2 then, a reference to the 
4th BAKER or the 4th CHARLIE would be complete, whereas a reference to the 4th 
DOG would not. To refer to DOG, which is an element of a two-dimensional table, 
the user must refer to, for example, the 4th DOG in the 5th BAKER.

Subscripting

One method by which occurrence numbers may be specified is to append one or 
more subscripts to the data-name. A subscript is an integer whose value 
specifies the occurrence number of an element within the group item that has the 
next lower level-number. The subscript can be represented either by a literal 
which is an integer or by a data-name which is defined elsewhere as a numeric 
elementary item with no character positions to the right of the assumed decimal 
point. In either case, the subscript, enclosed in parentheses, is written 
immediately following the name of the table element. A table element must 
include as many subscripts as there are dimensions in the table whose element is 
being referred to. That is, there must be a subscript for each OCCURS clause in 
the hierarchy containing the data-name, including the data-name itself.

Example 3:

02 BAKER; OCCURS 20 TIMES; ...

03 CHARLIE; ...
03 DOG; OCCURS 5 TIMES

04 EASY; ...
88 MAX; VALUE IS ...
04 FOX; ...

05 GEORGE; OCCURS 10 TIMES; ...

0 6 HARRY; ...
06 JIM; ...

In Example 3, references to BAKER and CHARLIE require only one subscript; 
references to DOG, EASY, MAX, and FOX require two; and references to GEORGE, 
HARRY, and JIM require three.

2-8 DD25



When more than one subscript is required, the subscripts are written in the 
order corresponding to the occurrence numbers in successively less inclusive 
dimensions of the data organization. If a multidimensional table is thought of 
as a series of nested tables and the most inclusive or outermost table in the 
nest is considered to be the major table with the innermost or least inclusive 
table being the minor table, then the subscripts are written from left to right 
in the order major, intermediate, and minor. Thus, in Example 3, a reference to 
HARRY (18 2 7) means the HARRY in the 7th GEORGE, in the 2nd DOG, in the 18th 
BAKER.

A reference to an item must not be subscripted if the item is not a table 
element or an item or condition-name within a table element.

The lowest permissible subscript value is one (1). The highest permissible 
subscript value in any particular case is the maximum number of occurrences of 
the item as specified in the OCCURS clause.

When a data-name is used as a subscript, it may be used to refer to items 
within many different tables. These tables need not have elements of the same 
size. The data-name may also appear as the only subscript with one item and as 
one of two or three subscripts with another item. It is also permissible to mix 
literal and data-name subscripts; for example, HARRY (12 NEWKEY 2).

Indexing

Another method of referring to items in a table is indexing. To use this 
technique, one or more index-names are assigned to an item whose data 
description contains an OCCURS clause. The INDEXED BY phrase, by which the 
index-name is identified and associated with its table, is an optional part of 
the OCCURS clause. There is no separate entry to describe the index-name since 
its definition is provided by the compiler and it is not considered data per se. 
At object program execution, the contents of the index-name will correspond to 
an occurrence number for that specific dimension of the table to which the 
index-name was assigned. The initial value of an index-name at object program 
execution is not determinable and the index-name must be initialized by the SET 
statement before use.

Example 4;

02 BAKER; OCCURS 20 TIMES; INDEXED BY IX-1; ...
03 DOG; OCCURS 5 TIMES; INDEXED BY IX-2; ...

05 GEORGE; OCCURS 10 TIMES; INDEXED BY IX-3; PIC XXXX; ...

In Example 4, references to BAKER require one subscript or the one index, 
IX-1; references to DOG require two subscripts or the two indexes IX-1, IX-2; 
and references to GEORGE require three subscripts or the three indexes IX-1, 
IX-2, IX-3.
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An index-name may be used as an operand only by the SET, SEARCH, or PERFORM 
statements, or by the word IF in a relation condition. An index-name cannot be 
described as data within a COBOL program. Data items described by the USAGE IS 
INDEX clause permit storage of the values of index-names as data without 
conversion. Such data items are called index data items.

When a reference is made to a table element, or to an item within a table 
element, and the name of the item is followed by its related index-name(s) in 
parentheses, then each occurrence number required to complete the reference will 
be obtained from the respective index-name. The index-name thus acts as a 
subscript whose value is used in any table reference that specifies indexing.

When a reference requires more than one occurrence number for completeness, 
a data-name subscript must not be used to indicate one occurrence number and an 
index-name to indicate another. Therefore, if indexing is to be used, each 
OCCURS clause within the hierarchy (each dimension of the table) must contain an 
INDEXED BY phrase. The user may, however, mix literals and index-names within 
one reference, just as literals and data-name subscripts may be mixed.

When a statement that refers to an indexed table element is executed, the 
value of the index-name associated with the table element must not correspond to 
a value less than 1 nor to a value greater than the highest permissible 
subscript value for the table element.

The use of subscripting in a reference to a table element, or to an item 
within a table element, will not cause alteration of any index-names associated 
with that table.

Relative indexing is an additional option for making references to a table 
element or to an item within a table element. When the name of the table element 
is followed by an index in the form (index-name + integer-1), the occurrence 
number required to complete the reference will be the same as if integer-1 were 
added to the occurrence number to which the current setting of the index-name 
corresponds at object program execution. Similarly, when the form (index-name 
integer-2) is used, the occurrence number obtained will be the same as if 
integer-2 were subtracted from the occurrence number to which the current 
setting of the index-name corresponds.

Relative indexing will not cause the object program to alter the value of 
the index-name.

A reference to an item must not be indexed by an index-name that is not 
associated (using the INDEXED BY phrase) with the table of which this item is an 
element.

Data that has been arranged in the form of a table is very often searched. 
In COBOL, the SEARCH statement provides facilities, through its two options, for 
producing serial and nonserial (i.e., binary) searches. In the SEARCH statement, 
the user may vary an associated index-name or an associated data-name. This 
statement also provides facilities for executing imperative-statements when 
certain conditions are true and an AT END phrase is included.

For additional information concerning table handling, refer to Section XIII 
of the COBOL User’s Guide.
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MASS STORAGE

The operational characteristics and the processing requirements of mass 
storage devices differ significantly from those of magnetic tape, punched paper 
tape, and punched cards. Tape and card files are normally organized in a 
sequential manner; the Data and Procedure Divisions of COBOL, prior to the 
inclusion of the mass storage facility, reflected these characteristics.

Mass storage media can be used to 
this technique has been provided? more 
been designed to provide nonsequential

store sequentially organized files and 
significantly, mass storage devices have 
storage and access capabilities.

The mass storage feature of COBOL provides for the effective use of mass 
storage devices. Mass storage phrases are included in the Environment Division 
to describe the characteristics of mass storage files. The Procedure Division 
statement, SEEK, together with extensions to the OPEN, READ, WRITE, and CLOSE 
statements, provide facilities for efficiently processing mass storage files.

Access and Processing Techniques

The usual technique for applications using magnetic tape is sequential 
access to the data file and sequential processing of data records. This 
sequential-sequential technique is available for mass storage applications. 
Another technique for mass storage applications is called random access and 
sequential processing or the random-sequential technique. Either of these 
techniques may be specified by the user as the manner in which a particular mass 
storage file is to be processed.

A Mass Storage Control System provides the mechanism for control of these 
techniques.

Sequential Access with Sequential Processing

Although the sequential-access technique is similar in concept to the 
technique commonly used in processing magnetic tape files, a substantial 
difference exists between the physical environment of magnetic tape storage and 
the physical environment of mass storage.

In processing magnetic tape files, the execution of a READ statement 
implies the possibility of physical movement of the tape reel and proper 
positioning of the reel for subsequent READ statement executions. This 
positioning is done without regard for execution of WRITE statements that 
reproduce the updated input record onto a physically different output file. In 
processing mass storage files, READ statements may refer to the same physical 
file as the associated WRITE statements. That is, mass storage files are usually 
used for input and output at the same time. The usual file maintenance method 
is to read a record, process the record, and return it to its previous location 
by means of a WRITE statement. Thus, once a record is located and read from a 
mass storage file, the record location may be retained and, when the record is 
returned to the file by the execution of a WRITE statement, the execution time 
for the WRITE statement may be reduced.
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An ACTUAL KEY phrase, which specifies the actual hardware location of a 
specific mass storage record, is not required for the sequential-sequential 
technique. However, if the ACTUAL KEY phrase is specified, varying the contents 
of the data item specified in the ACTUAL KEY phrase (actual key) will not result 
in any variation in processing order. In the sequential-sequential mode, the 
actual key is updated automatically by the Mass Storage Control System to 
reflect the location of the mass storage record currently being processed. 
Between the execution of the READ and WRITE statements for a particular file, 
the contents of the actual key are static.

The execution of a READ statement followed logically by the execution of a 
WRITE statement for the same input-output file results in an automatic updating 
of the actual key immediately after the execution of the WRITE statement. 
Similarly, the execution of a WRITE statement followed logically by the 
execution of another WRITE statement for the same file results in an automatic 
updating of the actual key after the execution of each WRITE statement. However, 
the execution of a READ statement followed logically by the execution of another 
READ statement from the same file, without the intervening execution of a WRITE 
statement, results in the automatic updating of the actual key only immediately 
prior to the execution of the second READ statement. Following the execution of 
a WRITE statement, the contents of the actual key reflect the actual location of 
the next mass storage record capable of being processed. In terms of COBOL 
logic, this is the location of the current mass storage record. Since the 
automatic updating of the contents of the actual key is the function of the Mass 
Storage Control System and since the ACTUAL KEY phrase is never referred to or 
required by the Mass Storage Control System, any changes the user makes to the 
actual key do not affect the processing of the mass storage file.

The imperative-statement in the AT END phrase associated with the next READ 
statement in order of execution is executed when the logical end of the mass 
storage file is detected. For WRITE statements, the detection of the logical end 
of a mass storage file before the execution of the CLOSE statement causes the 
contents of the actual key to reflect a location outside the environmental 
limits of the file. Since this value represents an erroneous location in the 
file, the INVALID KEY phrase associated with a particular WRITE statement is 
executed when that WRITE statement is executed.

Random Access with Sequential Processing

In the sequential-sequential technique, the data records in a mass storage 
file are read, processed, and written in an order based on the source program. 
The random-sequential technique differs only in that references are made to 
records in the file in a random manner. The sequential processing of randomly 
accessed records has all of the processing characteristics and file 
characteristics of the sequential-sequential method.

To permit direct access to any data record in a file, the user must specify 
a key to the precise identification of the particular record desired.
i.dent.i fiaat:ion:Jmust . bespecified: as- •. a' sibgle^precxsioh' binary'' integer . (USAGE

Since,in this technique, the control of an actual key is the 
responsibility of the user, there are no implicit updating functions for an 
actual key.
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In some computer systemst the introduction of the random-access approach to 
a mass storage file requires the definition of an input-output statement (SEEK) 
to operate in conjunction with the READ and WRITE statements. Since locating 
records is always necessary in the random-sequential technique, the function of 
the SEEK statement is performed implicitly by a READ or WRITE statement when the 
SEEK statement is not specified. The contents of the actual key are used by the 
Mass Storage Control System as the desired record’s location identifier at the 
time the implicit SEEK statement is executed.

The SEEK statement, then, locates a record for subsequent reading or 
writing. On the computer it is not possible to separate physical seek times from 
the operations of reading or writing. Therefore, the SEEK statement, is treated 
as a comment and no overlapping of other procedures is possible by its use prior 
to a READ or WRITE.

If the user has specified random access for a mass storage file, there is 
no logical end to the file. Thus, the AT END phrase of the READ statement is 
meaningless and the INVALID KEY phrase must be specified for both the READ and 
WRITE statements. If, during execution of either a READ or a WRITE statement, 
the contents of the actual key reflect an actual location outside the 
environmental limits for a file (as defined on system file control cards), the 
imperative-statement in the INVALID KEY phrase is executed.

For additional information concerning file processing, refer to Section V 
of the COBOL User's Guide.

SEGMENTATION

COBOL segmentation allows the user to communicate with the compiler to 
specify object program overlay requirements. Segmentation is concerned only with 
the segmentation of procedures. Therefore, only the Environment and Procedure 
Divisions are considered when determining segmentation requirements for an 
object program.

Terminology

With the advent of a standard concept of segmentation as an extension to 
COBOL, it has become necessary to revise terminology. Previously, the terms 
'segmentation' and 'segments' were used to denote capabilities associated with 
the operating system. Where these words are used now, they will apply only to 
the standard COBOL concept of segmentation as discussed in this manual. The term 
modularization will replace the previous usage of the term segmentation and the 
term module will replace the term segment.

: Modularization, then, is the facility of combining separately compiled 
programs (modules) as building blocks to the solution of a problem using a 
non-COBOL CALL statement to effect serial transfer of control. This concept isra 
Series 60/6000 feature and thus must be considered nonstandard.

Program Segments

The segmentation feature permits the user to subdivide the Procedure 
Division of a COBOL object program. All source paragraphs which contain the sa 
priority-number in their section headers are considered to be one segment at 
object program execution. Since priority-numbers can range from 00 through 99, 
it is possible to subdivide any object program into a maximum of 100 segments.
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The Procedure Division for a source program is usually written as a 
consecutive group of sections f each of which is composed of a series of closely 
related operations that are designed to collectively perform a particular 
function. When segmentation is used, the entire Procedure Division must be in 
sections. Each section must also be classified (using a priority-number) as 
belonging either to the fixed.portion or to one of the independent segments of 
the object program. Segmentation in no way affects the need for qualification of 
procedure-names to ensure uniqueness.

Fixed Portion

The fixed portion is defined as that part of the object program which is 
logically treated as if it were always in memory. This portion of the program is 
composed of two types of segments: fixed permanent segments and fixed 
overlayable segments.

A fixed permanent segment is a segment in the fixed portion which cannot be 
overlayed by any other part of the program. A fixed overlayable segment is a 
segment in the fixed portion which, although logically treated as if it were 
always in memory, can be overlayed by another segment to optimize memory 
utilization. A fixed overlayable segment, if called for by the program, is 
always made available in its last used state.

Variation of the number of fixed permanent segments in the fixed portion 
can be accomplished by using a special facility called the SEGMENT-LIMIT phrase 
in the OBJECT-COMPUTER paragraph of the Environment Division. Unless the 
SEGMENT-LIMIT phrase is used, all segments numbered 00 through 49 are fixed 
permanent segments. However, if the user requires fixed overlayable segments, 
they are numbered from a user-specified value (01 through 49). The user 
indicates the lowest numbered segment which is to be fixed overlayable in the 
SEGMENT-LIMIT phrase. Therefore, the more fixed overlayable segments there are, 
the fewer fixed permanent segments there can be. Segment 00 is always fixed.

The logical relationship between all segments numbered 00 through 49 is 
always the same, regardless of SEGMENT-LIMIT. For example, an altered GO TO 
statement which appears in a segment numbered 27 will remain altered, whether 
the segment is fixed permanent or fixed overlayable, until the execution of 
another ALTER statement; intervening overlays of the segment will not result in 
initialization of the segment. Therefore, COBOL paragraphs numbered 00 through 
49 can be written as if all such paragraphs were always fixed in memory, and 
subsequent changes in SEGMENT—LIMIT will have no effect on program logic.

Independent Segments

An independent segment is defined as part of the object program which can 
overlay, and can be overlayed by, either a fixed overlayable segment or another 
independent segment. An independent segment is effectively in its initial state 
each time the segment is made available to the program. Independent segments are 
numbered 50 through 99.

For additional information concerning segmentation, refer to Section XV of 
the COBOL User’s Guide.
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ZATXON

Modules are programs that are compiled and tested / independently and 
subsequently loaded together and executed as a total program*  Thus, a user may 
decide to break up a large complex program into several parts or modules, write 
each one as a separate source program, and compile and test each module 
independently, lOereby overlapping programming and checkout time. Another use of 
modules -.-is to .'.facilitate, writing common subroutines (installation oriented) in 
eburce. language to be compiled as independent modules*  •'.

of COBOL program modularisation are-:

’•:-///' ’’li . To Ipermit practical separation • of a- data processing' . program into 
distinct functional components (modules)*

2^- To ..’.permit'the modules to be '.developed as separate COBOL- source' 
:'. programs:that are '.compiled ' separately-' and. may be debugged- separately*/

3. ///fe.permit: programs to-be-linked by the object program loader*

4. To permit the functional modules to overlay other modules when called 
into memory in order to execute large programs within a limited amount 
of memory*

../// The; :-com^ segmentation of COBOL procedural sections . as
specified in American National Standard COBOL specifications. However, through 

•:modu'lari.iatioh :>X.it';..is .possible...to organize a group of COBOL modules functionally 
to-/operate: in'--the same- manner as segmentation bf American National Standard 
COBOL*  19fe8 .procedural 'statements.'with- the exception that there- is " no way to 
call-a .segment.'and. have, it made / a vail able ..iri-/..its last -used ' state# • . Befer--- to 
Beat ion W - of/the:- <2OBQL'-'.^ ^s-.Wi^' for . ad.di:tional- information *: '

USING A COBOL LIBRARY

A COBOL library containing source program text that is available at 
compilation may be created. By creating a library file, the user can avoid 
lengthy repetitions of data descriptions and/or procedures in programs using 
common data descriptions and/or procedures. The effect of the compilation of 
library text is the same as if the text were actually written as part of the 
source program. The library may contain text for the Environment Division, the 
Data Division, and the Procedure Division. The compiler is directed to the 
library using the LIBCPY option orthe COPY option on the $ COBOL card*  The text 
is made available by using the COPY clause in the Environment and Data Divisions 
and by using the COPY statement in the Procedure Division.

For a description of the COPY function, refer to Section VIII, the COBOL 
Library and to Section XIV of the COBOL User's Guide.
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TRANSACTION PROCESSING

Trans action Process ing Sys tem

The Transaction Processing System (TPS) gives a remote terminal user the 
ability to process business trans actions on a large-scale computer. The 
transactions involved may represent any of the events in the minute*-by-minute  
operation of a widespread, diversified business.

A subroutine in the General Comprehensive Operating Supervisor (GGOSj 
called the Transaction Processing Executive (TPE) calls Transaction Processing 
Applications Programs (TPAPs) whenever they are needed to process transactions 
from a remote terminal. This capability of dynamically selecting application 
programs to fit the incoming transaction allows the TPS to process an almost 
infinite variety of transactions.

Trans action Process ing Applie ations Pro grams

Transaction Processing Applications Programs (TPAPs) are user-supplied 
programs designed to process the various types of transactions to be processed 
by the TPS. Thus, they are tailored to the precise needs the user 
installation.

The TPAPs are stored as independent programs on the GCOS file system and 
are called into execution as needed to process transactions submitted to the 
TPS.

In addition to accepting transactions from a remote terminal, the TRAP may 
request direct communication with the user at the terminal and execute the 
transaction in a direct-access (DAC) mode. A wraparound provision in the TPS 
permits the output of one Transaction Processing Applications Program to be used 
as input to another Transaction Processing Applications Program for further 
processing.

Refer to the Trans action Processing System User1s Guide for operational 
details of the TPS, and also to Section VII of the COBOL Userrs Guide.
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SECTION III

LANGUAGE CONCEPTS

LANGUAGE RELATIONSHIPS

The English language is a natural language; that is, it is constantly 
changing and its rules describe current usage. COBOL is a mechanical language. 
Its rules have been predefined and are rigid, which means that the rules of 
COBOL must be changed before the use of COBOL can change.

As a mechanical language, COBOL is described as a higher level language. 
This means that COBOL is problem oriented, which has to do with the way data 
structures are defined. In lower level mechanical languages, the user must know 
the addressing structure of the computer as well as the way the computer 
structures data. In COBOL, knowledge of the computer’s addressing structure is 
not required; data structures are defined according to the rules of COBOL rather 
than to the computer’s rules. Because of this, COBOL is said to be a machine 
independent language.

Machine independence means that COBOL can be translated into many machine 
languages. A machine language is the terminology that a computer can.recognize. 
The COBOL described in this manual is translated into the Series 60/6000 
computer (machine) language.

Any language, natural or mechanical, is concerned with syntax and 
semantics. Syntax is the relationship between the symbols of the language. The 
semantics of a language are the relationships between the symbols of the 
language and their meanings. These relationships (and certain other 
considerations) make up the rules of the language. The remainder of this 
section describes the semantics of COBOL.

USER-CREATED SYMBOLS

The first part of this section is concerned with user-created COBOL
symbols. Only three types of COBOL symbols can be created; words, literals, and
PICTURE character-strings. All symbols created by the user are called
character-strings. A character-string is defined as a contiguous set of
characters taken from the COBOL character set that forms a word, a literal, or a 
PICTURE character-string. A character-string can be as short as one character 
in length or may have as many as 132 characters. A character is an element of 
the COBOL alphabet, which is known as the standard character set. The elements 
(characters) of the COBOL alphabet (character set) are:

abcdefghijklmnopqrstuvwxyz

0123456789+-*/=$,.;"  () >< and

the blank or space.
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There are 51 characters in the character set and only these characters can 
be used in character-strings.

Words

A COBOL word is a character-string of from one to 30 characters taken from 
the following subset of the COBOL character set:

A through Z 

0 through 9 
the special character (hyphen)

When a COBOL word is formed, the special character ’-’ cannot be used as 
the first or last character of the word. A single COBOL word is often formed 
from two or more English language words. For example, COST-ANALYSIS is a single 
13-character COBOL word and 6-AT-7-VAC-TUBE is a 15-character COBOL word. COBOL 
words are created by the user to name or identify something; COBOL names that 
can be created are data-names, condition-names, procedure-names, and 
mnemonic-names.

DATA-NAMES

The user creates a data-name to identify by name each data item described 
in the Data Division of the program or to identify by name the area that 
contains the data referred to in the Procedure Division. A data item can be an 
elementary item, a named group of elementary items within a record, or a record. 
An identifier is composed of a data-name, followed as required by a combination 
of qualifiers, subscripts, and/or indexes to make the identifier reference a 
unique data item in the program.

CONDITION-NAMES

A condition-name is a word that names one or more of the values a data item 
can have when the object program is being executed. A data item that can have 
more than one value while the object program is being executed is called a 
variable. A conditional variable is a data item whose value, sets of values, or 
range of values have names. Condition-names are used in the Procedure Division 
in conditional statements; i.e., in statements beginning with the word IF. 
Condition-names can be defined in the Data Division in level 88 entries or under 
SPECIAL-NAMES in the Environment Division. Each condition-name created by the 
user must be unique or be made unique through qualification.

PROCEDURE-NAMES

Procedure-names are words used to name paragraphs or sections in the 
Procedure Division of the program. Procedure-names enable the user to make 
references from one paragraph or section to another. This facility allows the 
user to write a procedure once and then refer to it as often as necessary. When 
a procedure-name is composed of digits such as 00345, a reference to that 
procedure-name must contain the leading zeros. That is, 345 is not the same as 
00345.
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MNEMONIC-NAMES

A mnemonic-name is a user-created COBOL word that is assigned to special 
names. Mnemonic-names are defined in the SPECIAL-NAMES paragraph of the 
Environment Division. The special names are names assigned by the computer 
system to certain input-output functions. Mnemonic-names do not have data 
descriptions in the Data Division.

Literals

The COBOL symbol type known as a literal is a user-created data item. That 
is, a literal is not a reference to data such as a data-name or identifier, but 
is the actual data to be operated on. A literal is a constant since its value 
never changes. The value of a literal is the characters that compose the 
literal. Two types of literals may be created, nonnumeric literals and numeric 
literals.

NONNUMERIC LITERALS

A nonnumeric literal can be either class alphabetic or class alphanumeric 
and can be used only as a display item.Thismeans that nonnumeric literals 
cannot be used in computations; a nonnumeric literal cannot be added to some 
data item. A nonnumeric literal is defined as a string of characters in the 
Series 60/6000 character set, excluding the quotation mark character, bounded by 
quotation marks. The user can create a nonnumeric literal that has only one 
character or has as many as 132 characters, not counting the quotation marks 
that delimit it.

NUMERIC LITERALS

A numeric literal must be class numeric but, unlike nonnumeric literals, a 
numeric literal can be used as a computational item as well as a display item. 
To create a numeric literal, only the digits (0 through 9), the + sign, the 
sign, and the decimal point may be used. No other characters are allowed in the 
construction of a numeric literal. When either the + or the - sign is used (only 
one of these can be used in each numeric literal), it must be the leftmost 
character of the literal. When neither sign is used, the literal is assumed to 
be positive. When the decimal point is used, it can appear in any character 
position of the literal except in the rightmost character position. If the 
decimal point is not used, the literal is an integer. Numeric literals may 
contain up to 18 digits and must contain at least one digit. The signs (+ and -) 
and the decimal point are not counted when applying this rule.

PICTURE Character-Strings

A PICTURE character-string is a special type of user-created COBOL symbol. 
The PICTURE character-strings that can be created are described in detail in the 
description of the PICTURE clause in the Data Division.
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OTHER COBOL SYMBOLS

This paragraph is concerned with COBOL symbols that are used by but not 
created by the programmer. These symbols are Figurative Constants, Names of 
Special Registers, Editing Symbols, Punctuation Symbols, Relation Symbols, 
Arithmetic Operation Symbols, and Reserved Words.

Figurative Constants

A constant is a data item whose value remains fixed. Certain constants have 
been assigned fixed data-names, and are called figurative constants. A 
figurative constant may be used any place in the source program that a literal 
can be used except that wherever a numeric literal is required, the only 
figurative constant that can be employed is ZERO (or ZEROS or ZEROES). Although 
figurative constants may be specified in place of nonnumeric literals, this does 
not mean that figurative constants are delimited by quotation marks; they are 
not. Figurative constants are COBOL-defined symbols and are recognized as such 
by the compiler. Therefore, if a figurative constant is delimited by quotation 
marks, the result is a nonnumeric literal whose value is the word itself and not 
the value that the word implies. The figurative constants and their meanings 
are:

ZERO ZEROS ZEROES :

SPACE SPACES:
UPPER-BOUND UPPER-BOUNDS:

LOWER-BOUND LOWER-BOUNDS:

HIGH-VALUE HIGH-VALUES:

LOW-VALUE LOW-VALUES:

QUOTE QUOTES ?

ALL literal:

Represents the value 0 or one or more of the 
character 0, depending on the context in which it 
appears.
Represents one or more blanks or spaces.
Represents one or more of the character Z. The Z 
character is used as a high delimiter in processing 
data.
Represents one or more of the character 0. The 0 
character is used as a low delimiter in processing 
data.
Represents one or more of the character !. The ! 
character has the highest value in the computer's 
collating sequence.
Represents one or more of the character 0. The 0 
character has the lowest value in the computer's 
collating sequence.
Represents one or more of the character ". Note that 
this figurative constant cannot be used to delimit a 
nonnumeric literal.
Represents one or more of the string of characters 
composing the literal. The literal must be either a 
nonnumeric literal or any other figurative constant. 
When the word ALL is followed by a figurative 
constant, the word ALL is redundant and is included 
in the source program only for readability.
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The singular and plural forms of the figurative constants are equivalent 
and, therefore, may be used interchangeably. A figurative constant represents a 
string of characters. The number of characters in the string is determined by 
the compiler as follows:

1. When a figurative constant is associated with another data item, such 
as when the figurative constant is moved to or compared with another 
data item, the string of characters that the figurative constant 
represents is repeated character by character until the number of 
characters in the resulting string is equal to the number of 
characters specified as the size of the associated data item.

2. When a figurative constant is not associated with another data item, 
such as when the figurative constant appears in a DISPLAY, EXAMINE, or 
STOP statement, the length of the string is one character.

3. The ALL literal figurative constant cannot be used with the DISPLAY, 
EXAMINE, or STOP statements.

Special Registers

Special registers are compiler-generated 
store information that is produced when specific

memory areas. They are used to 
COBOL features are used.

TALLY REGISTER

The primary use of the TALLY register is to temporarily store the 
information produced by the EXAMINE statement when the TALLYING option 
associated with it is used. The TALLY register generated is just largeenough 
to contain a decimal integer of five digits whose implicit usage is and 
that BaO an operational sign. The word TALLY may also be used as the name of an 
elementary data item whose value is a decimal integer and whose size ...is hot 
greater than five digits.

LINE-COUNTER

The purpose of the LINE-COUNTER is to automatically control the vertical 
positioning of a report. PAGE/WO|^i0$ HEADING and PAGE/^^|^|||^g^ FOOTING report 
groups are automatically produced based on the PAGE LIMIT clause specified in 
each report description entry. These report groups are used by the compiler to 
control the placement of headings and footings on the pages of the report(s) 
being generated. Although the LINE-COUNTER is generated by the compiler, its 
maximum value may be controlled using the PAGE LIMIT clause.

PAGE-COUNTER

The purpose of the PAGE-COUNTER is to supply page numbers for the pages 
within a report group. The initial value of the PAGE-COUNTER is one, but this 
value can be modified by the user immediately after an INITIATE statement has 
been executed.
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Editing Symbols

The editing rules are described in Section VI under the PICTURE clause. 
This paragraph lists those characters of the COBOL character set that are 
editing symbols when used in an editing context. The symbols and their meanings 
are:

Symbol Meaning

B 
0

Space
Zero
Plus

— Minus
CR
DB
Z *
$

Credit
Debit
Zero Suppress 
Check Protect 
Currency Sign

, Comma
• Period (Decimal Point)

Punctuation Symbols

The punctuation symbols are used to delimit character-strings to make 
source coding more readable and, in certain instances, to conform to the 
requirements of the language. For example, the compiler normally expects to 
encounter a period followed by a space after a section-name. If the period or 
the space or both do not appear immediately after a section-name, an error 
condition results. For the most part, however, punctuation symbols are optional 
in the formats. When punctuation symbols are used, however, the following rules 
must be observed:

1. When used to delimit a character-string, the period, comma, or 
semicolon must be followed immediately by a space.

2. Whenever a space is used as a punctuation symbol, as many as desired 
may be used.

3. The left parenthesis may be immediately followed by a space and the 
right parenthesis may be immediately preceded by a space.

The punctuation symbols and their meanings are:

Symbol Meaning

/

•

(
)
fl

Comma
Semicolon
Period
Left Parenthesis
Right Parenthesis
Space
Quotation Mark
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Relation Symbols

, . Special symbols may be used in conditional statements in the Procedure 
Division to express a relationship (in value) between two data items. The 
symbols used for this purpose and their meanings are:

Symbol Meaning

Greater Than
Less Than
Equal To

Arithmetic Operation Symbols

The following symbols may be used to perform arithmetic operations in the 
Procedure Division:

Symbol Meaning
Addition 
Subtraction 
Multiplication 
Division 
Exponentiation

Reserved Words

Appendix A of this manual contains a list of words reserved for the 
exclusive use of COBOL. That is, each of these words is a COBOL symbol with a 
predefined meaning and must not appear as a user-defined word. Since the user 
can define data-names, condition-names, procedure-names, mnemonic-names, 
literals, and PICTURE character-strings, none of the reserved words can be used 
for any of these representations.

CONCEPT OF COMPUTER-INDEPENDENT DATA DESCRIPTION

The Data Division is that area of the source program in which the user 
describes the data that the object program is to produce or process. To make 
data as computer independent as possible, the attributes (characteristics or 
properties) of the data are described in relation to a standard data format 
rather than in relation to an equipment-oriented format. The data contained in a 
file is described according to the physical aspects of the file and the 
conceptual (or logical) characteristics of the data in the file.

Physical Aspects of a File

The physical attributes of a file describe the data as it appears on the 
input or output device. Some of the physical attributes of a file are:

1. The recording mode.
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or defined in the Data Division of

2. The grouping (or blocking) of 
limitations of the device.

logical records within the physical

3. The means by which the file is identified.

These file attributes are described the
source program.

Conceptual Characteristics of a File

The logical attributes of a file are an explicit definition of each logical 
entity in the file and are described or defined in the Data Division. In COBOL, 
a logical record is a group of related information that is uniquely identifiable 
and treated as a unit. A physical record, on the other hand, is a physical. unit 
of information whose size and recording mode is convenient for a particular 
computer for the storage of data on an input or output device. The size of a 
physical record is hardware dependent and need bear no direct relationship. to 
the size of the file of information on a device. For example, a single logical 
record may be contained in a single physical record; several logical records may 
be contained in a single physical record; or a single logical record may 
require several physical records to contain it. In COBOL, the input and output 
statements refer to one logical record. The idea of a logical record is not 
confined to data contained in files. Data in the Working-Storage Section can 
also be grouped into logical records.

Record Concepts

Each unique logical record is defined by a record description entry in the 
Data Division. Record description entries consist of data description entries 
that describe the attributes of a particular logical record. Each data 
description entry in a record description entry consists of a level-number which 
is followed by a data-name and by a series of independent clauses as required 
for the entry.

Concept of Levels

The structure of a logical record is based on levels so that subdivisions 
of the record can be named or identified for data reference. After a subdivision 
has been named, it can be further subdivided. The most basic subdivision of a 
record (that which is not further subdivided) is an elementary item. To refer to 
a set of elementary items, the items are combined into named groups. A group 
consists of a named sequence of one or more elementary items. Groups may also be 
combined into a sequence of two or more groups. An elementary item can, 
therefore, belong to more than one group. Note that if a logical record is not 
subdivided, it is an elementary item.
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COBOL employs a system of level-numbers to show the hierarchical structure 
of logical records. Since a logical record is the most inclusive data item, 
level-numbers for records start at 01. Less inclusive data items (i.e., group 
items and elementary items) are assigned higher (but not necessarily successive) 
level-numbers not exceeding 49 in value. A group includes all group and 
elementary items following it until a level-number less than or equal to the 
level-number of that group is encountered. The level-number of an item (either 
an elementary item or a group item) which immediately follows the last 
elementary item of a preceding group must be the same as one of the groups to 
which the preceding elementary item belongs. In other words, level-numbers may 
not be assigned after a group structure has already been established by specific 
level-numbers.

The special level-numbers 66, 77, and 88 are exceptions to the rule that 
level-numbers cannot exceed 49 in value. These special level-numbers are not 
associated with describing the hierarchical structure of a logical record but, 
instead, are used to specify:

1. Elementary items or groups introduced by a RENAMES clause.
2. Noncontiguous working-storage data items and constants.

3. Condition-names.

Entries that describe items through a RENAMES clause (to regroup data 
items) use the level-number 66. Entries specifying noncontiguous data items 
(which are not subdivided and are not subdivisions of other items) use the 
level-number 77. Entries specifying condition-names (to be associated with 
particular values of a conditional variable) use the level-number 88.

Concept of Classes of Data

The five categories of data items (refer to the PICTURE clause) are grouped 
into three classes; alphabetic, numeric, and alphanumeric. For alphabetic and 
numeric, the classes and categories are synonymous. The alphanumeric class 
includes the categories of alphanumeric edited, numeric edited, and alphanumeric 
(without editing). Every elementary item belongs to one of the three classes and 
also to one of the categories. At object program execution, the class of a group 
item is treated as alphanumeric regardless of the class of elementary items 
subordinate to that group item. The following chart displays the relationship of 
the class and categories of data items.

LEVEL OF ITEM CLASS CATEGORY

Elementary

Alphabetic Alphabetic

Numeric Numeric

Alphanumeric
Numeric Edited
Alphanumeric Edited
Alphanumeric

Nonelementary 
(Group) Alphanumeric

Alphabetic
Numeric
Numeric Edited
Alphanumeric Edited
Alphanumeric
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The size of an elementary data item or a group item is the number of 
characters in standard data format of the item. Synchronization and usage may 
cause a difference between this size and the character positions required for 
the internal representation of the data.

Algebraic Signs

Algebraic signs
positive or negative;

are used to indicate 
two kinds of signs are

whether the value 
employed:

of a data item is

external, edited report.

1. An operational sign is used to show 
operation.

the value of an item in an

2. An editing sign is used to identify the value of an item on an

The operational sign must be included in the last digit of a numeric item 
unless the data description entry specifies USAGE COMPUTATIONAL-* 4• In this 
case, the operational sign must be a separate four-bit digit immediately 
following the last digit of the numeric data item. If signs other than 
operational signs are used on input data, special handling will be required in 
the Procedure Division statements. Editing signs are not operational signs; 
they are inserted into a data item using the sign control symbols of the PICTURE 
clause.

Standard Alignment Rules

The standard rules for positioning data within an elementary item depend on 
the category of the receiving item. These rules are:

If the receiving data item is described as numeric:
a. The data is aligned by decimal point and is moved to the 

receiving character positions with zero-fill or truncation on 
either end as required.

b. When a decimal point is not explicitly specified, the data item 
is treated as if it had an assumed decimal point immediately 
following its rightmost character with zero-fill or truncation to 
the left, as required.

If the receiving data item is a numeric edited data item, the data 
moved to the edited data item is aligned by decimal point with 
zero-fill or truncation at either end as required within the receiving 
character positions of the data item, except where editing 
requirements cause replacement of the leading zeros.
If the receiving data item is alphanumeric (other than a numeric 
edited data item), alphanumeric edited, or alphabetic, the sending 
data is moved to the receiving character positions and aligned at the 
leftmost character position in the data item with space-fill or 
truncation to the right, as required.

If the JUSTIFIED clause is specified for the receiving item, these standard 
rules are modified as described in the JUSTIFIED clause.
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COBOL employs a system of level-numbers to show the hierarchical structure 
of logical records. Since a logical record is the most inclusive data item, 
level-numbers for records start at 01. Less inclusive data items (i.e., group 
items and elementary items) are assigned higher (but not necessarily successive) 
level-numbers not exceeding 49 in value. A group includes all group and 
elementary items following it until a level-number less than or equal to the 
level-number of that group is encountered. The level-number of an item (either 
an elementary item or a group item) which immediately follows the last 
elementary item of a preceding group must be the same as one of the groups to 
which the preceding elementary item belongs. In other words, level-numbers may 
not be assigned 'after a group structure has already been established by specific 
level-numbers.

The special level-numbers 66, 77, and 88 are exceptions to the rule that 
level-numbers cannot exceed 49 in value. These special level-numbers are not 
associated with describing the hierarchical structure of a logical record but, 
instead, are used to specify:

1. Elementary items or groups introduced by a RENAMES clause.
2. Noncontiguous working-storage data items and constants.
3. Condition-names.

Entries that describe items through a RENAMES clause (to regroup data 
items) use the level-number 66. Entries specifying noncontiguous data items 
(which are not subdivided and are not subdivisions of other items) use the 
level-number 77. Entries specifying condition-names (to be associated with 
particular values of a conditional variable) use the level-number 88.

Concept of Classes of Data

The five categories of data items (refer to the PICTURE clause) are grouped 
into three classes; alphabetic, numeric, and alphanumeric. For alphabetic and 
numeric, the classes and categories are synonymous. The alphanumeric class 
includes the categories of alphanumeric edited, numeric edited, and alphanumeric 
(without editing). Every elementary item belongs to one of the three classes and 
also to one of the categories. At object program execution, the class of a group 
item is treated as alphanumeric regardless of the class of elementary items 
subordinate to that group item. The following chart displays the relationship of 
the class and categories of data items.

LEVEL OF ITEM CLASS CATEGORY

Elementary

Alphabetic Alphabetic

Numeric Numeric

Alphanumeric
Numeric Edited
Alphanumeric Edited
Alphanumeric

Nonelementary 
(Group) Alphanumeric

Alphabetic
Numeric
Numeric Edited
Alphanumeric Edited
Alphanumeric
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The size of an elementary data item or a group item is the number of 
characters in standard data format of the item. Synchronization and usage may 
cause a difference between this size and the character positions required for 
the internal representation of the data.

Algebraic Signs

Algebraic signs are used to indicate whether the value of a data item is 
positive or negative; two kinds of signs are employed:

1. A standard operation sign is used to show the value of an item in an 
operation.

2. An editing sign is used to identify the value of an item on an 
external, edited report.

The standard operation sign must be included in the last digit of a numeric 
item unless the data description entry specifies RACKED 
SYNCHRONIZED. In this case, the operation sign must be a separate four-bit digit 
immediately following the last digit of the numeric data item. If signs other 
than standard operation signs are used on input data, special handling will be 
required in the Procedure Division statements. Editing signs are not operation 
signs; they are inserted into a data item using the sign control symbols of the 
PICTURE clause.

Standard Alignment Rules

The standard rules for positioning data within an elementary item depend on 
the category of the receiving item. These rules are:

If the receiving data item is described as numeric:
a. The data is aligned by decimal point and is moved to the 

receiving character positions with zero-fill or truncation on 
either end as required.

b. When a decimal point is 
is treated as if it had 
following its rightmost 
the left, as required.

not explicitly specified, the data item 
an assumed decimal point immediately 
character with zero-fill or truncation to

2. If the receiving data item is a numeric edited data item, the data 
moved to the edited data item is aligned by decimal point with 
zero-fill or truncation at either end as required within the receiving 
character positions of the data item, except where editing 
requirements cause replacement of the leading zeros.

3. If the receiving data item is alphanumeric (other than a numeric 
edited data item), alphanumeric edited, or alphabetic, the sending 
data is moved to the receiving character positions and aligned at the 
leftmost character position in the data item with space-fill or 
truncation to the right, as required.

If the JUSTIFIED clause is specified for the receiving item, these standard 
rules are modified as described in the JUSTIFIED clause.

3-10 DD2 5



UNIQUENESS OF REFERENCE

Qualification

Every user-specified name that defines an element in a COBOL source program 
must be unique, either because no other name has the identical spelling and 
hyphenation, or because the name exists within a hierarchy of names such that 
references to the name can be made unique by mentioning one or more of the 
higher levels of the hierarchy. The higher levels are called qualifiers and the 
process that specifies uniqueness is called qualification. Enough qualification 
must be mentioned to make the name unique; however, it may not be necessary to 
mention all levels of the hierarchy. Within the Data Division, all data-names 
used for qualification must be associated with a level indicator or a 
level-number. Therefore, two identical data-names must not appear as entries 
subordinate to a group item unless they are capable of being made unique through 
qualification. In the Procedure Division, two identical paragraph-names must not 
appear in the same section.

In the hierarchy of qualification, names associated with a level indicator 
are the most significant; then those names associated with level-number 01; then 
names associated with level-number 02, ..., 49. A section-name is the highest 
(and the only) qualifier available for a paragraph-name. Thus, the most 
significant name in the hierarchy must be unique and cannot be qualified. 
Subscripted or indexed data-names and conditional variables, as well as 
procedure-names and data-names, may be made unique by qualification. The name of 
a conditional variable can be used as a qualifier for any of its 
condition-names. Regardless of the available qualification, no name can be both 
a data-name and a procedure-name.

Qualification is performed by following a data-name or a paragraph-name by 
one or more phrases composed of a qualifier preceded by IN or OF. IN and OF are 
logically equivalent.

The general formats for qualification are:

Format 1:

{data-name-1

condition-name
OF^l

I data-name-2
IN J

Format 2:

paragraph-name section-name

The rules for qualification are as follows:
Each qualifier must be of a successively higher level and within the 
same hierarchy as the name it qualifies.

2. The same name must not appear at two levels in a hierarchy.
3. If a data-name or a condition-name is assigned to more than one data 

item in a source program, the data-name or condition-name must be 
qualified each time it is referred to in the Environment, Data, and 
Procedure Divisions (except REDEFINES where, by definition, 
qualification is unnecessary).
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4. A paragraph-name must not be duplicated within a section. When a 
paragraph-name is qualified by a section-name, the word SECTION must 
not appear. A paragraph-name need not be qualified when referred to 
from within the same section.

5. A data-name cannot be subscripted when it is being used as a 
qualifier.

6. A name can be qualified even though it does 
there is more than one combination of 
uniqueness, then any such set can be used.

not need qualification; if 
qualifiers that ensures

Subscripting

Subscripts can be used only when reference is made to an individual element 
within a list or table of like elements that have not been assigned individual 
data-names. (Refer to the OCCURS clause in Section VI and Table Handling in 
Section II.)

The subscript can be represented either by a numeric literal that is an 
integer or by a data-name. The data-name must be a numeric elementary item that 
represents an integer. When the subscript is represented by a data-name, the 
data-name may be qualified but not subscripted.

The subscript may contain a plus sign. The lowest possible subscript value 
is one (1); this value points to the first element of the table. The next 
sequential elements of the table are pointed to by subscripts whose values are 
2, 3, ... . The highest permissible subscript value in any particular case is 
the maximum number of occurrences of the item as specified in the OCCURS clause.

The subscript, or set of subscripts, that identifies the table element is 
enclosed in parentheses immediately following the terminal space of the table 
element data-name. The table element data-name appended with a subscript is 
called a subscripted data-name. Although not required, a comma may separate 
subscripts in a series.

The format is:
, subscriptdata-name (subscript

Some examples of writing subscripts are:
MOVE RATE (REGION, STATE, CITY) TO LISTINGS. 
IF HEIGHT (10) IS GREATER THAN . . .
MULTIPLY PRICE (STOCK-NO) BY INVENTORY (STOCK-NO).
EXAMINE TRACT (REGION) REPLACING . . .

Indexing

References can be made to individual elements within a table of like 
elements by specifying indexing for that reference. An index is assigned to that 
level of the table by using the INDEXED BY phrase in the definition of a table. 
A name given in the INDEXED BY phrase is known as an index-name and is used to 
refer to the assigned index. An index-name must be initialized by a SET 
statement before it is used as a table reference (refer to the SET statement, 
Section VII).
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Direct indexing of a table element is specified by using an index-name in 
the form of a subscript. Relative indexing is specified when the index-name is 
followed by the operator + or -, followed by an unsigned integral numeric 
literal all enclosed in the set of parentheses that begins immediately after the 
terminal space of the data-name.

The general format for indexing is:

data-name index-name
X jinteger

index-name

Identifier

An identifier is a term used to reflect that a data-name (if not unique in 
a program) must be followed by a syntactically correct combination of 
qualifiers, subscripts, or indexes necessary to ensure uniqueness.

The general formats for identifiers are:

Format 1:

data-name-1 data-name-2

, subscript-2 [ subscript-3]

(subscript-1

Format 2;

data-name-1 data-name-2
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Restrictions on Qualification, Subscripting; and Indexing

The restrictions on qualification, subscripting, and indexing follow:
1. The commas shown in the general formats are not required.
2. A data-name must not itself be subscripted nor indexed when that 

data-name is being used as an index, subscript, or qualifier.
3. Indexing is not permitted where subscripting is not permitted.
4. An index may be modified only by the SET, SEARCH, and PERFORM 

statements. Data items described by the USAGE IS INDEX clause permit 
storage of the values associated with index-names as data. Such data 
items are called index data items.

5. If indexing is to be used, each OCCURS clause within the hierarchy 
(each dimension of the table) must contain an INDEXED BY phrase.

6. When a reference requires more than one occurrence number for 
completeness, a data-name subscript must not be used to indicate one 
occurrence number when an index-name is used for another.

7. Literals and index-names may be mixed within one reference just as 
literals and data-name subscripts may be mixed.

REFERENCE FORMAT

The reference format, which provides a standard method for describing COBOL 
source programs, is expressed in terms of character positions in a line on the 
input-output device. The COBOL compiler accepts source programs written in 
reference format and produces an output listing in reference format.

The rules for spacing given in the discussion of the reference format take 
precedence over all other rules for spacing.

The number of cards in a COBOL source program may not exceed 32,767?|i

The divisions of a source program must be ordered as follows: the 
Identification Division, the Environment Division, the Data Division, and the 
Procedure Division. Each division must be written according to the rules for the 
reference format.

Reference Format Representation

The reference format for a line is represented as follows:

Margin Margin Margin Margin Margin

Sequence Number
Area r---

R
| 72 73

Area B
Continuation/Comment 
Line Indicator Area
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Margin L designates the leftmost character position of a line, position 1.
Margin C designates the seventh character position relative to L.
Margin A designates the eighth character position relative to L.
Margin B designates the twelfth character position relative to L.
Margin R designates the rightmost character position of a line and is 

character position 72 relative to Margin L.

The sequence number area occupies the six character positions beginning at 
Margin L, positions 1 through 6.

The continuation/comment/iOBBOs line indicator area is the seventh character 
position of the line.

Area A occupies four character positions beginning at Margin A, positions 8 
through 11.

Area B occupies sixty-one character positions beginning at Margin B, 
positions 12 through 72.

SEQUENCE NUMBERS

A sequence number, consisting of six digits in the 
may be used to label a source program line.

sequence number area,

CONTINUATION OF LINES

Any sentence or entry that requires more than one 
starting subsequent line(s) in Area B. These subsequent 
continuation line(s). The line being continued is called 
word or literal may be broken in such a way that part 
continuation line.

line is continued by 
lines are called the 
the continued line. Any 
of it appears on a

A hyphen in the continuation area of a line indicates that the first 
nonblank character in Area B of the current line is the successor of the last 
nonblank character of the preceding line with no intervening space. However, if 
the continued line contains a nonnumeric literal without a closing quotation 
mark, the first nonblank character in Area B of the continuation line must be a 
quotation mark, and the continuation starts with the character immediately after 
that quotation mark. All spaces at the end of the continued line are considered 
part of the literal. Area A of a continuation line must be blank.

that
If no hyphen is contained in the continuation area of a line, it is assumed 
the last character in the preceding line is followed by a space.

BLANK LINES

A blank line is one that is blank from Margin C to Margin R, 
blank line can appear anywhere in the source program except:

inclusive. A

a. Immediately preceding a continuation line.
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b. Immediately following a section header in a segmented program.
c. -Immediately' following a COPY statement;/ '

Division, Section, and Paragraph Formats

DIVISION HEADER

The division header must start in Area A. After the division header, no 
text may appear before the following section header or paragraph header or 
paragraph-name, except that the keyword DECLARATIVES followed by a period may be 
present after the Procedure Division header.

SECTION HEADER

The section header must start in Area A.

A section consists of paragraphs in the Environment, Data, and Procedure 
Divisions. In the Environment and Data Divisions, no text may appear before the 
following paragraph header or paragraph-name.

In the Procedure Division, a section header is composed of a section-name, 
followed by the reserved word SECTION, followed by a priority-number (optional), 
followed by a period and a space.

PARAGRAPH HEADER, PARAGRAPH-NAME, AND PARAGRAPH

A paragraph consists of a paragraph-name followed by zero,, one, or more 
sentences, or a paragraph header followed by one or more entries. A paragraph 
header starts in Area A of any line following the first line of a division or a 
section.

The name of a paragraph starts in Area A of any line following the first 
line of a division or a section and ends with a period followed by a space.

The first sentence or entry in a paragraph begins either on the same line 
as the paragraph-name or in Area B of the next nonblank line that is not a 
comment line. Successive sentences or entries either begin in Area B of the same 
line as the preceding sentence or entry or in Area B of the next nonblank line 
that is not a comment line.

A sentence consists of one or more statements; an entry consists of one or 
more clauses; all sentences and entries must be followed by a period followed by 
a space.

When the sentences or entries of a paragraph require more than one line, 
they may be continued as described in the Continuation of Lines paragraph above.
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Data Division Entries

Each Data Division entry begins with a level indicator or a level-number9 
followed by a space, followed by the name of a data item (except in the Report 
Section), followed by a sequence of independent clauses describing the data 
item. Each clause, except the last clause of an entry, may be terminated by a 
semicolon followed by a space. The last clause is always terminated by a period 
followed by a space. There are two types of Data Division entries; those which 
begin with a level indicator and those which begin with a level-number.

A level indicator is any of the following: file
sort-^^lg^ file description (SD), or report description (RD).

description (FD), 
See Section VI.

In Data Division entries that begin with a level indicator, the level 
indicator begins in Area A followed in Area B by its associated data-name and 
appropriate descriptive information.

Data Division entries that begin with level-numbers are called data 
description entries.

In data description entries that begin with a level-number 01 or 77, the 
level-number begins in Area A followed by a space and its associated record-name 
or item name and appropriate descriptive information.

A level-number may be one of the following set: 01 through 49, 66, 77, 88. 
Single digit level-numbers are written either as a digit or as a zero followed 
by a digit. At least one space must separate a level-number from the word 
following the level-number.

Successive data description entries may have the same format as the first 
or may be indented according to level-number. The entries in the output listing 
are indented only if the input is indented. Indentation does not affect the 
magnitude of a level-number.

When level-numbers are to be indented, each new level-number may begin any 
number of spaces to the right of Margin A. The extent of indentation to the 
right is determined only by the width of the physical medium.

Declaratives

The keyword DECLARATIVES and the keywords END DECLARATIVES that precede and 
follow, respectively, the declarative portion of the Procedure Division must 
appear on a line by themselves. Each must begin in Area A and be followed by a 
period and a space. After the keywords END DECLARATIVES, no text may appear 
before the following section header.
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Comment Lines

A comment line is any line with an asterisk in the continuation area of the 
line*  A comment line can appear as any line in a source program, excluding:

* :1* The last line*
2* The line immediately following a section header in a segmented 

program*
3. The line immediately following a COPY statement *

4. Any 1ine in an ENTER GMAP procedure.

Any combination of the characters from the computer's character set may be 
included in Area A and Area B of a comment line*  The asterisk and the 
characters in Area A and Area B will be produced on the output listing but serve 
as documentation only*  Four special types of comment lines are provided:

1* An * in column 7 followed by the word EJECT in columns 8-12 causes 
page ejection after printing the comment*

2. A stroke (/) in column 7 causes page ejection prior to printing the 
comment line  .•*

3. An  in column 7 followed by LSTOF in columns 8-12 causes suppression 
of the COBOL source program listing 

*
*

4* An * in column 7 followed by LSTON causes termination of the 
suppression initiated by *LSTOF*

/W/ Debugging statements are identified as such by a single digit (0-9) in 
column 7 of the reference format*  When statements are identified as debugging 
statements and the PROCESS DEBUG STATEMENTS option of the SPECIAL-NAMES 
paragraph is not included in the source program, those statements with a digit 
in column 7 are treated as comment lines*

The continuation of comment lines using a hyphen in column 7 of the next 
recordis not permitted, but successive comment lines are allowed*
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FORMAT CONVENTIONS USED IN THIS MANUAL

Definition of a General Format

A general format is the specific arrangement of the elements of a clause or 
a statement (which consist of elements as defined below). In this manual, a 
format is shown adjacent to information which defines a clause or statement. If 
more than one specific arrangement is permitted, the general format is separated 
into numbered formats. Clauses must be written in the sequence given in the 
general formats. (If used, optional clauses must appear in the sequence shown.) 
In certain cases, stated explicitly in the rules associated with a given format, 
clauses may appear in sequences other than those shown. Applications, 
requirements, or restrictions are presented as rules:

A syntax rule amplifies or restricts the usage of the elements within 
a general format.
A 9eneral rule amplifies or restricts functions attributed to a 
general format or to its constituent elements.

Elements which make up a clause or a statement consist of uppercase words, 
lowercase words, level-numbers, brackets, braces, connectives, and special 
characters.

Words

All underlined uppercase words are called keywords and are required when 
the functions of which they are a part are used. Uppercase words which are not 
underlined are optional and may be written in the source program at the 
discretion of the" "user. Uppercase words, whether underlined or not, must be 
spelled correctly and must appear in the source program exactly as shown in the 
formats.

In a general format, lowercase words are generic terms used to represent 
COBOL words that must be supplied by the user. Lowercase words which occur in a 
general format are replaced by COBOL words in an actual program, except for the 
following list of words:

Statements (Section VII) 
Imperative-statements (Section VII) 
Arithmetic-expressions (Section VII) 
Character-strings (Section VI) 
Comment-entries (Section IV) 
Conditions (Section VII) 
Literals (Section III)

The above exceptions represent combinations of COBOL words constructed in 
accordance with the definitions given in the sections noted.
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When generic terms are 
appended to the term serves

repeated in a general format, a number or letter 
to identify that term for subsequent explanation.

Periods

When a period is shown in 
whenever the statement is used 
followed by at least one space

a format, it must appear in the same position 
in the source program. A period must always be 
(unless it is the last character of a line).

Level-Numbers

When specific level-numbers appear in data description entry formats, those 
specific level-numbers are required when such entries are used in a COBOL 
program.

Brackets and Braces

When a portion of a general format is enclosed in brackets[ ], that 
portion may be included or omitted at the user’s choice. Braces) (enclosing a 
portion of a general format indicate that one of the options contained within 
the braces must be selected. In both cases, the possible choices are stacked 
vertically in the format. When brackets or braces enclose a portion of a format 
but only one possibility is shown, the function of the brackets or braces is to 
delimit that portion of the format to which a following ellipsis applies (see 
next paragraph). If an option within braces does not contain a key word, that 
option is a default option (implicitly selected unless explicitly overridden).

The Ellipsis (...)

The ellipsis may show the omission of a portion of a source program. The 
meaning becomes apparent in context.

In the general format, the ellipsis represents the position at which 
repetition may occur at the user’s option. The portion of the format that may be 
repeated is determined as follows:

In a clause or statement format in which the ellipsis (...) appears, scan 
from right to left to determine the ] or ) delimiter immediately to the 
left of the ...; continue scanning from right to left and determine the 
logically matching [ or { delimiter; the ... applies to the words between 
the pair of delimiters.
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Format Punctuation

The punctuation characters comma and semicolon are shown in some formats. 
However, a semicolon must not appear immediately preceding the first clause of 
an entry or a paragraph. These punctuation characters are used in each major 
COBOL division as explained below.

Identification Division - Although not expressly shown in the formats 
in this division, the comma and semicolon may be used within the 
comment-entries. The paragraph itself must terminate with a period 
followed by a space.
Environment Division - When either a comma or a semicolon is shown in 
the formats, it is optional and may be included or omitted. The entry 
itself must terminate with a period followed by a space.
Data Division - When either a comma or a semicolon is shown in the 
formats, it is optional and may be included or omitted. The entry 
itself must terminate with a period followed by a space.
Procedure Division - When a comma is shown in the formats, the comma 
is optional and may be included or omitted. If desired, a semicolon 
may be used between statements.

Special Characters

When the characters 11 <
are required when such formats are used,

1 >’, and 1=1 appear in formats, they 
even though they are not underlined.

Shading

In this manual, the shaded areas represent the implementation of a feature 
specified in the CODASYL COBOL Journal of Development but not specified in 
American National Standard COBOL-1968, the implementation of a feature defined 
in earlier versions of the COBOL language specifications but subsequently 
deleted by CODASYL, or the implementation of a feature that may be unique to the 
Series 60/6000 compiler. Some of these features are now contained in American 
National Standard COBOL-1974.

For additional information regarding obsolete language elements, refer to 
Section XVII of the COBOL User11 s Guide.

For information concerning the flagging of obsolete language elements and 
Series 60/6000 language extensions, refer to Appendix C of the COBOL User1s 
Guide.

Deltas

A delta ▲ in the margin adjacent to the text indicates that the particular 
feature being described has not been implemented. The ▲ may appear adjacent to 
a feature not implemented or adjacent to a feature which is not available for 
use with the Software Release associated with this revision of the manual.
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SECTION IV

IDENTIFICATION DIVISION

DESCRIPTION OF THE IDENTIFICATION DIVISION

Each COBOL source program must begin with the Identification Division, 
which is used to identify the source program and its resultant output listing. 
The user may also include the date on which the program is written, the date of 
source program compilation, and other desired information as shown in the 
paragraph structure of the general format below.

Organization of the Identification Division

Fixed paragraph-names specify the type of information contained in each 
paragraph. The name of the program may be given in the first paragraph, the 
PROGRAM-ID paragraph. The other paragraphs are optional and may be included at 
the discretion of the user, in any order.

Structure of the Identification Division

The structure of the Identification Division is presented below.

General Format:

IDENTIFICATION DIVISION.

PROGRAM-ID. program-name.
[ AUTHOR, [comment-entry ] ...]
[ INSTALLATION. [comment-entry ] ...]

[ DATE-WRITTEN. [comment-entry ] ...]
[ DATE-COMP I LED. [comment-entry ] . . .]
[ SECURITY, [comment-entry ] ...]
[ REMARKS. [comment-entry ]...]
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Syntax Rule:

The Identification Division must begin with the reserved words 
IDENTIFICATION DIVISION followed by a period and a space.

General Rule:

1. A comment-entry may be any combination of characters from the 
computer s character set, organized to conform to sentence and 
paragraph format.

1
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PROGRAM-ID PROGRAM-ID

PROGRAM-ID PARAGRAPH

The PROGRAM-ID paragraph is required and may be the first paragraph in the 
Identification Division.

General Format:

PROGRAM-ID. program-name.

Syntax Rules:

1. The PROGRAM-ID paragraph must begin with the paragraph-name PROGRAM-ID 
which must be followed by a period and a space. It must appear in 
every program.

2. The program-name supplied can be Composed only of letters and digits^ 
The program-name should not exceed six characters and must contain at 
least one letter  The first character of the program-name may not be a 
zero. The progr am-name cannot be any of the COBOL re served words. 
should also be different from any user-defined data-name. If the 
program-name exceeds six charac te r s, it wi11 be truneated♦ Any: invalid

*

High ar a ct er s will ■ be rep 1 a ce d: by' a period*  ■ : y
3. The program-name must be followed by a period and a space.
4. The first four characters of program-name must not be LDIN.

5. If no program-name is specified> the compiler will supply the word 
NONAME as a substitute program-name.

General Rules:

1. The first three characters are used as the Transaction Processing 
Applications Program (TPAP) identifier (ID) when the program is to be 
used in the Transaction Processing System; therefore, they must be 
unique within that system (refer to the COBOL User's Guide)•

2. When the program is to be loaded into the same overlay as other COBOL 
programs, the first four characters of each program-name must be 
unique within the overlay.

3. The program-name will appear on the program listing.

4-3 DD2 5



AUTHOR AUTHOR

AUTHOR PARAGRAPH

The AUTHOR paragraph is used to supply the name of or otherwise identify 
the author of the program.

General Format:

AUTHOR. [comment-entry J ...

Syntax Rules:

1. The AUTHOR paragraph must begin with the paragraph-name AUTHOR which 
must be followed by a period and a space.

2. The comment-entry can be one or more sentences, including any 
combination of characters from the computer’s character set, organized 
to conform to sentence and paragraph format.

General Rules:

The paragraph is optional.
2 If the AUTHOR paragraph is included in the source program, the 

information supplied will appear on the program listing.
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INSTALLATION INSTALLATION

INSTALLATION PARAGRAPH

The INSTALLATION paragraph is used to supply the name of or otherwise 
identify the installation at which the source program was written.

General Format:

INSTALLATION. [comment-entry] ..•

Syntax Rules:

The INSTALLATION paragraph must begin with the paragraph-name 
INSTALLATION which must be followed by a period and a space.

2. The comment-entry can be one or more sentences, including any 
combination of characters from the computer’s character set, organized 
to conform to sentence and paragraph format.

General Rules:

1. The paragraph is optional.
2. If the INSTALLATION paragraph is included in the source program, the

information supplied will appear on the program listing.
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DATE-WRITTEN DATE-WRITTEN

DATE-WRITTEN PARAGRAPH

The DATE-WRITTEN paragraph is used to supply the date on which the program 
was written.

General Format:

DATE-WRITTEN. [comment-entry] ...

Syntax Rules:

1. The DATE-WRITTEN paragraph must begin with the paragraph-name
DATE-WRITTEN which must be followed by a period and a space.

2. The comment-entry can be one or more sentences, including any 
combination of characters from the computer’s character set, organized 
to conform to sentence and paragraph format.

General Rules:

1. The paragraph is optional.
2. If the DATE-WRITTEN paragraph is 

information supplied will appear
included in the source program, the 
on the program listing.
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DATE-COMPILED DATE-COMPILED

DATE-COMPILED PARAGRAPH

The DATE-COMPILED paragraph is used to supply the date on which the program 
was compiled.

General Format:

DATE-COMPILED. [comment-entry] .. .

Syntax Rules:

1. The DATE-COMPILED paragraph must begin with the paragraph-name 
DATE-COMPILED which must be followed by a period and a space.

2. The comment-entry may be any combination of characters from the 
computer’s character set, organized to conform to sentence and 
paragraph format.

General Rules:

1. The paragraph is optional.
2. If the DATE-COMPILED paragraph is included in the source program, it 

is replaced during compilation with a paragraph of the form:

DATE-COMPILED. current-date.
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SECURITY SECURITY

SECURITY PARAGRAPH

The SECURITY paragraph is used to supply the level of security attached to 
the program by the installation or user.

General Format:

SECURITY. [comment-entryJ ...

Syntax Rules:

1. The SECURITY paragraph must begin with the paragraph-name SECURITY 
which must be followed by a period and a space.

2. The comment-entry may be any combination of characters from the 
computer’s character set, organized to conform to sentence and 
paragraph format.

General Rules:

1. The paragraph is optional.

2. If the SECURITY paragraph is included in the source program, the
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REMARKS PARAGRAPH

The REMARKS paragraph is used to supply any information about the program 
that is not contained in the other paragraph headings in the Identification 
Division.

General Format:

REMARKS. [comment-entry ] ...

Syntax Rules:

1. The REMARKS paragraph must begin with the paragraph-name REMARKS which 
must be followed by a period and a space.

2. The information supplied can be one or more sentences, including any 
combination of characters from the computer’s character set, organized 
to conform to sentence and paragraph format.

3. All lines of comment-entry are restricted to Area B of the reference 
format.

General Rules:

1. The paragraph is optional.
2. If the REMARKS paragraph is included in the source program, the 

information supplied will appear on the program listing.
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SECTION V

ENVIRONMENT DIVISION

DESCRIPTION OF THE ENVIRONMENT DIVISION

The Environment Division must be included in every COBOL source program and 
is the second division of a COBOL program. This division provides a standard 
method of expressing the aspects of a data processing problem that depend upon 
the physical characteristics of any given computer. It is used to identify the 
compiling computer and the computer on which the object program is to be run. 
Data concerning input-output control, specific hardware characteristics, and 
control techniques can also be presented in this division.

Organization of the Environment Division

The Environment Division is divided into two sections, the Configuration 
Section and the Input-Output Section. The Configuration Section is required and 
the Input-Output Section is optional. The Configuration Section is subdivided 
into the following three paragraphs:

SOURCE-COMPUTER paragraph, which identifies the computer on which the 
source program is to be compiled.
OBJECT-COMPUTER paragraph, which identifies the computer on which the 
object program produced by the compiler is to be executed.

SPECIAL-NAMES paragraph, which 
operating system features used 
used in the source program.

associates the names of hardware and 
by the compiler with the mnemonic-names

The Input-Output Section is subdivided into the following two paragraphs:

• FILE-CONTROL paragraph, which names all files used in the program and 
associates them with external media.

• I-O-CONTROL paragraph, which defines special control techniques to be 
used in the object program.
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Structure of the Environment Division

The general outline of the sections and paragraphs in the Environment 
Division and the order of presentation in the source program is given below.

General Format:

ENVIRONMENT DIVISION.

CONFIGURATION SECTION.

SOURCE-COMPUTER. source-computer-entry

OBJECT-COMPUTER. object-computer-entry

SPECIAL-NAMES. special-names-entry

INPUT-OUTPUT SECTION.

FILE-CONTROL. { file-control-entry | ...

I-O-CONTROL. input-output-control-entry

Syntax Rules:

1. The Environment Division must be included, must follow the 
Identification Division, and must begin with the reserved words 
ENVIRONMENT DIVISION which must be followed by a period and a space.

2. The Configuration Section should be included, follow the Environment 
Division header, and begin with the section-name CONFIGURATION SECTION 
which must be followed by a period and a space.

CONFIGURATION SECTION IN THE ENVIRONMENT DIVISION

The Configuration Section provides program documentation for the hardware 
characteristics of the computer used for compilation and of the computer used to 
execute the object program. Provisions are included in this section for 
assigning definitions to all mnemonic-names to be used in the body of the 
program, for defining condition-names for the status of switches, and for 
defining specific compiler-directing phrases.
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SOURCE-COMPUTER Paragraph

The SOURCE-COMPUTER paragraph identifies the computer upon. which the 
program is to be compiled. The paragraph can be written in either of the 
following two formats.

Format 1;

SOURCE-COMPUTER. COPY library-name

REPLACING word-1 BY
word-2
identifier-1

word-3
/• word-4 

BY J literal-2
I. identifier-2

Format 2:

SOURCE-COMPUTER.
6000
6000-EIS

[with supervisor control]

integer-1

THRU
literal-2MEMORY SIZE ADDRESS literal-1

THROUGH

THRU
literal-4

integer-2 ] hardware-name-1

WORDS
CHARACTERS
MODULES

,:literal-3 <
THROUGH
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Syntax Rules:

1. The SOURCE-COMPUTER paragraph must begin with the paragraph-name 
SOURCE-COMPUTER which must be followed by a period and a space.

2. When Format 1 is used, the COPY library-name phrase is required. The 
library-name must be identical to the name associated with the desired 
text on the library.

3. In Format 1, a word is any COBOL word.
4. When Format 2 is used, the computer-name specified should be 6000 or 

6000-EIS. Series 60 users should specify 6000-EIS.
5. The WITH SUPERVISOR CONTROL phrase is optional. When used, however, 

the word SUPERVISOR is required.
6. The MEMORY SIZE phrase is optional 4: When used, the word MEMORY f ils

required. If the memory size is given as an integer, the integer
specifies the number of WORDS, CHARACTERS, or MODULES required for 
compilation. Therefore, one of these three words is required when the 
memory size is given as an integer. If the memory size is given as an 
address, the word ADDRESS and either of the words THRU or THROUGH are 
required. The literals specify the required hardware locations needed 
for compilation.

7. The number and type of peripheral units used during compilation can be 
specified. The integer associated with a hardware-name specifies the 
number of units♦ The hardware-names may be any of the following:

MAGNETIC TAPE UNIT(S) | CARD PUNCH(ES) J-/ "
DISC STORAGE UNIT(S) CARD READER (S} ||- Wf
HIGH SPEED PRINTER(SJ TXFBWRlfe

More peripheral equipment than actually^is needed may be specified.

General Rules:

1. For a description of the COPY function, see Section VIII, the COBOL 
Library.

2. This paragraph provides program documentation only and has no effect 
on compilation.

Special Considerations:

1. For a program that might be used in an installation with different 
computers, the SOURCE-COMPUTER paragraph can supply valuable
information for modifying the program for the different environment.
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OBJECT-COMPUTER

OBJECT-COMPUTER Paragraph

OBJECT-COMPUTER

The OBJECT-COMPUTER paragraph identifies the computer on which the program 
is to be executed. The paragraph can be written in either of the following two 
formats.

Format 1:

OBJECT-COMPUTER. COPY

REPLACING word-1 BY

library-name
'word-2 
literal-1 
identifier-1

t word-3
word-4 
literal-2 
identifier-2

Format 2:

6000
OBJECT-COMPUTER. 6000-EIS

[with supervisor CONTROLJ

MEMORY SIZE

WORDS
CHARACTERS
MODULES

• [thru :■ | ■/

< ADDRESS literal-1 < ? literal-2
[through J

I thru //-j*  fl
, literal-3 < > literal-4

I through <

hardware-name-1
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OBJECT-COMPUTER OBJECT-COMPUTER

Syntax Rules:

1. The OBJECT-COMPUTER paragraph must begin with the paragraph-name 
OBJECT-COMPUTER which must be followed by a period and a space.

2. When Format 1 is used, the COPY library-name phrase is required. The 
library-name must be identical to the name associated with the desired 
text on the library.

3. In Format 1, a word is any COBOL word.

4. When Format 2 is used, the computer-name specified should be 6000 or 
6000-EIS. Series 60 users should specify 6000-EIS.

5. The WITH SUPERVISOR CONTROL phrase is optional. When used, however, 
: the word S UPE RVISOR is required.

6. The MEMORY SIZE phrase is optional. When used, the word MEMORY is
required. If the memory size is given as an integer, the integer 
specifies the number of WORDS, CHARACTERS, or MODULES the object 
program requires. Therefore, one of these three words is required
when the memory size is given as an integer. If the memory size is 
given as an address, the word ADDRESS and either of the words THRU or

•'THROUGH are required. The literals specify the required hardware 
locations needed for the object program.

7. The number and type of peripheral units used to execute the object 
program can be specified♦ The integer associated with a hardware-name 
specifies the number of units. The hardware-names may be any of the 
following:

MAGNETIC TAPE UNIT(S) CARD PUNCH(ES)
DISC STORAGE UNIT (S) CARD READER(S)

HIGH SPEED PRINTER(S) TYPEWRITER(S)

More peripheral equipment than actually is required may be specified.
8. When the SEGMENT-LIMIT IS phrase is used, the priority-number must be 

an integer in the range 1-49. The words SEGMENT-LIMIT IS are 
required.

9. When the SEGMENT-LIMIT phrase is specified, only those segments having 
priority-numbers from 0 up to, but not including, the priority-number 
designated as the SEGMENT-LIMIT, are considered as permanent segments 
of the object program.

10. Those segments having priority-numbers from the SEGMENT-LIMIT through 
49 are considered as fixed overlayable segments.

11. When the SEGMENT-LIMIT phrase is omitted, all segments having 
priority-numbers from 0 through 49 are considered as permanent 
segments of the object program.
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General Rules

1. For a description of the COPY function, see Section VIII, the COBOL

2. If the EISF or NEISF options are specified on the $ COBOL card, these 
options will take precedence over the OBJECT-COMPUTER paragraph. A 
warning message will be given when EISF has been specified on the 
$ COBOL card and the following is encountered in the source program:

OBJECT-COMPUTER. 6000.
The object program will utilize EIS code.
A warning message will be given when NEISF has been specified on the 
$ COBOL card and the following is encountered in the source program:

OBJECT-COMPUTER. 6000-EIS.
The object program will not utilize EIS code.
If the OBJECT-COMPUTER paragraph is not present or a syntax error on 
computer-name (none present or illegal name) is detected, the compiler 
will determine whether or not EISF or NEISF was specified on the 
$ COBOL card before the default determination of processor type is 
made. If neither EISF nor NEISF were specified on the $ COBOL card, 
the object program will be prepared for the type of processor upon 
which the program is being compiled and a warning message will be 
issued.

Special Considerations:

1. The 6000-EIS phrase causes coding that utilizes the Extended 
Instruction Set (EIS)  to be produced unless overridden by the NEISF 
option on the $ COBOL card. An object program that includes EIS can 
only be executed on an EIS processor.

1

2. Programs in the same run unit should either all be compiled in the EIS 
mode or all be compiled in the NEIS mode; otherwise, unpredictable 
results (including abnormal terminations) may occur during object 
program execution.

3. For a program that might be used in an installation with different
computers, the OBJECT-COMPUTER paragraph can supply valuable
information for modifying the program for the different environment.

1Extended Instruction Set (EIS) refers to an extension to the original Series 
6000 instruction set. EIS is the standard instruction repertoire for models 
6025, 6040, 6060, and 6080 of the Series 6000 system and all models of the
Series 60 system.
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SPECIAL-NAMES Paragraph

The SPECIAL-NAMES paragraph is optional. It provides a method by which 
mnemonic—names used in the Data and Procedure Divisionsf condition—names for the 
status of switches, and certain compiler-directing phrases can be specified. 
The paragraph can be written in either of the following two formats.

Format 1:

SPECIAL-NAMES

word-2
REPLACING

identifier-1
word-1 BY

COPY library-name

, word-3
< word-4

BY < literal-2
< identifier-3

Format 2:

SPECIAL-NAMES.
^literal-3

literal-4

IS mnemonic-name-1J
IS mnemonic-name-2J

mnemonic-name-6^
mnemonic-name-7J

mnemonic-name-8
mnemonic-name-^

mnemonic-name-1 o]
mnemonic-name-1 l^J

GIN IS mnemonic-name-3j 
jjSYSOUT IS mnemonic-name-4^
QcOMMUNICATION-DEVICE IS mnemonic-name-5I 
["remote is 

Pglaps is 

Pgtime is 

["console is

["typewriter is 

["top is

SWITCH integer-1 IS mnemonic-name-12
ON STATUS IS condition-name-1
OFF STATUS IS condition-name-2

[OFF STATUS IS condition-name^^ 

ON STATUS IS condition-name-lj
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*
BLOCK integer-2 IS data-name-1

COMPUTATIONAL
OPTIMIZE

COMP
commaJrDECIMAL-POINT IS

CURRENCY SIGN
ALL

PROCESS integer-3 QTHRU integer-LEVEL

DEBUG STATEMENTS
COMPILE PHASE1 ONLY £WITH SOURCE ERRORS^]

field-12

Syntax Rules:

characters,30contain up

6.

described in a sort-merge filemust be

Rules:General

compiler-directing 
be included in the

Mnemonic-names and condition-names may 
one of which must be a letter.

paragraph-name 
space.

must be a 
letter or a

with the

the COBOL

If mnemonic-namesr condition-names, or 
used, the SPECIAL-NAMES paragraph must

When used as a report code 
single-character nonnumeric

phrases are 
program.

In Format lr a word is any COBOL word.

When Format 1 is used, the COPY library-name phrase is 
’library-name’ must be identical to the --- --  
desired text on the library.

ELECT SORT OPTIONS field-1
FOR file-name-1 file-name-2 ]

The SPECIAL-NAMES paragraph must begin 
SPECIAL-NAMES which must be followed by a period and a

; required. The
name associated with the

- Fthru data-name-2
"collate commercial^

For a description of the COPY function, see Section 
Library.

F He™ name-1, file-name-:|::: 
description entry in the Data Division

1-3 or nt 
whose value
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2• The literal IS mnemonic-name option is used to define report codes. 
This option is required when more than one report is to be generated 
by the program. The literal specified is the code appended to the 
report-name defined in the report description entry for the report. 
(Refer to the CODE clause.)

3. The ’special names’ peculiar to the operating system (GIN, SYSOUT, 
COMMUNICATION-DEVICE, REMOTE, GLAPS, GTIME, CONSOLE, and TYPEWRITER) 
may be assigned mnemonic-names for use with the ACCEPT and DISPLAY 
statements. The mnemonic-names assigned these ’special names’ may be 
referenced by the ACCEPT and DISPLAY statements as follows:

ACCEPT
Statement
GIN
COMMUNICATION-DEVICE
REMOTE
GLAPS
GTIME
CONSOLE
TYPEWRITER

DISPLAY
Statement
SYSOUT
COMMUNICATION-DEVICE
REMOTE
CONSOLE
TYPEWRITER

Although CONSOLE and TYPEWRITER are the same physical device, the 
effect of the ACCEPT and DISPLAY statements using these names is 
different. Refer to Section VI in the COBOL User’s Guide.

4. If HMS (hours, minutes, seconds) is specif ied in the GTIME IS phrase, 
ithe receiving identifier in an ACCEPT statement must be described,
explicitly or implicitly, with USAGE DISPLAY. If both forms of the 
GTIME phrase (with HMS and without HMS) are specified within the same 
COBOL program, the HMS option overrides and all GTIME requests are 
returned in hours, minutes, and seconds.

5. The mnemonic-name assigned to the special name ’TOP’ may be referenced 
in a WRITE...ADVANCING statement to cause a listing to be advanced to 
the top of the next page.

6. The SWITCH option is used to associate user-specified mnemonic-names 
with the operating system’s Program Switch Word switch numbers. When 
this option is used, at least one of the two possible states of the 
switch (ON or OFF) must be assigned a condition-name. The 
mnemonic-names associated with the software switches can be referenced 
only by using the ACCEPT and DISPLAY statements. The condition—names 
associated with the status of switches can be referenced only in 
sentences that contain either the IF or PERFORM statement. When the 
SWITCH option is used, the words SWITCH and IS are required as are 
either of the status names ON or OFF followed by IS.
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7. The BLOCK option is used to allocate Labeled Common storage blocks in 
the Working-Storage Section. This option makes the contents of the 
; labeled block accessible to programs containing a description of the
labeled block. This option, therefore, facilitates program
modularization*  The label for each block is the integer specified by 
the user which can be either one or two digits. The data-names must 

: be either level 01 or level 77 data items in the Working-Storage
: Section of the program and must not be REDEFINES data items. When the
THRU phrase is used, data-name-2 must be in the same section as 
data-name-1. As many BLOCK sentences as required may be used;

. however, they must appear in the same order as the data items they
• refer to. A maximum of 63 Labeled Common storage blocks are permitted

• in a pro gram.
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8. The COLLATE COMMERCIAL option is a compiler-directing statement that 
is used when the Standard Collating Sequence of the machine is hot 
wanted. When this option is specified, alphanumeric sort or merge 
keys and alphanumeric items in conditional statements of :the type :IF 
GREATER THAN,., or IF LESS THAN. ./>. are compared using the Commercial
"Collating Sequence. When this option is not used, the Standard 
Collating Sequence is used. For additional details, refer to the 

|;USAGE .clause.
9. •: The OPTIMIZE COMPUTATIONAL or OPTIMIZE COMP option is available to 

'improve object. program efficiency. All elementary data items
described with USAGE COMPUTATIONAL and which contain ten or less 
integral digits will be processed internally as single-precision 

: binary integer data items if this option is specified.
All elementary data items whose .usage, has been .changed by utilizing 

/.this option will be flagged on the output source listing with the 
message ‘WA—CONVERTED TO BINARY INTEGER’.

10. The DECIMAL-POINT IS COMMA option is a compiler-directing phrase that 
causes the function of the comma and the decimal point (period) to be 
exchanged in PICTURE clause character-strings, numeric literals, and

11. The CURRENCY SIGN IS literal option is a compiler-directing phrase 
that substitutes the specified literal for the dollar sign in PICTURE 
character-strings and in object program editing The literal 
specified must be a single character and must not be one of the 
following:

*

a. Digits 0 through 9;

12.

b. Alphabetic characters A, B, C, D, E, J, K, P, R, S, V, X, Z; or 
the space;

c. Special characters ’’ + ', ,’,  (’, ’)’, "',11 11 1
llai or

The PROCESS DEBUG STATEMENTS option is a compiler-directing phrase 
that allows processing of all or specific debugging statements in the 
source program. Debugging statements are identified by a single digit 
(0-9) in column 7 of the coding form. If it is desired to have all 
the debugging statements in the source program processed, the sentence 
PROCESS ALL DEBUG STATEMENTS is written. If only certain debugging 
statements are to be processed/ the PROCESS LEVEL integer-3 DEBUG 
STATEMENTS phrase is written? then, only those debugging statements 
with the specified digit (integer-3) in column 7 are processed. In 
addition, a range of debugging statements may be processed by writing 
PROCESS LEVEL integer-3 THRU integer-4 DEBUG STATEMENTS; then, all 
debugging statements in the range specified (integer-3 THRU integer-4) 
are processed. When debugging statements identified by.a single digit 
in column 7 appear in the source program and the PROCESS DEBUG 
STATEMENTS phrase is not included, those statements with a digit in 
column 7 are unconditionally bypassed (not processed). The PROCESS 
ALL DEBUG STATEMENTS option has no effect on statements that have a 
hyphen-,.' a stroke, an asterisk, or a space in colijmn:i7<
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13. The COMPILE PHASE 1 ONLY p p t ion is a comp i 1 er - d i re a ting phrase us ed: to 
optimize, the • compilation process by eliminating the output o f an 

I assembly listing J and object program. A source listing with 
f cross-re ferences and error mess ages is produced at the end .of phase 1 
of the .compilation and the compilation process stops. The COMPILE 
PHASE1 ONLY option may also be selected by speaifying the COMPH1 
option in the operand field of the COBOL card.

5-11.12/77 DD25A



SPECIAL-NAMES SPECIAL-NAMES

14. The COMPILE PHASE1 ONLY WITH SOURCE ERRORS option is - 
compiler-directing phrase used to optimize the compilation process by 
eliminating the output of an assembly listing and object program when 
source program errors are encountered. When this occurs/ a source

SiistinQ with cross-references and error messages is produced at the 
end of phase 1 of the compilation. If only waging and efficiency 
messages are generated during phase 1, the compilation process will go 
through to the end of phase 2 and a listing and object program will be 

. produced. However/ if an error is detected in phase 1, the
compilation process stops at the end of phase 1.

15. The ELECT SORT OPTIONS phrase is used to exercise gr e a t er contro1.over 
the sorting or merging process for sort or merge files (SD entries).
Twelve options (fields) which correspond. to the ELECT macro as 

/described for the freestanding sort/merge system are provided. (See 
||® Sort/Merge Program manual.) The order of the fields must be 
preserved accordingto the numbers listed below. When the ELECT 
option is used, all fields must be specified according to field 
description or as a null field. In all cases, the first field must be 
specified. If file-name-2 is specified, it will receive the same 
options as file-name-1. No more than one ELECT may be given for a 
sort or merge file.

Field-1

This parameter may be used to establish a tie-breaking convention for 
sort or merge key comparisons♦ Acceptab1e values are:

0 - The output order of equal key data records will be
indeterminate.

1 - The original input order of the data will be used as the
basis for breaking ties between equal keys. Selection will 

'■ t be ma de. on the ba s i s • of or ig i n a 1 < input s e quenc e. f

Field-2: Error Journal Control

This parameter overrides the standard journalization option in case of 
input or output errors» Acceptable values are:

< 0 , N or t' • . ' ' ■ ■t .
null - Retain full journalization capabilities. (See the Sort/Merge 

Program manual.)
T - Journalize errors and then terminate processing through the 

abort routine of the operating system.
D - Do not journalize errors but continue processing. Although 

there is no journalization, an error occurrence message is 
placed on the execution report (SYSOUT).
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A - Do not journalize errors. After placing an error occurrence 
message on the executionreport, terminate processing 
through the abort routine of the operating system.

1 - Journalize errors. If the error occurred while reading the
original input, continue processing. If the error occurred 
while reading a collation file, terminate processing through 
the abort routine of the operating system.

2 - Journalize errors. If the error occurred while reading the
original input, continue processing. If the error was a 
block serial number error while reading a collation file, 
terminate processing through the abort routine of the 
operating system.

3 - Journalize errors. If the error was a block serial number
error while reading the original input, terminate processing 
through the abort routine of the operating system. If the 
error occurred while reading a collation file, terminate 
processing through the abort routine of the operating 
system.

4 - Journalize errors. If the error was a block serial number
error while reading either the original input or a collation 
file, terminate processing through the abort routine of the 
operating system.

The latter four options allow the user to discriminate between 
original input errors and collation file errors. They also allow 
different recovery options for general read errors and block serial 
number errors. This differentiation may be required because the 
journalization of a block serial error cannot contain the text of the 
missing block. If such an error occurs on a collation file, it is 
impossible to determine which records were dropped.

Fie1d-3:Checkpoint Contro1

This paramete:r contro1 s the taking of checkpo i nt records during a sort 
or merge process. Acceptable values are:

0 or
nu11 - Do not take checkpoint records.
1 - Take checkpoint records. During the sort or merge process,

checkpoints are written on whichever file is the current 
output file.
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Field-4:Logical Record Memory Assignment Control

This parameter forces the first word of a data record into an even or 
o d d me mo r y lo cat ion during a sorting process f and has no meaning fora 
merging process*  This option is normally used to optimize comparison 
coding for double-precision keys*  Acceptable parameter values are:

0 or
null - The placement of logical records in memory is indeterminate*
1 - The first word of every record being sorted is placed in an

odd memory location.
2 - The first word of every record being sorted is placed in an 

||| even memory location. ; •

Field-5: Borrow Tapes Control

This parameter allows the dynamic allocation of free tape handlers to 
a sort process at program execution♦ Such tapes are used for collation 
files in addition to the tapes allocated by $ TAPE or $ NTAPE cards*  
Acceptable parameter values are:

0 or
null - The sort process does not borrow tapes for collation files.
n - The n represents a numeric value from one to 13. The sort 

process borrows up to n tapes for collation files during 
; : execution. Borrowed tapes are released following the final
jI collation pass.

Field-6: Input Device Positioning Control

This field allows the user to specify handling of the input file while 
opening and closing the file, The user is responsible for selecting 
appropriate disposition codes on file control cards. Acceptable values 
are:

OPEN 
Rewind

CLOSE :
Rewind Lock

0 or Null Yes Yes No
1 Yes Yes Yes

Yes NO No
3 Yes Yes No
4 Yes Yes No

No Yes Yes
■ 6. . ■ No No No
7 No Yes »NO<?
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Field-7: Output File Collation Control

This p atame ter controls the use of the output file as a co11ation f i1e 
during a sotting process. Norma11 y, the output file is so used. 
Howeverf if the output file is not a tape device, this parameter must 
be used to inhibit its use as a collation file. Acceptable values are:

0 ■ or • • :|||||||||||||f ||||y<y^y y^||||||
null - Use the output file as a collation working file.

?:yyyi1 - Do not use the output file as a collation working file.

F i e Id - 8: Output Device Pos i tioning Contro1

This field allows the user to specify special handling of the output 
file while opening and closing the file. The user is responsible for 
sele cting appropriate disposition codes on f ile control cards. 
Acceptable values are the same as those for FieId-6.
^fe^fr^^;:values or 7 will prevent collation upon the output 
file. If one of these values is used and Field-7 is not one (1), this 
option will override Field-7 and an error message will be printed.

FieId-9; Borrow Memory Contro1

This parameter allows the dynamic allocation of free memory to a sort 
process at program execution. The free memory area is used for control 
tables and buffers in addition to the area allocated by the $ LIMITS

This parameter is meaningful only in a $ LOWLOAD environment (see the 
Co n tr o1 Cards manua1) . Ac c eptab1e parameter values are;

0 or
null - No memory is borrowed for the sort process.

n - The n represents a numeric value of 1 to 2621144 memory 
locations. The sort process borrows n words of memory (or 
any available portion of n) at program execution. Memory is 
borrowed in 1024—word modules. All borrowed memory is 
released to the operating system following the final 
collation phase.
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Field-10: Mass Storage FLR Mode Control

This parameter allows special processing of certain sort input files 
on linked mass storage. If the input file contains records which are 
all the same length, this parameter may be used to cause the sort 
process to operate in the fixed-length record mode, even though the 
records are in variable-length record format. This function does not 
apply to the merge process. Acceptable parameters are: 

0 or 
null - Assume normal processing.
1 - Engage special FLR processing. If this option is used, the

sorting program must be set up as it would be for a FLR 
sort. The sort input must be specified through a USING 
phrase. Neither the input file, nor the sort file, nor the 
output file may be described with the phrases ’APPLY SYSTEM 
STANDARD’ or ’APPLY VLR’ in the I-O-CONTROL paragraph. None 
of the files may contain different sized multiple record 
descriptions. All of the record descriptions must be started 
with the item FILLER PIC X(6). This entry allows for the 
existence of the record control word which appears on each 
logical record. The comparison coding which the compiler 
generates is thereby properly aligned with the described key 
fields.

FieId-11: Multiple Reel File Control (Optional)

This parameter forces automatic reel switching for labeled or 
unlabeled input files. If used, reel switching is forced at 
end-of-reel for both sort and merge input files. The end-of-input can 
be indicated only through operator intervention at reel switching 
time. Acceptable parameters are:

0 or , .
null - Assume normal processing.
1 — Assume input is on multiple reel unlabeled files.
2 - Assume input is on multiple reel labeled files.

FieId-12: No Option Currently Implemented

INPUT-OUTPUT SECTION IN THE ENVIRONMENT DIVISION

The Input-Output Section in the Environment Division is optional. This 
section is subdivided into two paragraphs; the FILE-CONTROL paragraph and the 
I-O-CONTROL paragraph. If the Input-Output Section is included in a source 
program, the FILE-CONTROL paragraph header is required and the I-O-CONTROL 
paragraph is optional.
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FILE-CONTROL Paragraph

The FILE-CONTROL paragraph names each file used in the program and 
identifies the type of peripheral device on which each file is stored. In 
addition, each file may be assigned to a particular input or output peripheral 
device. The paragraph can be written in any of the following three formats.

Format 1;

FILE-CONTROL.

REPLACING

COPY library-name

word-1
word-2 
literal-1 
identifier-1

word-3
Cword-4BY J literal-2
identifier-2

Format 2:

FILE-CONTROL.

SELECT £ OPTIONAL J ^OVERLAYJ | file-name-1 ^RENAMING f i1e-name-2

ASSIGN TO file-code-1 file-code-2

FOR <
CARDS 
LISTING
MULTIPLE

RESERVE ALTERNATE
'AREA "
.AREAS.

£for blank COMMONI
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. JrFILE-LIMIT Cdata-name-1^ f THRU f data-name-2*̂

'1 FILE-LIMITS ARE J literal-1 J \ THROUGH J literal-2 j

r data-name-3^ C T H R U r data-name-4^1
> - literal-3 J 1 THROUGH ) ^literal-4 J • • •

r SEQUENTIAL
, ACCESS MODE IS J

RANDOM

, PROCESSING MODE IS SEQUENTIAL
■M

, ACTUAL KEY IS data-name-5 . >

Format 3:

FILE-CONTROL.

■^SELECT file-name-1

ASSIGN TO [ integer-1 ] file-code-1 , file-code-2

Syntax Rules:

1. The FILE-CONTROL paragraph is required when the INPUT-OUTPUT SECTION 
header is present.

2. The FILE-CONTROL paragraph must begin with the paragraph-name 
FILE-CONTROL which must be followed by a period and a space.

3. When Format 1 is used, the COPY library-name phrase is required. The 
’library-name’ must be identical with the name of the desired text on 
the library.

4. In Format 1, a word is any COBOL word.
5. The OPTIONAL phrase is allowed only for input files accessed in a 

sequential manner. It is required for sequential input files that are 
not necessarily present each time the object program is executed.

6. Each file described in the Data Division must be named once and only 
once as a file-name in the FILE-CONTROL paragraph following the 
keyword SELECT.

7. In Format 2, each selected file must have a file description entry in 
the Data Division.
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8. In Format 3, each selected file must have a sort-^BiOO file
description entry in the Data Division. Sort files or meitge files# 
those whose data descriptions begin with SD entries in the Data
Division, must be named and assigned using Format 3.

9. Integer-1 and integer-2 must be unsigned nonzero integers.

10. Integer-1 is treated as documentation only since multiple devices are
assigned using system control cards.

11. Integer-1 may not be specified when file-code-2, file-code-3, ..., is
also specified in the ASSIGN phrase.

12. Multiple file-codes in the ASSIGN phrase are treated as documentation 
only.

13. File-code-1, ..., must be a two-character word consisting either of 
two letters (A through R, T through Z) or of one letter and one digit 
(0 through 9). File-codes beginning with the letter S should not be 
used in programs that utilize the sort or merge process. These 
file-codes, which include SI, S2, ..., SA, SB, ..., SZ, have a special 
meaning in the sort or merge operation. The code specified must not 
be a COBOL reserved word. The file-codes for each file named in a 
SELECT sentence must be unique within the program. When the object 
program is submitted for execution, it is accompanied by peripheral 
assignment cards which are used to specify the peripheral device for 
each file. The file-code in the peripheral assignment card must be 
the same as that assigned in the source program. Each of the object 
program’s files is associated with the designated peripheral device 
when the operating system matches the file-codes.

14. The MULTIPLE REEL option must be specified whenever the number of 
magnetic tape devices might be less than the number of reels in the 
file.

15. The MULTIPLE UNIT option is treated as documentation only.
16. The RESERVE phrase allows the user to modify the number of 

input-output areas allocated by the compiler. The RESERVE integer 
ALTERNATE AREAS phrase indicates that the specified number of buffer 
areas are to be allocated in addition to the main buffer area reserved 
by the COBOL compiler. The value of integer-2 must be less than 256. 
If the RESERVE NO ALTERNATE AREAS phrase is specified, one buffer area 
is allocated. If the RESERVE phrase is omitted, the compiler 
automatically allocates one alternate buffer area in addition to the 
main buffer area for input-output.

17. The FILE-LIMIT(S) phrase is treated as documentation only. The 
FILE-LIMITS are determined by the amount of file space actually 
allocated to a particular file.

18. The ACCESS MODE and PROCESSING MODE phrases must be given for mass 
storage files.
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General Rules:

1. For a description of the COPY function, see Section VIII, the COBOL 
Library.

2. For files common to more than one program, the OVERLAY phrase is used 
to indicate that the control information for the file is to be used in 
an overlay environment. The overlay area is constructed so that the 
file can be overlayed and then be referred to as it was prior to being 
overlayed. For example, a file can be opened, then overlayed, and then 
referred to without first closing it and then opening it again  To 
accomplish this overlaying feature, the OVERLAY phrase must be 
specified in a SELECT sentence for each program in which this file is 
common, except for that program that initially references the file  
Note that an ‘overlay file does not generate a ‘normal file control 
block. Rather, the location symbol (or symbolic address of the file 
control information) is positioned within the correct Labeled Common 
storage area by the compiler. The file properties (including any RERUN 
phrases) of all files using this feature must be identical.

*

*
1 1

3. The file-name supplied as file-name-1 in each SELECT sentence must be 
exactly the same as the file-name that appears in the file description 
entry or sort-merge file description entry in the Data Division, 
except when the RENAMING phrase is used  When RENAMING is used, the 
data description entry associated with file-name-2 is applied to the 
file-name specified as file-name-1 in this SELECT sentence. The data 
description entry associated with file-name-2 includes its file 
description entry and associated record description entries. Because 
of this, the file—name specified as file—name—1 must not be described 
in the File Section of the Data Division. The file description for the 
renamed file must not be the last file description in the File 
Section. Also, the SELECT sentence for the file—name specified as 
file-name-2 must not contain a RENAMING phrase. The renamed file must 
not have a sort-merge file description. The use of the RENAMING phrase 
does not imply the use of the SAME AREA phrase of the I-O-CONTROL 
paragraph. Each file named in each SELECT sentence must have a unigue 
name. When the RENAMING phrase is used, the COPY option on the $ COBOL 
card must also be used and the LIBCPX option must not be used

*

*
1* Each file named in a SELECT sentence must be assigned to a peripheral 

device using the ASSIGN TO phrase.

j. Normally, space is allocated in the Labeled Common storage area for 
input-output buffer areas. However, if the FOR BLANK COMMON phrase is 
specified, the buffer space for the file is allocated within Blank 
Common storage rather than in Labeled Common storage. This feature is 
useful when loading large object programs when a limited amount of 
memory is available*  In this case, the Blank Common area can be shared 
with the loader by including the variable-field option on a $ LOWLOAD 
card. If the $ LOWLOAD option is used, the maximum size of Blank 
Common must be specified on the $ LOWLOAD card. The octal length of 
the Blank Common storage area is printed on the preface page of each 
GMAP listing. Refer to the description of the $ LOWLOAD card in the 
General Loader reference manual.
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TLe FOR BLANK COMMON phrase cannot be used in any: - program I that requires segmentation. J P y v

^0$ BLANK COMMON phrase can be used with independent programs 
without creating problems, but caution is advised when using this 
teatur© with programs in a module overlay environment in which flies 
using this feature may be common to another program. If a file common 
to .two or more programs is to be assigned to Blank Common storage, the 
file must be so assigned in each program in which it is common. An 
identical ordering of files (by SELECT sentences) in each program is 

.required when■more than one such.file■.is|involved. :■
The ACCESS MODE IS phrase should not be used for non-mass-storage 
files but is required for mass storage files. When ACCESS MODE IS 
SEQUENTIAL is specified, the mass storage logical records are read or 
written sequentially. The user need not specify the actual kev 
(through the ACTUAL KEY IS phrase) when the access mode of a mass 
storage file is sequential. When ACCESS MODE IS RANDOM is specified, 
the actual key must be specified in the ACTUAL KEY IS phrase. When the 
access mode is random, the mass storage logical records are read and 
written randomly using the data—name contents of the actual kev to 
locate or place the records.

The PROCESSING MODE IS phrase has no meaning for non—mass-storage 
files but is.required for mass storage files. When PROCESSING MODE IS 
SEQUENTIAL, is specified, the mass storage logical records are 
processed in the order in which they are accessed. Thus, if logical 
records are accessed randomly, the records are processed in the order 
of access.

ihe AcTUAL KEY IS phrase has no meaning for non—mass—storage files. 
For mass storage files, the ACTUAL KEY phrase is optional if access is 
sequential and is required if access is random. The ACTUAL KEY, given 
as data—name—5, must be a single—precision binary integer with usage 
described as USAGE COMP-1. Furthermore, the ACTUAL KEY must be 
described in the Data Division as either a level 01 or level 77 entry 
in the Working—Storage Section. When the access mode is random, the 
user can obtain records sequentially by incrementing by one the value 
of the data-name associated with ACTUAL KEY.
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Special Considerations:

When a file is assigned to an implementor-name that implies a card 
image media code (FOR CARDS) or a print line media code (FOR LISTING), 
the second character of the first file-code assigned to that file is 
used as the report code for that file when a WRITE or 
WRITE...ADVANCING statement is executed. If multiple report files are 
assigned to the same physical device, report segregation may be 
accomplished by assigning file-codes that contain unique second 
characters.

Examples

FILE-CONTROL.
SELECT REPORT-1 ASSIGN TO AA FOg .LISTING^
Select REPORT-2 ASSIGN TO AB FOR LISTING,
SELECT REPORT-3 ASSIGN TO AC FOR CARDS♦

PROCEDURE DIVISION.
1 WRITE RECORD-NAME-1. (report code A)

WRITE RECORD-NAME-2 ... ADVANCING. (report code B)
WRITE RECORD-NAME-3. / (report code C)

In this example, unique report codes would be affixed to REPORT-1, 
REPORT-2, and REPORT-3, thus allowing report segregation via SYSOUT or 
utility routines. However, in the example

FILE-CONTROL.
SELECT REPORT-1 ASSIGN TO AA FOR LISTING.
SELECT REPORT-2 ASSIGN TO BA FOR LISTING.

the identical WRITE sequence specified above would affix the report 
code ’A' to both reports and intermingled output would be produced.
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I-O-CONTROL Paragraph

The I-O-CONTROL paragraph defines special control techniques to be used in 
the object program. Input-output techniques/ the points at which rerun is to be 
established, the memory area that is to be shared by different files/ and the 
location of files on a multiple file reel can be specified in the I-O-CONTROL 
paragraph. The paragraph can be written in either of the following two formats.

Format 1:

I-O-CONTROL. COPY library-name

REPLACING word-1 BY
word-2 
literal-1 
identifier-1

z word-3 BY
word-4 
literal-2 
identifier-2

Format 2:

I-O-CONTROL.

APPLY PROCESS AREA ON file-name-1 [, file-name-2] ...

APPLY

APPLY

RERUN

BLOCK SERIAL N UMBER ON fi1e-name-3 F / f i 1 e- name

SYSTEM STANDARD'

[/file-name-6 J

^ON file-name-7]

EVE RY integer-1

FORMAT ON file-name-5

RECORDS OF file-name-8
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SAME
RECORD 

isortbmergE
SORT

AREA FOR file-name-9 file-name-10

[3r file-name-11, file-name-12J

MULTIPLE FILE TAPE CONTAINS file-name-13 ^POSITION integer-2

, file-name-14 Q POSITION integer-3

Syntax Rules:

1. The I-O-CONTROL paragraph is optional. If present, it must begin with 
the paragraph-name I-O-CONTROL which must be followed by a period and 
a space.

2. When Format 1 is used, the COPY library-name phrase is required. The 
’library-name’ must be identical to the name associated with the 
desired text on the library.

3. In Format 1, a word is any COBOL word.
4. APPLY phrases may be separated by a semicolon.

A file-name that represents a sort file or merge file cannot appear in 
a RERUN phrase or a MULTIPLE FILE phrase.

6. In the SAME AREA phrase, SORT and SORT-MERGE are equivalent.
7. A file-name that represents a sort fileof merge file must not appear 

in the SAME sentence unless the SORT, ^OO^MERGE., or RECORD option is 
used.

8. The four forms of the SAME phrase (SAME AREA, SAME RECORD AREA, SAME 
SORT AREA, SAME SORT-MERGE AREA) are considered separately in the 
following:

More than one SAME sentence may be included in a program. However:
a. A file-name must not appear in more than one SAME AREA phrase.
b. A file-name must not appear in more than one SAME RECORD AREA 

phrase.

c. A file-name that represents a sort file or merge filet must not 
appear in more than one SAME SORT AREA or SAME SORT-MERGE AREA 
phrase.
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If ^one or more file-names of a SAME AREA phrase appear in a SAME 
RECORD AREA phrase, all of the file-names in that SAME AREA 
phrase must appear in that SAME RECORD AREA phrase. However, 
additional file-names not appearing in that SAME AREA phrase may 
also appear in that SAME RECORD AREA phrase. The rule that only 
one of the files mentioned in a SAME AREA phrase can be open at 
any given time takes precedence over the rule that all files 
mentioned in a SAME RECORD AREA phrase can be open at any qiven 
time.

If a file-name that does not represent a sort file or merge file 
appears in a SAME AREA phrase and one or more SAME SORT AREA or 
SAME SORT-MERGE AREA phrases, all of the files named in that SAME 
AREA phrase must be named in that SAME SORT AREA or SAME 
SOR|’*’OR<SB AREA phrase (s) .

Each file specified in the MULTIPLE FILE phrase must be named in a 
SELECT sentence.

General Rules:

For a description of the COPY function, see Section VIII, the COBOL 
Library.

The APPLY PROCESS AREA on phrase is provided to direct the compiler 
generate a fixed logical record processing area (PROCESS AREA) in 
addition to the normal buffer area(s). (See the RESERVE ALTERNATE AREA 
phrase in the FILE-CONTROL paragraph.) When the APPLY PROCESS AREA 
phrase is included, each logical record of an input file is moved to 
the 'PROCESS AREA’ for processing when it is read and each logical 
record of an output file is developed in the ’PROCESS AREA' and moved 
to the buffer when it is written. otherwise, the standard method is 
to process both input and output files in the buffer area.
Data descriptions for files that utilize a process area, either 
explicitly or implicitly, must contain record description entries for 
the largest records that will be encountered on the file or device. 
For example, the data description for a card file must have a record 
description that describes all of the columns of the card medium.
The APPLY BLOCK SERIAL NUMBER ON phrase is provided for specifying to 
the compiler those files that are physically blocked with a serial 
number. All blocked files with serial numbers must be specified in an 
APPLY BLOCK SERIAL NUMBER phrase because the input routine (as an 1-0 
error control feature) checks the block serial numbers of the files 
when they are read. If such a file is not specified in an APPLY BLOCK 
SERIAL NUMBER phrase or implicitly given serial numbers (See below), 
an error condition will result when that file is read.
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4. The APPLY 'SYSTEM STANDARD FORMAT ON phrase is provided as a shorthand 
method of describing certain physical aspects of a file  When the 

/ SYSTEM STANDARD FORMAT phrase is specified:
*

Block serial numbers are applied*
liBil The data b1ock size wi11 be 32 0 words (1920 BCD characters)*
:::ci j < Variable-length records (VLR) will be assumed? that is, each 

logical record will be preceded in the buffer by a record control 
word containing the record size and other information.
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d. The recording mode will be BINARY HIGH DENSITY.
'e. Label records will be STANDARD.
If the APPLY SYSTEM STANDARD FORMAT phrase is not used, these 
standards may be specified in the appropriate clause(s) in the FD 
entry for the file. If the APPLY SYSTEM STANDARD FORMAT phrase is used 
and the RECORDING MODE, BLOCK CONTAINS, RECORD CONTAINS, or LABEL 

!|clauses are also specified in the FD entry for the file, there must be 
no deviation from the system standard format in the FD entry clauses.

5. When the APPLY VLR FORMAT phrase is specified, the logical records of 
the file are preceded in the buffer by a record control word that 
contains the record size (in words) and other control information. 
Also, the APPLY VLR phrase implicitly specifies that the recording 
mode is binary. Depending on what is specified in the BLOCK CONTAINS, 
RECORD CONTAINS, and LABEL clauses of the FD entry for the file, the 
APPLY VLR FORMAT specification may or may not apply to a file that 
conforms to the system standard format.

6. The RERUN phrase is used to cause checkpoint memory dumps to be 
written. If ’ON file-name-7’ is specified, the output device allocated 
to file-name-7 receives the checkpoint dump; otherwise, the output 
device allocated to file-name-8 receives the checkpoint dump. If ’ON 
file-name-7' is specified, file-name-8 may be either an input or an 
output file. The number of records specified by integer-1 may not 
exceed 250,000. The output device must be opened as an output file at 
every point in the program where a READ or a WRITE statement 
references file-name-8 so that the output device can receive the 
checkpoint dump.

7. The SAME AREA phrase specifies that two or more files that are not 
sort files or merge files are to use the same memory area during 
processing. The area to be shared includes all storage areas (and 
alternate areas) assigned to the files specified. It is not valid, 
therefore, to have more than one of the files open at the same time. A 
file-name must not be used in more than one SAME AREA phrase.

8. The SAME RECORD AREA phrase specifies that two or more files are to 
use the same memory area for processing the current logical record. If 
the files named in the SAME RECORD AREA phrase are not also named in a 
SAME AREA phrase, then all the files named in the SAME RECORD AREA 
phrase can be open at the same time. A logical record that is 
processed in the ’Same Record Area’ is considered to be a logical 
record of each opened output file that is named in this SAME RECORD 
AREA phrase. In addition, a logical record that is processed in the 
'Same Record Area’ is considered to be a logical record of the most 
recently read input file that is named in this SAME RECORD AREA 
phrase. A file may be specified in only one SAME RECORD AREA phrase.

9. If the SAME SORT AREA phrase or the SAME SORT-MERGE AREA phrase is 
used, at least one of the file-names must represent a sort file or 
merge file. Files that do not represent sort files or merge files may 
also be named in the phrase. Storage is shared as follows:
The SAME SORT AREA 
area which will be 
sort file or merge 
sorting or merging 
sorting or merging

or SAME SORT-MERGE AREA phrase specifies a memory 
made available for use in sorting or merging each 
file named. Thus, any memory area allocated for the 
of a sort or merge file is available for reuse in 
any of the other sort or merge files.
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In addition, memory areas assigned to files that do not represent sort 
files may be allocated as needed for sorting or merging
the sort files or merge files named in the SAME SORT AREA or SAME 
SORT-MERGE AREA phrase.
Files other than sort files or merge files do not share the same 
memory area with each other. If a user wishes these files to share 
the same memory area with each other, a SAME AREA or SAME RECORD AREA 
phrase naming these files must also be included in the program.
During the execution of a SORT statement that refers to a
sort file in the SAME SORT AREA or SAME SORT-MERGE

gABBBf phrases, any non-sort-fftOrge files named in these phrases must not 
be open.

10. The MULTIPLE FILE phrase is required when two or more files share the 
same reel of tape. Only those files on a multiple file tape that are 
referenced elsewhere in the source program need be named in a MULTIPLE 
FILE phrase. If all file-names on the tape are listed consecutively, 
the POSITION option may be omitted. If any file in the sequence of 
files on the tape is not included in the MULTIPLE FILE phrase, then 
the position relative to the beginning of the tape of each file named 
in the phrase must be given.

; All the files on a multiple file tape must either have labels present 
or have labels omitted*  Each MULTIPLE FILE phrase describes one
multiple file tape. There can be any number of multiple file input or
output tapes (each having a corresponding MULTIPLE FILE phrase);
however, all files listed for each tape must be contained on a single
reel. Only one file of a multiple file tape can be open at any given 
time. | Note that OPTIONAL files (those specifled as such in a SELECT 
sentence in the FILE-CONTROL paragraph) are not permi tt ed on multiple 
file tapes.

Special Considerations:

1. The APPLY PROCESS AREA phrase can be used to increase object program 
efficiency on blocked or buffered files that have heavy processing

■■■activity .*<.'■
2. The APPLY BLOCK SERIAL NUMBER phrase has no meaning for sort files and 

merge files (which are always blocked with block serial numbers).
3. At program execution, the unique file-codes associated with the files 

listed in a given MULTIPLE FILE phrase must be equated to the same 
logical unit designator using the appropriate $ TAPE file control 
cards.
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DATA DIVISION

DESCRIPTION OF THE DATA DIVISION

The third division of a COBOL source program is the Data Division and it is 
required. It is used to describe data that the object program is (1) to accept 
as input, (2) to manipulate, (3) to create, or (4) to produce as output. Data to 
be processed can be that which is contained in files and enters or leaves the 
internal memory of the computer from a specified area or areas, data which is 
developed internally and placed into intermediate storage or working-storage or 
placed into specific format for output reporting purposes, or constants which 
are defined by the user.

Organization of the Data Division

The Data Division is subdivided into three sections; the File Section, the 
Working-Storage Section, and the Report Section.

The File Section is used to define the contents of data files stored on 
external media. Each file is defined by a file description entry followed by a 
record description or a series of record descriptions.

The Working-Storage Section is used to describe records and noncontiguous 
data items which are not part of external data files but are developed and 
processed internally. It also describes data items whose values are assigned in 
the source program and do not change during the execution of the object program.

The Report Section is used to 
that are to be generated.

describe the content and format of reports

Structure of the Data Division

The Data Division is prepared in accordance with the reference format 
described in Section III. The Data Division is identified by and must begin with 
the division header DATA DIVISION followed by a period and a space. The sections 
of the Data Division are optional only if the functions filled by each are not 
required to describe the data for the object program. The general format of the 
Data Division is given below.
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General Format:

DATA DIVISION,
FILE SECTION.
WORKING-STORAGE SECTION.
REPORT SECTION.

The names of the sections in the Data Division are fixed and their required 
order of appearance is as shown. The section header for the File Section is 
followed by one or more sets of entries composed of file description entries or 
sort-merge file description entries which are followed by associated record 
description entries. The section header for the Report Section is followed by 
one or more sets of entries composed of report description entries which are 
followed by associated report group description entries. The Working-Storage 
Section header is followed by data description entries for noncontiguous items, 
if any, followed by record description entries.

STRUCTURE OF A RECORD DESCRIPTION

A record description consists of a set of data description entries that 
describe the characteristics of a particular record. Each data description entry 
consists of a level-number followed by a data-name (if required), followed by a 
series of independent clauses as required. A record description has a 
hierarchical structure; therefore, the clauses used with an entry may vary 
considerably, depending on whether or not the entry is followed by subordinate 
entries. The record description structure is further defined in the Concept of 
Levels paragraph in Section III. The elements allowed in a record description 
are shown in the data description skeleton which follows in this section.

FILE SECTION IN THE DATA DIVISION

The File Section contains file descriptions (FD entries), sort file or 
file descriptions (SD entries), and record descriptions (level-number 

entries) for both label and data records in files and for data records in sort 
files. Label records and data records are defined in the same manner but J fixed 
names have been assigned to- certain label record items to permit the 
input-outout system to perform special operations on certain items of label 
records*  All record description entries pertaining to label records and data 
records of a file must immediately follow the FD entry for the file. The FD and 
SD entries represent the highest level of organization in the File Section.

The File Section header is followed by a file description entry or a 
sort-^erge file description entry. A file description entry consists of a level 
indicator (FD), followed by a data-name (the name of the file) and a series of 
independent clauses. The clauses specify:

The manner in which data recorded on the file*:
The size of the logical and physical records.

The names of the label records contained in the file and values of 
label items.
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The names of the data records of which the file is composed.

The entry is terminated with a period.

Division). 
and the rules 
ME RGE stat erne n t.

For sort or merge file descriptions 
a data-name (the name of the file) and a 
clauses specify the name 
file. Note that a sort file is a set of records to be sorted or merged 
SORT or MERGE statement (in the Procedure Division). Therefore 
procedures are under the control of the user 
internal storage are peculiar to the SORT or

the level indicator SD is followed by 
series of independent clauses. The 

size, and number of data records in the sort or merge 
using a 

, no label 
blocking and

WORKING-STORAGE SECTION IN THE DATA DIVISION

Working-storage is that part of memory set aside for the intermediate 
processing of data. The difference between working-storage and file storage is 
that working-storage concerns the memory requirements for the storage of 
intermediate data results while file storage concerns the memory requirements 
for the storage of each record of the file.

The Working-Storage Section consists of the section header, followed by 
data description entries for noncontiguous working-storage data items and record 
description entries, in that order. Each Working-Storage Section record-name and 
each noncontiguous item name must be unique since they cannot be qualified. 
Subordinate data-names need not be unique if they can be made unique through 
qualification.

The initial value of any data item in the Working-Storage Section except an 
index data item is specified by using the VALUE clause with the data item. VALUE 
can be specified only in terms of homogeneous characters (characters having the 
same usage). Therefore, VALUE cannot be specified in a group item containing 
elementary items that have different usages. All of the rules for the expression 
of literals and figurative constants apply and the use of the VALUE clause 
cannot contravene these rules. The size of a literal used to specify an initial 
value of an alphabetic or alphanumeric item can be equal to or less than the 
size specified in the PICTURE clause of the associated data entry, but the size 
of the literal cannot be greater than that. When the size of the literal is 
less, the normal rules for a MOVE statement for the literal apply. The size of a 
literal used to specify an initial value of a numeric item may be greater than 
the size specified in the PICTURE clause of the associated data entry, but the 
literal must not have a value that would require the truncation of nonzero 
digits. The initial value of index data items in working-storage cannot be 
predicted.

Noncontiguous Working-Storage

Items and constants in working-storage that are not related to one another 
in a hierarchy need not be grouped in records if they require no further 
subdivision. Instead, in working-storage, they are classified (and defined by 
the user) as noncontiguous elementary items. Each noncontiguous elementary item 
is defined in a separate data description that begins with the special 
level-number, 77. For each level 77 data description entry, the data-name of the 
item must be specified and a PICTURE clause must be supplied. Other data 
description clauses are optional and can be used to complete the description of 
the item if necessary. However, the OCCURS clause is not meaningful in level 77 
entries and will cause a compilation error if used.
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Working-Storage Records

Data elements and constants in working-storage that are related to one 
another in a hierarchy must be grouped into records according to the rules for 
the formation of record descriptions (data description entries). All of the 
clauses used in a data description entry including REDEFINES, OCCURS, and COPY 
may be used in a working-storage record description. The skeletal format of the 
Working-Storage Section is given below.

WORKING-STORAGE SECTION.
77 data-description entry

88 condition-name-1

77 data-description entry
01 data-description entry

02 data-description entry

66 data-name-n RENAMES data-name-m
01 data-description entry

02 data-description entry
03 data-description entry

88 condition-name-2

REPORT SECTION IN THE DATA DIVISION

A report represents a pictorial organization of data. To present a reportt 
the physical aspects of the report format must be differentiated from the 
conceptual characteristics of the data to be included in the report. In def-uning 
the physical aspects of the report format, consideration must be given to the 
width and length of the report medium, to individual page structure, and to the 
type of hardware device on which the report is to be written. Structure controls 
are established to ensure that the report format is maintained.

To define the conceptual characteristics of the data (the logical organi
zation of the report itself), the concept of level structure is used. Each 
report may be divided into respective report groups which, in turn, are 
subdivided into a seguence of items. Level structure permits the user to refer 
to an entire report-name, a major report group, a minor report group, an 
elementary item within a report group, etc.

To create the report, the approach taken is to define the types of report 
groups that must be considered in presenting data in a formal manner. Types may 
be defined as HEADING groups, FOOTING groups, CONTROL groups, or DETAIL print 
groups. A report group describes a set of data that is to be considered as an 
individual unit, regardless of its physical format structure. The unit may be 
the presentation of' a data record, a set of constant report headings, or a 
series of variable control totals. The description of the report group is a 
separate entity. The report group may extend over several actual lines of a page 
and may be of any type described above which is necessary to produce the desired 
output report format.
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The Report Section consists of two types of entries for each report; one 
describes the physical aspects of the report format, and the other describes 
conceptual characteristics of the items which make up the report and their 
relation to the report format. These are:

Report description entry (RD).

Report group description entries.
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FD SKELETON FD SKELETON

File Description - Complete Entry Skeleton

The file description specifies information concerning the physical struc
ture identification, and record-names that apply to a given file. The general 
formats of the FD entry, syntax rules for the complete entryr and special 
considerations for the entry follow. The individual clauses are described later 
in this section.

Format 1:

FD file-name COPY library-name

REPLACING
z word-2 word-1 BY J literal-1
I identifier-1

, word-3
r word-4

BY < literal-2 
L identifier-2

Format 2:

FD file-name

BLOCK CONTAINS [integer-1 TO/] integer-2
RECORDS
CHARACTERS

DATA
RECORD IS
RECORDS ARE

data-name-1 data-name-2

LABEL
RECORD IS Y r STANDARD

> < OMITTEDRECORDS ARE J k 1 ab el -Same-1 [\ label-name-2 J ..

RECORD CONTAINS [[ integer-3 TO ~] integer-4 CHARACTERS

HIGHBINARY
RECORDING MODE IS

BCD
DENSITY

(REPORT ISREPORTS ARE
report-name-1 report-name-2 3 •••
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FD SKELETON FD SKELETON

VALUE OF data-name-5 IS
data-name-6

, data-name-7 IS
literal-2

data-name-8A

Syntax Rules:

1. The level indicator FD identifies the beginning of a file description 
and must precede the file-name.

2. The clauses following the file-name in Format 2, except for the LABEL 
RECORD(S) clause, are optional and the order of entry is not 
significant.

3. The FD entry must be terminated by a period.
4. The DATA RECORD(S) clause and the REPORT(S) clause must not both 

appear in the same file description entry.

General Rules:

1. For a description of the COPY function, see Section VIII, the COBOL 
Library.

2. Format 1 is used when the COBOL library contains the file description 
entry; otherwise, Format 2 is used.
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SD SKELETON SD SKELETON

Sort-Metge File Description - Complete Entry Skeleton

The sort-merge file description specifies information concerning the 
physical structure, identification, and record-names of the file to be sorted or 
merged. The general formats of the SD entry, syntax rules for the complete 
entry, and special considerations for the entry follow. The individual clauses 
are described later in this section.

Format 1:

SD file-name COPY library-name

REPLACING word-1
| word-2 

BY X literal-1
I identifier-1

T word-4
, word-3 BY J literal-2

I identifier-2

Format 2:

SD file-name

RECORD IS data-name-2jDATA
RECORDS ARE

integer-2 CHARACTERSCONTAINSRECORD

Syntax Rules:

1. The level indicator SD identifies the beginning of the sort-merge file 
description and must precede the file-name.

2. The clauses following file-name in Format 2 are optional and their 
order of entry is at the discretion of the user.

3. The SD entry must be terminated by a period.
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SD SKELETON SD SKELETON

General Rules:

1. For a description of the COPY function, see Section VIII, the COBOL 
Library.

2. Format 1 is used when the COBOL library contains the sort-^BliW file 
description entry; otherwise, Format 2 is used.

3. The file-name used in an SD entry can be referenced only in SORT, 
:>WRGE:| and RETURN statements of the Procedure Division, except when it 
is used as a qualifier.
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RD SKELETON RD SKELETON

Report Description - Complete Entry Skeleton

The report description entry contains information pertaining to the overall 
format of a report named in the File Section and is uniquely identified in the 
Report Section by the level indicator RD. The characteristics of the report page 
are provided by describing the number of physical lines per page and the limits 
for presenting specified headings, footings, and details within a page 
structure. Data items which act as control factors during presentation of the 
report are specified in the RD entry. Each report named in an FD entry in the 
File Section must be defined by an RD entry. The general formats of the RD entry 
and syntax rules follow. The individual clauses are described later in this 
section.

Format 1:

RD report-name I CODE mnemonic-name J COPY library-name

REPLACING word-1
rword-2

BY J literal-1
identifier-1

, word-3 BY
word-4 
literal-2 
identifier-2

Format 2:

RD report-name

mnemonic-name-1[ CODE

rCONTROL IS
(CONTROLS ARE J {FINAL

identif ier-1 |_ , 
FINAL, identifier-1

ientifier-2 ] ...
, identifier-2J

J]

PAGE
LIMIT IS
LIMITS ARE

£ ' HEADING integer-2 J
[ , FIRST DETAIL integer-3]

£ , LAST DETAIL integer-4J

F ' FOOTING integer-51
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RD SKELETON RD SKELETON

Syntax Rules:

The level indicator RD identifies the beginning of 
description entry and must precede the report-name. report

The report-name must appear in at least one FD entry REPORT(S) clause.
The clauses following the report-name, except for the COPY clause in 
Format JL' are optional*  The clauses may be defined in any order 
for the clause which/ if specified/ must immediately follow the 
report-name.

The RD entry must be terminated by a period.

General Rules:

1.

2.

For a description of the COPY function, see Section VIII, the COBOL 
Library.

Format 1 is used when the COBOL library contains the report 
description entry; otherwise, Format 2 is used. If the library-name is 
not unique, it may be qualified.

The reserved words LINE-COUNTER and PAGE-COUNTER are automatically 
generated by the Report Writer based on specific entries and are not 
data clauses. Refer to the PAGE LIMIT(S) clause for additional 
information.
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DATA DESCRIPTION
SKELETON

DATA DESCRIPTION
SKELETON

Data Description - Complete Entry Skeleton

The data description entry is used to provide information concerning the 
characteristics of a particular item of data. A detailed data description 
consists of a set of entries. Each entry defines the characteristics of a 
particular unit of data. With minor exceptions, each entry is capable of 
completely defining a unit of data. Because detailed data descriptions in COBOL 
involve a hierarchical structure, the contents of an entry may vary 
considerably, depending on whether or not the entry is followed by subordinate 
entries. In defining the lowest level or subdivision of data, the following 
information may be required:

1. A level-number showing the relationship between this and other units 
of data.

2. A data-name.
3. The predominant usage of the item (COMPUTATIONAL or DISPLAY).

4. The number of consecutive occurrences of elements in a table.

5. The type of 
alphanumeric)

data
•

item being described (alphabetic, numeric, or

6. The presence of an operational sign (+ or -).

7. The location of an actual or assumed decimal point.

8. The location of editing symbols (such as $ and ,).

9. Justification and synchronization of the data.
10. Special editing requirements such as zero suppression.
11. The initial value of an item or fixed value of a constant in 

working-storage.

An entry defining a unit of data must not be contradicted by a subordinate 
entry. For example, after USAGE is defined, it applies to all subordinate 
entries and need not be respecified in the subordinate entries.

The general formats of the detailed data description entry and syntax rules 
follow. The individual clauses are described later in this section.
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DATA DESCRIPTION
SKELETON

DATA DESCRIPTION
SKELETON

Format 1:

01 data-name

REPLACING

COPY library-name

word-1 BY
word-2 
literal-1 
identifier-1

t word-3 BY 
word-4 
literal-2 
identifier-2

)]•••
Format 2:

level-number data-name-1
COPY data-name-2 PfrOM LIBRARY-] .

Format 3:

level-number
data-name-1
FILLER

REDEFINES data-name-2

IS character-string

COMPUTATIONAL 
COMP
COMPUTATIONAL
COMP-1
COMPUTATIONAL-2
COMP-2

Qjsage isJJ COMPUTATIONAL-3
COMP-3
COMPUTATIONAL-4
COMP-4
DISPLAY
DI SPLAY-1.a
DISPLAY-2
INDEX
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DATA DESCRIPTION
SKELETON

DATA DESCRIPTION
SKELETON

OCCURS
TO integer-2 TIMES [DEPENDING ON data-name-3

TIMES

r ("ASCENDING r-J — y KEY IS data-name-4 [. data-name-5 • • •

[l DESCENDING J J

■i

[INDEXED BY index-name-1 [ t index-name-2

f SYNCHRONIZED
SYNC

LEFT
RIGHT

RIGHT

[blank WHEN ZERO ] 

[VALUE IS literal-1 ] .

Format 4:

66 data-name-1 RENAMES data-name-2

r r'THRUJ I data-name-3
D THROUGH J

Format 5:

{VALUE IS
> literal-1

VALUES ARE J
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DATA DESCRIPTION
SKELETON

DATA DESCRIPTION
SKELETON

Syntax Rules:

1.
2.

3.

4.

5.

A data description entry must be terminated by a period.
In Format 3, the level-number can be any number in the range 01-49 or 
it can be 77.
The clauses can be written in any order except that:
a. The data-name-1 or FILLER clause must immediately follow the

level-number.
b. The REDEFINES clause, when used, must immediately follow the

data-name-1 clause.
The PICTURE clause must be specified for every elementary data item 
except an index data item, in which case use of this clause is 
prohibited.
The words THRU and THROUGH are equivalent.

General Rules:

1. For a description of the COPY function (Formats 1 and 2), see Section 
VIII, the COBOL Library.

2. The SYNCHRONIZED, PICTURE, JUSTIFIED, and BLANK WHEN ZERO clauses must 
only be specified for elementary data items.

3. Format 5 is used for each condition-name. Each condition-name 
requires a separate level-number 88 entry. Format 5 specifies the 
name of the condition and the value, values, or range of values 
associated with the condition-name. The condition-name entries for a 
particular conditional variable must follow the entry describing the 
item with which the condition-name is associated. A condition-name 
can be associated with any data description entry that contains a 
level-number except for the following:
a. Another condition-name.
b. A level 66 item.
c. A group containing items with descriptions including JUSTIFIED, 

SYNCHRONIZED, or USAGE (other than USAGE DISPLAY).
d. An index data item.
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REPORT GROUP
SKELETON

REPORT GROUP
SKELETON

Report Group Description - Complete Entry Skeleton

A report group may be as complex as a set of data made up of several print 
lines with many data items or as simple as one print line with one data item. A 
description of a set of data becomes a report group by the presence of a 
level-number 01 and a TYPE description. The level-number gives the depth of the 
group and the TYPE describes the purpose of the report group presentation. At 
object program execution, report groups are created as a result of Report Writer 
GENERATE statements in the Procedure Division.

This entry defines the characteristics for a report group, whether a line, 
a series of lines, or an elementary item. The placement of an item in relation 
to the entire report group, the hierarchy of a particular report group, the 
format description of all items, and any control factors associated with the 
group are all defined in the entry. The system of level-numbers is employed here 
to indicate elementary items and group items of data.

Conceptually, a report group is a line, or a series of lines, initially 
consisting of all SPACES; its length is determined by the compiler based on 
environmental considerations. Within the framework of a report, the order of 
report groups specified is not significant. Within the framework of the report 
group, the presented elements are described line by line from left to right and 
then from top to bottom. The description of a report group, analogous to the 
data record, consists of a set of entries defining the characteristics of the 
included elements. However, in the report group, SPACES are assumed except where 
a specific entry is indicated for presentation, whereas in the data record, 
every character position must be defined.

The general formats of the report group 
follow. The individual clauses are described

description entry and syntax 
later in this section.

rules

Format 1:

01 ^data-name J COPY library-name

REPLACING word-1
T word-2BY J literal-1
1 identifier-1

, word-3
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REPORT GROUP
SKELETON

REPORT GROUP
SKELETON

Format 2:

01 £data-name-l

< integer-1
LINE NUMBER IS J PLUS integer-2
----  [ NEXT PAGE

NEXT GROUP IS
Cinteger-3J PLUS integer-4
NEXT PAGE

TYPE IS

USAGE IS]

REPORT HEADING
RH
PAGE HEADING
PH
OVERFLOW HEADING

f CONTROL HEADING '
■(ch

DETAIL
DE

fCONTROL FOOTING]
ISP JOVERFLOW FOOTING
oiiilj
PAGE FOOTING
PF
REPORT FOOTING
RF

rDISPLAY ]

{identifier-1
FINAL

{identifier-2
FINAL
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REPORT GROUP
SKELETON

REPORT GROUP
SKELETON

Format 3:

level-number ^data-name-l

[ COLUMN NUMBER IS integer-1]

BLANK WHEN ZERO ]

GROUP INDICATE

( JUSTIFIED
JUST

LINE NUMBER IS

{PICTURE

PIC J

RESET ON <

RIGHT

integer-2 '
PLUS integer-3 I
NEXT PAGE J

IS character-string

identifier-1*̂
FINAL J

SOURCE IS E identifier-2
SUM identifier-3 E, identifier-4] 
VALUE IS literal-1

T USAGE IS1
r DISPLAY

■M L J I DISPLAY-! 1 J

E UPON data-name-2 ]

Format 4:

level-number data-name-1 COPY data-name-2 C FROM LIBRARY J *
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REPORT GROUP
SKELETON

REPORT GROUP
SKELETON

Syntax Rules:

1. The clauses in Format 1 must be presented in the order shown. Except 
for the data-name clause, which must immediately follow the 
level-number when present, the clauses in Formats 2 and 3 may be 
written in any order.

2. A report group must have a data-name in order to be referred to by a 
Procedure Division statement.

3. If the COLUMN NUMBER clause is present in the data description of an 
elementary data item, the data description must also contain the 
PICTURE clause and one of the SOURCE, SUM, or VALUE clauses.

4. The report group description entry must be terminated by a period.
5. In Format 3 level-number may be any number from 01 to

49.

General Rules:

1. For a description of the COPY function (Formats 1 and 4), see Section 
VIII, the COBOL Library.

2. Format 2 is used to indicate a report group; the report group extends 
from this entry to the next report group level 01 entry.

3. When LINE NUMBER is specified in Format 2, entries for the first 
report line within the report group are presented on the specified 
line.

4. Format 3 is used to indicate an elementary item or group item within a 
report group.

5. If a report group is an elementary entry, Format 3 may include the 
TYPE and NEXT GROUP clauses to specify the report group and elementary 
item in the same entry.

6. When LINE NUMBER is specified for Format 3, sequential entries with 
the same level-number in the report group are implicitly presented on 
the same line.

7. A LINE NUMBER at a subordinate level must not contradict a line number 
at a group level.

8. The NEXT GROUP clause, when specified, refers to the spacing (at 
object program execution) between the last line of this report group 
and the first line of the next report group.

9. Variable-length items may not be defined in the Report Section.

6-19 DD25



DATA DIVISION CLAUSE DESCRIPTIONS

Descriptions of the Data Division clauses are contained on the following 
pages.
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BLANK WHEN ZERO BLANK WHEN ZERO

The BLANK WHEN ZERO clause is used to enable the blanking of an item when 
that item’s value is zero. The clause is optional.

General Format:

BLANK WHEN ZERO

Syntax Rules:

The BLANK WHEN ZERO clause may be used only for an elementary item 
whose PICTURE is specified as numeric or numeric edited.

2. This clause cannot be used for variable-length items.

General Rules:

1. When this clause is used, the item contains only spaces when the value 
of the item is zero.

2. When used for an item whose PICTURE is numeric, the category of the 
item is considered to be numeric edited.
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BLOCK CONTAINS BLOCK CONTAINS

The BLOCK CONTAINS clause in an FD entry is used to specify the size of a 
physical record. This clause is optional and may be omitted when the file has 
the record size of 320 computer words.

General Format:

BLOCK CONTAINS [integer-1 TO J integer-2
C RECORDS
CHARACTERS

Syntax Rule:

1. Integer-1 (when used) and integer-2 must be unsigned nonzero integers.

General Rules:

1. For mass storage files, the size of a physical record may be given in 
terms of records only if one of the following conditions does not 
exist. The CHARACTERS option must be specified if any of the following 
conditions exist.
a. Logical records extend across physical records.
b. The physical record contains padding (area not contained in a 

logical record).
c. Logical records are grouped so that an inaccurate physical record 

size would be implied.
2. Whether the block size is given in terms of characters or records, 

each logical record will begin in a new computer word.
3. When the CHARACTERS option is used, the physical record size is 

specified in terms of the number of standard characters contained in 
the physical record, regardless of the types of characters used to 
represent the items within the physical record.

4. If only integer-2 is shown, it represents the exact size of the 
physical record. If both integer-1 and integer-2 are given, they refer 
to the minimum and maximum size of the physical record, respectively. 
In that case, integer-! is for documentationpurposes only*

5. The use of the word CHARACTERS in the clause is optional. Whenever the 
keyword RECORDS is not specifically written in the clause, integer-1 
(if used) and integer-2 represent the number of characters in the 
block. The word RECORDS cannot be used IMiiiKiOlllllliKiBIIM: REPORT(S)

speci fied .
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BLOCK CONTAINS BLOCK CONTAINS

6. When the RECORDS phrase is used with variable-length records, the 
block size is equal to the maximum record size (in computer words) 
multiplied by the number of records plus one.

7. For mass storage files in the RANDOM ACCESS mode, the physical record 
size associated with the CHARACTERS option is considered identical 
with the logical record size. Depending on the mass storage device 
normally intended for the file, the physical record size may be 
adjusted for efficiency by using this clause with the CHARACTERS 
option. Integer-2 may range from 384 to 24,570 characters (which 
results in record sizes in the range 64 to 4095 words). A size that is 
not modulo 384 characters will result in wasted space.
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CODE CODE

The CODE clause of the RD entry is used to affix a unique character to each 
report group generated in the report. The unique character identifies each print 
line as belonging to a specific report.

General Format:

CODE mnemonic-name-1

General Rules:

CODE mnemonic-name-l indicates a unique character(s) w ic 
automatically affixed to and identifies each line of the report. or^ 
than one report may then be produced simultaneously onto one output 
device for later individual report selection.
The mnemonic-name must be identified with a unique character in the 
SPECIAL-NAMES paragraph of the Environment Division. Unique character 
assignment must be assured when the program is to produce more than 
one report.
As shown?^w entry skeleton for the report description,
the CODE clause, when used/ must immediately follow the report-name.
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COLUMN NUMBER COLUMN NUMBER

The COLUMN NUMBER clause in a report group description entry is used to 
indicate the absolute column number on the printed page of the leftmost 
character of the elementary item (the first print position of the item on the 
line) .

General Format:

COLUMN NUMBER IS integer-1

Syntax Rules:

1. The COLUMN NUMBER clause is used only at the elementary level within a 
report group.

2. Integer-1 must be an unsigned and nonzero integer. The first position 
of the print line is considered to be COLUMN NUMBER 1.

3. For any given LINE NUMBER specification within a report group, COLUMN 
NUMBER entries must be indicated from left to right.

General Rule:

1. The COLUMN NUMBER clause indicates that the associated elementary item 
is presented in the output report group. If COLUMN NUMBER is not 
specified for an elementary item, that elementary item is included in 
the description of the report group for control purposes but is not 
presented when the report group is produced at object program 
execution.
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CONTROL CONTROL

The CONTROL(S) clause in the report 
indicate the identifiers which specify 
breaks) for this report.

description (RD) entry is used to 
the control hierarchy (the control

General Format:

{ CONTROL IS | fFINAL r q
> < identifier-1 Lf identifier-2J

CONTROLS ARE J FINAL, identifier-1 I” , identifier-2

Syntax Rules:

1. The identifiers specify the control hierarchy for this report and are 
listed in order from major to minor. FINAL is the highest control, 
identifier-1 is the major control, identifier-2 is the intermediate 
control, etc. The last identifier specified is the minor control.

2. The identifiers used in the CONTROL clause must be defined in the File 
Section or Working-Storage Section of the Data Division.

General Rules:

1. FINAL is a reserved word that indicates the highest control for this 
report. A TYPE CONTROL HEADING FINAL report group is only produced 
once, at the beginning of the report, when the first GENERATE 
statement is executed. Similarly, a TYPE CONTROL FOOTING FINAL report 
group is produced only once, at the end of a report, when the 
TERMINATE statement is executed.

2. The CONTROL clause is required when CONTROL HEADING or CONTROL FOOTING 
report groups are specified.

3. The identifiers specified in the CONTROL clause are the only 
identifiers referred to by the RESET and TYPE clauses of a report 
group description entry for this report. An identifier used in the 
CONTROL clause cannot be referred to by more than one TYPE CONTROL 
HEADING report group and one TYPE CONTROL FOOTING report group.
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COPY COPY

The COPY clause is used in association with a file or data-name in FD, SD, 
RD, record description, and report group description entries. The COPY clause is 
used to direct the compiler to duplicate text from the source program or a 
library into the source program.

Format 1:

COPY library-name

REPLACING word-1

, word-3 BY

Format 2:

r word-2
BY < identifier-1 

literal-1

word-4 
identifier-2 
literal-2

lewl--'Indicator ] _ ' --' V data-name -1■ • COPY • • data-name-2" • f ■ FROM■LIBRARY 
level-number J

Syntax Rules:

1. In Format 1, when the COPY clause is specified, the library-name is 
required. The library-name must be identical to the name associated 
with the desired text on the library.

2. In Format 1, a word is any COBOL word and may be one of the following:
Condition-name

• Data-name
• File-name
• Mnemonic-name

3. In Format 1, the COPY clause may be specified only at the 01 level in 
data description entries and report group description entries.

General Rules:

1. Format 1 of the COPY clause represents the American National Standard 
COPY function.

2. For a detailed description of the COPY clause, see Section VIII, the 
COBOL Library, and Section XIV of the COBOL User's Guide.

6-27 DD25



data-name/FILLER data-name/FILLER

The data-name clause is used to specify the 
described. The FILLER clause is used to specify an 
logical record that cannot be referred to directly.

name of the data being 
elementary item of the

General Format:

data-name
level-number

FILLER

Syntax Rules:

In the File Section and Working-Storage Section, a data-name or the 
keyword FILLER must be the first word following the level-number in 
each data description entry.

word
In the Report Section, 
description entry and the

a datadata-name need not appear 
FILLER cannot be used.

General Rules:

1 The keyword FILLER can be used to name an elementary item in a record, 
but that item then cannot be referred to directly under any 
circumstances.

2. A data-name must be supplied in the Report Section when:
a. The data-name represents a report group to be referred to by a 

GENERATE or a USE statement in the Procedure Division.
b. Reference is to be made to the SUM counter in the Procedure 

Division or in the Report Section.
c. The SELECTED option is included with the SOURCE clause at a 

higher level to indicate that at this lower level the SOURCE 
data-names which are to be used are elementary
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The DATA RECORDS clause is used to provide documentation for the names of 
data records within their associated files (SD or FD entries).

General Format:

DATA
f RECORD IS
J > data-name-1

RECORDS ARE J
data-name-2

Syntax Rule:

1. Data-name-1 and data-name-2 are the names of data records. They must 
have level-number 01 data descriptions (with the same names) 
associated with them.

General Rules:

1. The presence of more than one data-name indicates that the file 
contains more than one type of data record. If record sizes (in words) 
are not equal, the file is assigned the variable-length record format 
and its recording mode must be binary. The records of the file need 
not have the same description. The order in which they occur as 01 
entries is not significant except for sort fi 1 esi-, For||a sort file with

| mo re than one size d at a record description, the fir st r ecor d 
I description entry after the SD entry is assumed to be the dominant 
1 type; its size is considered to be the most common in the sort file.
Sort optimization is based on this assumption; Therefore, a careful 
choice in ordering record description entries for a sort file enhances 
object program efficiency.

2. Conceptually, all data records in a file share the same area. This 
concept is not altered by the presence of more than one type of data 
record in a file.
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The GROUP INDICATE clause in a report group description entry is used to 
indicate that the elementary item with which it is associated is to be produced 
only on the first occurrence of the item after any CONTROL or PAGE break.

General Format:

GROUP INDICATE

General Rules:

1. The GROUP INDICATE clause must be specified only at the elementary 
item level within a TYPE DETAIL report group.

2. When an elementary item within a TYPE DETAIL report group is specified 
as GROUP INDICATE, it is presented in the first DETAIL report group 
that contains it after a CONTROL break and it is presented in the 
first DETAIL report group containing it on a new page even though a 
CONTROL break did not occur.
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JUSTIFIED JUSTIFIED

The JUSTIFIED clause in a data description entry is used to specify 
nonstandard positioning of data within a receiving data item.

General Format:

\ RIGHT{JUSTIFIED
JUST

1. The JUSTIFIED clause can be specified only at the elementary item 
level.

2. JUST is an abbreviation for JUSTIFIED.

General Rules

1. The JUSTIFIED clause cannot be specified for an item that has any of 
the following properties:
a. Class numeric or numeric edited.
b. 1USAGE other than DISPLAY.
c. |Actua1 or assumed decima1 point.

2. If the receiving data item is alphanumeric (other than a numeric 
edited data item) or alphabetic and the JUSTIFIED clause is not 
specified, the sending data item is moved to the receiving character 
positions and aligned at the leftmost character position in the data 
item with space-fill or truncation to the right.

3. When the receiving data item is described with the JUSTIFIED clause 
and the sending data item is larger than the receiving data item, the 
leftmost characters are truncated. When the receiving data item is 
described with the JUSTIFIED clause and the sending data item is 
smaller than the receiving data item, the data is aligned at the 
rightmost character position in the data item with space-fill on the 
left.
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The LABEL RECORD(S) clause in the FD entry is used to state whether or not 
label records are present and to identify them if they are present.

General Format:

z RECORD IS r STANDARD
LABEL 2 S < OMITTEDV RECORDS ARE J \®|®l|ii|iie-l £ / label-name-2 ] • • >

Syntax Rules:

1. The LABEL RECORD(S) clause is required in every file description 
entry.

2. If one or more label-names are specified, only the four fixed 
label-names listed in general rule 5 may be used.

General Rules:

1. LABEL RECORD(S) STANDARD indicates that logical labels that conform to
the Series 60/6000 label format specifications are considered to exist 
for the file even though they may not be recorded on some of the 
physical devices to which the file may be assigned. (For example,
label records associated with mass storage files are not physically 
recorded on the external storage device. In this case, USE procedures 
associated with the file will act upon dummy label space. If 
identifying information is to be placed on the external storage 
device, the information must be written as if it were a data record.) 
The STANDARD option must be used whenever system standard format has 
been explicitly or implicitly specified for the file.

2. LABEL RECORD(S) OMITTED indicates that no logical labels are 
considered to exist for a file. The OMITTED option must not be used 
if system standard format has been explicitly or implicitly specified 
for the file.

3. All Rrocedure Division references to label-name-1, or to any items 
subordinate to label-name-1, must appear within USE procedures.

4. On a multiple file tape, either all files must be labeled or no files 
can be labeled.
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5. A 1abe1-name must be one of the four f ixe d 1abe1-names.:: as sociatedwith 
the Series 60/6000 standard label format specifications. These

: -label-names and their associated Series 60/6000 standard label records 
are described below: • .
a, BEGINNING-FILE-LABEL: Appears only once for. a file, preceding 

'the<?:WrsB' '^ata:recbf d of the file , and contains information about
the file. : /■

b. BE GINN IN G -TAPE -LABE L: Appears at the physical beginning of each 
reel> with the exception of the first reel on the file/ preceding 
all other information/ and contains information about the reel,

C. ENDING-FILE-LABEL: Appears only once for a file, following the
last data record on the last reel of a file f and contains 
information about the file.

d. ENDING-TAPE-LABEL; Appears at the physical end of a reel/ with
the exception />f the last reel of the file, following the last 
data record, and contains information about the reel.

Since these fixed label-names are associated with the Series 60/6000 
standard label descriptions, their formats are inferred by the 
compi1er and it is not necessary to def ine them within the file 
description*  If they are explicitly described in the source program, 
the specified record format will be used.

6. Conceptually, all label records within the file share'the same, label 
buffer area in memory. If more than one label—name is specified, it 
is an implicit redefinition of the same label area.

7. Refer to the description of the LABEL RECORD(S) clause in Section III 
of the COBOL User's Guide for additional information.
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level-number level-number

The level-number entries show the hierarchy of data 
or report group. Level-number entries are also used to 
condition-names, working-storage items, noncontiguous 
RENAMES clause.

The concepts of hierarchy of data and the use 
described in Section III.

within a logical record 
identify entries for 
data items, and the

of level-numbers are

General Format:

level-number

Syntax Rules:

1. A level-number is required as the first element in each data 
description entry.

2. Data description entries that are subordinate to FD or SD entries may 
use level-numbers with values in the range 01 (or 1) through 49, or 
level-number 66, or level-number 88.

3. Data description entries that are subordinate to an RD entry may only 
use level-numbers whose values are in the range 01 through 49.

4. Multiple level 01 entries that are subordinate to a level indicator 
(FD, SD, or RD), represent implicit redefinitions of the same area. In 
other words, the first occurrence defines an area, and all subsequent 
occurrences redefine the same area.

General Rules:

1. A level 01 entry must be used to identify the first entry in each 
record description and in each report group description.

2. When no real concept of level exists, the special level-numbers 66, 
77, and 88 are assigned as follows:
a. Level-number 66 is used in a data description entry to identify a 

RENAMES entry. Format 4 of the data description skeleton must be 
used.

b. Level-number 77 entries may be used in the Working-Storage 
Section to identify noncontiguous data items. Format 3 of the 
data description skeleton must be used.

c. Level-number 88 entries are used to define condition-names 
associated with conditional variables and may be used in the File 
Section and the Working-Storage Section. Format 5 of the data 
description skeleton must be used.
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The LINE NUMBER clause is used to indicate the line number of this entry. 
The line number may be absolute or relative and may refer either to the page or 
to the previous entry.

General Format:

( integer-1
LINE NUMBER IS < PLUS integer-2 

NEXT PAGE

Syntax Rules:

1. Integer-1 and integer-2 must be unsigned nonzero integers. Integer-1 
must be within the range specified in the PAGE LIMITS clause in the 
associated RD entry.

2. The LINE NUMBER clause must be given for each report line of a report 
group. For the first line of a report group, the LINE NUMBER clause 
must be specified at the report group level, or at a group level 
subordinate. to the report group level but prior to the first 
elementary item in the line, or as a part of the entry which describes 
the first elementary item in the line.

For report lines other than the first line in a report group, the LINE 
NUMBER clause must be specified at a group level subordinate to the 
report group level but prior to the first elementary item in the line, 
or as a part of the entry which describes the first elementary item in 
the line.

General Rules:

1. Integer-1 indicates an absolute line number. The LINE-COUNTER is set 
to the value of integer-1 for printing the item in this entry (and 
following entries in the report group) until a different value for the 
LINE-COUNTER is specified in another LINE NUMBER clause.

2. Integer-2 indicates a relative line number. This number increments the
LINE-COUNTER for printing the item in this entry (and following
entries in the report group) until a different value for the
LINE-COUNTER is specified in another LINE NUMBER clause.

3. If the LINE NUMBER clause is specified at the report group level,
entries for the first report line within the report group are
presented on the specified line number. If the LINE NUMBER clause is
specified for an entry on other than the report group level, 
sequential entries following that entry within the report, group that 
have the same level-number are presented on the same line. A line 
number at a subordinate level cannot contradict a line number at a 
group level.
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4. Within a report group description entry, an absolute line number 
cannot be preceded by a relative line number and absolute line numbers 
must be given in ascending order.

5. The NEXT PAGE phrase is used to indicate an automatic skip to the next 
page before the first line of the current report group is presented. 
Appropriate TYPE PAGE/OVERFLOW FOOTINGS and TYPE PAGE/OVERFLOW 
HEADINGS will be produced as specified.
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NEXT GROUP NEXT GROUP

The NEXT GROUP clause in a 
indicate the spacing that is to report group description entry is used 

follow the last line of the report group.

General Format:

NEXT GROUP IS PLUS integer-2
NEXT PAGE

Syntax Rule:

1. Integer-1 and integer-2 must be unsigned nonzero integers. When used, 
integer-1 cannot exceed the maximum number of lines specified per 
report page in the PAGE LIMITS clause of the associated RD entry.

General Rules:

1. Integer-1 indicates an absolute line number that sets the LINE-COUNTER 
to this value after producing the last line of the current report 
group.

2. Integer-2 indicates a relative line number that increments the 
LINE-COUNTER by the value of integer-2. Integer-2, therefore, 
represents the number of lines to be skipped following the last line 
of the current report group. Further spacing is specified by the LINE 
NUMBER clause of the next report group produced.

3. The NEXT PAGE phrase, when used, indicates an automatic skip to the 
next page following the generation of the last line of the current 
report group. Appropriate PAGE/OVERFLOW FOOTINGS and PAGE/OVERFLOW 
HEADINGS will be produced as specified.

4. The NEXT GROUP clause may appear only in a level 01 entry that defines 
the report group. When specified for a CONTROL FOOTING/HEADING report 
group, the NEXT GROUP clause results in automatic line spacing only 
when a control break occurs on the level for which that control is 
specified.
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OCCURSOCCURS

The OCCURS clause in a data description entry is used to define tables of 
repeated items. Use of this clause eliminates the need for separate entries for 
repeated data and supplies information needed for the application of subscripts 
or indexes.

Format 1:

OCCURS integer-2 TIMES

INDEXED BY index-name-1

f ASCENDING ] — —
< > KEY IS data-name-z , data-name-3 • • •
1 DESCENDING J

index-name-2

Format 2:

OCCURS integer-1 TO integer-2 TIMES DEPENDING ON data-name-1

{ASCENDING I KEY IS data-name-2 
DESCENDING J

data-name-3

INDEXED BY index-name-1 index-name-2

Syntax Rules:

1.

2.

3.
4.

5.

Integer-1 and integer-2 must be positive integers. Where both are used 
(in Format 2), the value of integer-1 must be less than the value of 
integer-2. The value of integer-1 may be zero but integer-2 must not 
be zero.
Data-name-l (in the DEPENDING phrase) must describe a positive integer
mmmmmmmmb
Data-names used in the OCCURS clause may be qualified.
Data-name-2 must either be the name of the entry containing the OCCURS 
clause or the name of an entry subordinate to the entry containing the 
OCCURS clause.
When used, data-name-3, etc., must be the name of an entry subordinate 
to the group item that is the subject of this data description entry.
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6. The INDEXED BY phrase is required when the subject of this data
description entry (or an entry subordinate to this entry if it is a
group item) is to be referred to by indexing. The index-names 
identified in the OCCURS clause are not defined elsewhere since the
allocation and format of these index-names is hardware dependent. Not
being data, these index-names cannot be associated with any data 
hierarchy.

7. The DEPENDING ON phrase is required only when the end of the 
occurrences of the item cannot otherwise be determined.

8. The OCCURS clause may not be specified in a data description entry 
that has a level-number 01, 66, 77, 88, or in an entry that describes 
an item whose size is variable. An item is considered to be variable 
in size if its data description, or the description of any item 
subordinate to it, if it is a group item, uses Format 2 of the OCCURS 
clause.

9. Data-hame-1 (in the DEPENDING phrase) must be an entry in the same 
| rediOlO the current data description entryand the level-number 
entry for data-name-1 must occur prior to the level-number entry 
containing the OCCURS clause in which data-name-1 is used.

10. Any entry that contains, or has a subordinate entry that contains, 
Format 2 of the OCCURS clause, cannot be the object of a REDEFINES 
clause.

11.

12.

If data-name-2 in the KEY phrase is not the 
then:

subject of this entry,

a. All of the items identified by the data-names used in the KEY 
phrase must be contained in the group item that is the subject of 
this entry.

b. The items identified by the data-names in the KEY phrase may not 
be described by an entry that contains an OCCURS clause or be 
subordinate to an entry containing an OCCURS clause.

Index-name-1, index-name-2, ..., must be unique words within the 
program.

General Rules:

The OCCURS clause is used to define tables and other homogeneous sets 
of repeated data. The data-name that is the subject of this data 
description entry must either be subscripted or indexed whenever it is 
referred to in a Procedure Division statement other than the SEARCH 
statement. In addition, if the subject of this data description entry 
is the name of a group item, all of the data-names belonging to the 
group must be subscripted or indexed whenever they are used as 
operands.
All data description entry clauses except the OCCURS 
associated with an item whose description includes an 
apply to each occurrence of the item described.

clause
OCCURS

itself
clause
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3. In Format 1, the value of integer-2 represents the exact number of 
occurrences. In Format 2, the value of integer-2 represents the 
maximum number of occurrences and the value of integer-1 represents 
the minimum number of occurrences. Thus, Format 2 specifies a variable 
number of occurrences of the item but does not imply that the length 
of the item is variable.

4. The value of data-name-1 is the count of the number of occurrences of 
the subject and this value must not exceed integer-2. Reducing the 
value of data-name-1 makes the contents of those occurrences of the 
data items, whose occurrence numbers are in excess of the value of the 
data item referenced by data-name-1, unpredictable.

5. When a referenced group item has a subordinate entry that specifies 
Format 2 of the OCCURS clause, only that part of the table area that 
is specified by the value of data-name-1 will be used in the 
operation.

6. The results of OCCURS... DEPENDING generally differ from one computer 
to another. In Series 60/6000 COBOL, the results are as follows:
a. The DEPENDING phrase may not be specified in the record 

descriptions of a sort file or a merge file.
b. In the File Section, OCCURS... DEPENDING results in suppressing 

table residue on the peripheral device, as described below, when 
the following criteria are met:
• Data-name-1 is described as COMP-1.
• Data-name-1 is subordinate to the same record description 

entry.
• Data-name-1 precedes the data description entry containing 

the OCCURS...DEPENDING clause.

When compression is to take place, the compiler will 
automatically generate a process area for the file, whether or 
not the APPLY PROCESS AREA phrase is specified in the I-O-CONTROL 
paragraph.

c. When a WRITE statement references a record which may be 
compressed, the object program examines the output record for 
opportunities for residue suppression. Such opportunities are 
rejected unless two or more machine words can be suppressed. In 
the latter case, suppression proceeds on a machine word basis; 
the whole-word portion of the residue of each table is replaced 
by a single control word. Each variable-length table in the 
record presents an opportunity for residue suppression. Actual 
suppression takes place in an implicit move from the process area 
to the output buffer.
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d. When a READ statement references a file containing records that 
may be compressed, the record is implicitly moved from the input 
buffer to the process area and expanded to the format it had in 
memory prior to residue suppression.

e. When OCCURS... DEPENDING is used with any record of a file that 
may be compressed, the data format is affected in several ways.
• The variable-length record (VLR) format is automatically 

applied.
• In addition to any residue suppression control words needed, 

each record on the peripheral device begins with a control 
word required for reconstruction.

• The recording mode must be binary (explicitly or 
implicitly).

7. The KEY phrase is used to indicate that the repeated data is arranged 
in ascending or descending order according to the values contained in 
data-name-2, data-name-3, etc. The data-names are listed in their 
descending order of significance, from most significant to least 
significant.
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The PAGE LIMIT(S) clause in a report description entry is used to indicate 
the specific line control to be maintained within the logical presentation of a 
page.

General Format:

CLIMIT IS
PAGE < finteger-1

LIMITS ARE J

L HEADING integer-2 ] [, FIRST DETAIL integer-3

' kAST DETAIL integer-4 9 FOOTING integer-5

Syntax Rules:

1. Integer-1 through integer-5 must be unsigned nonzero integers.
2. Integer-2 through integer-5 each must either be less than or equal to 

integer-1.

3. Only one PAGE-LIMIT clause may be specified in each report description 
entry.

4. A PAGE LIMIT(S) clause need not be included in the RD entry when an 
association between report groups and the physical format of a page is 
not required.

General Rules:

1. The fixed data-names PAGE-COUNTER and LINE-COUNTER are automatically 
generated by the Report Writer when the PAGE LIMIT(S) clause is 
included in the RD entry.

2. The PAGE LIMIT integer-1 LINES clause is required to specify the depth 
of the report page; the depth of the report page may or may not be 
equal to the physical perforated continuous form often associated with 
the page length in a report.

3. LINE-COUNTER must be capable of containing the value specified by 
integer-1.

4. If absolute line spacing is indicated for all the report group(s), 
none of the integer-2 through integer-5 controls need to be specified.
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If relative spacing is indicated for individual TYPE DETAIL report 
group description entriest some or all of the above limits must be 
defined, dependent on the type of report groups within the report, so 
that the Report Writer can maintain control of page format.

• HEADING integer-2: the first line number of the first heading 
print group. No print group will start preceding integer-2.

• FIRST DETAIL integer-3: the first line number of the first 
normal print group, that is, body; no DETAIL or CONTROL print 
group will start before integer-3.

• LAST DETAIL integer-4: the last line number of the last normal 
print group, that is, body; no DETAIL or CONTROL HEADING print 
group will extend beyond integer-4.

• FOOTING integer-5: the last line number of the last CONTROL
FOOTING print group; no CONTROL FOOTING print group will start 
before integer-3 nor extend beyond integer-5. TYPE PAGE FOOTING 
or TYPE print groups will follow integer-5.

6. When relative line numbers are specified for report groups, PAGE 
LIMITS integer-1 is specified and some or all of the HEADING 
integer-2, FIRST DETAIL integer-3, LAST DETAIL integer-4, or FOOTING 
integer-5 phrases are omitted, the following implicit control is 
assumed for the omitted specifications:

a. If HEADING integer-2 is omitted, integer-2 is considered to be 
equivalent to the value one (1), that is, line number one.

b. If FIRST DETAIL integer-3 is omitted, integer-3 is considered to 
be equivalent to the value of integer-2.

c. If LAST DETAIL integer-4 is omitted, integer-4 is considered to 
be equivalent to the value of integer-5.

d. If FOOTING integer-5 is omitted, integer-5 is considered to be 
equivalent to the value of integer-4.

e. If both LAST DETAIL integer-4 and FOOTING integer-5 are omitted, 
integer-4 and integer-5 are both considered to be equivalent to 
the value of integer-1.
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The following chart represents page format report group control when 
the PAGE LIMIT clause is specified.

integer-2

integer-3
integer-4 

REPORT 
HEADING/ 
FOOTING

PAGE/ 
OVERFLOW 
HEADING

DETAIL/
CONTROL
HEADING

CONTROL
FOOTING

PAGE/ 
OVERFLOW
FOOTING

integer-5 
integer-1

8. Absolute LINE NUMBER or absolute NEXT GROUP spacing (see report group 
description entry) must be consistent with controls specified in the 
PAGE LIMIT clause.

PAGE-COUNTER Rules:

1. PAGE-COUNTER is a fixed data-name used to reference a counter 
generated by the Report Writer to be used as a SOURCE data item in 
order to automatically present consecutive page numbers.

2. One PAGE-COUNTER is supplied for each report described in the Report 
Section.

3 If more than one PAGE-COUNTER is given as a SOURCE data item within a 
given report, the number of numeric characters indicated by the 
PICTURE clauses must be identical. The size must indicate sufficient 
numeric character positions to prevent overflow.
If more than one report description entry exists in the Report 
Section, PAGE-COUNTER must be qualified by the report-name. 
PAGE-COUNTER may be referred to in Data Division clauses and in 
Procedure Division statements.
PAGE-COUNTER is initially set to one by the Report Writer; if a 
starting value for PAGE-COUNTER other than one is desired, the user 
may change the contents of the PAGE-COUNTER by a Procedure Division 
statement after an INITIATE statement has been executed.
PAGE-COUNTER is incremented by one each time a page break is 
recognized by the Report Writer, after the production of any PAGE or 
OVERFLOW FOOTING report group but before production of any PAGE or 
OVERFLOW HEADING report group.
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LINE-COUNTER Rules:

1. LINE-COUNTER is a fixed data-name used to reference a counter utilized 
by the Report Writer to determine when a PAGE/OVERFLOW HEADING and/or 
a PAGE/OVERFLOW FOOTING report group is to be presented. If a PAGE 
LIMIT(S) clause is written in the report description entry, a 
LINE-COUNTER is supplied for that report.

2. If more than one report description entry exists in the Report 
Section, LINE-COUNTER must be qualified by the report-name. 
LINE-COUNTER may be referred to in Data Division clauses and in 
Procedure Division statements.

3. Changing the LINE-COUNTER by Procedure Division statements may cause 
page format control in the Report Writer to become unpredictable.

4. LINE-COUNTER is tested and incremented by the Report Writer based on 
control specifications in the PAGE LIMIT(S) clause and values 
specified in the LINE NUMBER and NEXT GROUP clauses.

5. LINE-COUNTER is initially set to zero by the Report Writer; likewise, 
LINE-COUNTER is automatically reset to zero when the PAGE LIMIT 
integer-1 LINES entry is exceeded during execution.

6. When a relative LINE NUMBER indication or relative NEXT GROUP 
indication exceeds the LAST DETAIL PAGE LIMIT specification during 
object program execution, a page break occurs and LINE-COUNTER is 
reset to zero. No additional setting based on the relative LINE NUMBER 
indication or NEXT GROUP indication that forced the page break takes 
place.

7. If an absolute LINE NUMBER indication or an absolute NEXT GROUP 
indication is equal to, or less than, the contents of the LINE-COUNTER 
during object program execution, the LINE-COUNTER is set to the 
absolute LINE NUMBER indication or the absolute NEXT GROUP indication 
following the implicit generation of any specified report groups.

8. The value of the LINE-COUNTER during any Procedure Division test 
statement represents the number of the last line used by the printing 
generated by the previous report group, or represents the number of 
the last line skipped by a previous NEXT GROUP specification.
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The PICTURE clause is used to describe the general characteristics and 
editing requirements of an elementary item.

General Format:

IS character-string

Syntax Rules:

1. A PICTURE clause may be specified only at the elementary item level.
2. A character-string consists of certain allowable combinations of 

characters in the COBOL character set used as symbols. The allowable 
combinations determine the category of the elementary item.

3. The maximum number of symbols allowed in the character-string is 30.
4. The PICTURE clause must be specified for every elementary data item 

except an index data item, in which case use of this clause is 
prohibited.

5. PIC is an abbreviation for PICTURE.
6. The asterisk, : when used as the|zero suppression symbolf and the BLANK 

1 WHEN ZERO clause may not appear in the same entry7

General Rules:

1. Five categories of data may be described with a PICTURE clause; 
alphabetic, numeric, alphanumeric, alphanumeric edited, and numeric 
edited.

• To define an item as alphabetic:

a. Its PICTURE character-string may only contain the symbol 
1 A’ ; and

b. Its contents when represented in standard data format must 
be any combination of the twenty-six (26) letters of the 
Roman alphabet and the space from the COBOL character set.

• To define an item as numeric:

a. Its PICTURE character-string can only contain the symbols 
’9', 'P  , ’S', and 'V'; and*

b. Its contents when represented in standard data format must
be a combination of the Arabic numerals ’O’, ’1’, ’2', *3 ’,
14*  , ’5’, *6 ’, 17’, ’8’, and ’9’, and the item may include 
an operational sign.
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To define an item as alphanumeric:
a. Its PICTURE character-string is restricted to certain 

combinations of the symbols 'A', j’ J / ’K,  X' , 9  z and the 
item is treated as if the character-string contained all 
'X's. A PICTURE character-string which contains all 'A's or 
all '9's, with or without the symbols 'J or Mill does not 
define an alphanumeric item; and

1 * 1 1*

1

b. Its contents when represented in standard data format are 
allowable characters in the computer’s character set.

To define an item as alphanumeric edited:
a. Its PICTURE character-string is restricted to certain 

combinations of the following symbols: ’A’, ’X’, '9', 'B',
and ’O’; and

allowable characters in the computer’s character set.

(1) The character-string must contain at least one 'X' and
at least one 'B' or 'O' ( zero); or

(2) The character-string must 
(zero) and at least one '

contain at least one 
A'; and

'O'

b. Its contents when represented in standard data format are

To define an item as numeric edited:
a. Its PICTURE character-string is restricted to certain

combinations of the symbols 1 B', 'P', ’V'r 'Z', 'O', ’9’,
',', •* ’, ' + ', ’-’r 'CR', 'DB', and the currency
symbol. The maximum number of digit positions that may be 
represented in the character-string is 18; and

b. The contents of the character positions of those symbols 
allowed to represent a digit in standard data format must be 
one of the numerals.

2. The size of an elementary item, where size means the number of 
character positions occupied by the elementary item in standard data 
format, is determined by the number of allowable symbols that 
represent character positions. An unsigned nonzero integer which is 
enclosed in parentheses following the symbols 'A', 'X', ’9', ’P',
'Z', 1 ’B’, 'O', ' + ', '-’, or the currency symbol indicates the
number of consecutive occurrences of the symbol. The following symbols 
may appear only once in a given PICTURE: ’S', 'V', '.', 'CR', and
'DB' .

3.
as follows:

Each 'B' 
position

Each 'A' 
position 
a space.

a character 
alphabet or

a character 
inserted.

in the character-string represents 
into which the space character will be

in the character-string represents 
which can contain only a letter of the 

The functions of the symbols used to describe an elementary item are 
explained
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||| Series 60/6000 COBOL accepts J and K as equivalent to
However, the initial value of a working-storage item is 
’spaces’ if PICTURE contains a J and no VALUE clause is 
given. This feature simplifies conversion from certain 
other computers, and is not meant as a general substitute 
for VALUE SPACES.

P The ’P’ indicates an assumed decimal scaling position and is 
used to specify the location of an assumed decimal point 
when the point is not within the number that appears in the 
data item. The scaling position character. ’P’ is not 
counted in the size of the data item. Scaling position 
characters are counted in determining the maximum number of 
digit positions (18) in numeric edited items or numeric 
items which appear as operands in arithmetic statements. (P 
cannot be used with COMPUTATIONAL or COMPUTATIONAL-n items.) 
The scaling position character ’P’ can appear only to the 
left or right as a continuous string of ’P’s within a 
PICTURE description. Since the scaling position character 
’P’ implies an assumed decimal point (to the left of ’P’s if 
’P’s are leftmost PICTURE characters and to the right of 
’P’s if ’P’s are rightmost PICTURE characters), the assumed 
decimal point symbol ’V’ is redundant as either the leftmost 
or rightmost character within such a PICTURE description.

S The letter ’S’ is used in a character-string to indicate the 
presence of an operational sign and must be written as the 
leftmost character in the PICTURE character-string. The ’S’ 
is not counted in determining the size of the elementary 
item bnless the PICTURE clause is accompanied by a USAGE 
COMP-4 clause< In this caset the ’S’ is counted as a 
iseparate character in the size of the elementary::.item.
Refer tothe USAGE clause for additional information.

V The ’V’ is used in a character-string to indicate the 
location of the assumed decimal point and may only appear 
once in a character-string. The ’V’ does not represent a 
character position and therefore is not counted in the size 
of the elementary item. When the assumed decimal point is 
to the right of the rightmost symbol in the string, the ’V’ 
is redundant.

X Each ’X’ in the character-string is used to represent a 
character position which contains any allowable character 
from the computer’s character set. j If a PICTURE 

/character-string contains combinations of X, A, and 9 ’st 
then the PICTURE is treated as if it consisted entirely of 
X’s.

Z Each ’Z’ in a character-string may only be used to represent 
the leftmost leading numeric character positions which will 
be replaced by a space character when the contents of that 
character position are zero. Each ’Z’ is counted in the 
size of the item.

9 Each ’9’ in the character-string represents a character 
position which contains a numeral and is counted in the size 
of the item.
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0 Each ’O' (zero) in the character-string represents a 
character position into which the numeral zero will be 
inserted. The 101 is counted in the size of the item.

, Each *,' (comma) in the character-string represents a 
character position into which the character 1,’ will be 
inserted. This character position is counted in the size of 
the item.

When the character '.' (period) appears in the 
character-string, it is an editing symbol which represents 
the decimal point for alignment purposes and, in addition, 
represents a character position into which the character ’.’ 
will be inserted. The character '.’ is counted in the size 
of the item. The symbols ’V‘ and are mutually exclusive. 
For a given program, the functions of the period and comma 
are exchanged if the phrase DECIMAL-POINT IS COMMA is 
specified in the SPECIAL-NAMES paragraph. In this exchange, 
the rules for the period apply to the comma and the rules 
for the comma apply to the period wherever they appear in a 
PICTURE clause. (If insertion character ' . 1 / is :the:;<|last 
symbol in the PICTURE character-string, it must be 
immediately followed by a semicolon or the period to end the 
data description entry.)

+,-,CR,DB These symbols are used as editing sign control symbols. When 
used, they represent the character position into which the 
editing sign control symbol will be placed. The symbols are 
mutually exclusive in any one character-string and each 
character used in the symbol is counted in determining the 
size of the data item.

* Each (asterisk) in the character-string represents a 
leading numeric character position into which an asterisk 
will be placed when the contents of that position are zero. 
Each is counted in the size of the item.

$ The ’$’ (currency symbol) in the character-string represents 
a character position into which a currency symbol is to be 
placed. The currency symbol in a character-string is 
represented by either the $ or by the single character 
specified in the CURRENCY SIGN phrase in the SPECIAL-NAMES 
paragraph. The currency symbol is counted in the size of the 
item.

Editing Rules:

1. Two general methods are used to perform editing in the PICTURE clause, 
either by insertion or by suppression and replacement. The four types 
of insertion editing are:
a. Simple insertion.
b. Special insertion.
c. Fixed insertion.
d. Floating insertion.
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The two types of suppression and replacement editing are:
a. Zero suppression and replacement with spaces.
b. Zero suppression and replacement with asterisks.

2. The type of editing which may be performed upon an item depends on the 
category to which the item belongs. The following list indicates which 
type of editing may be performed upon a given category:

Category
Alphabetic
Numeric
Alphanumeric
Alphanumeric Edited
Numeric Edited
Any Variable-

Length Item

Type of Editing
None
None
None
Simple insertion, 1 01 and 1B1
All, subject to the restrictions of 

Rule 3 below
None

3. Floating insertion editing and editing by zero suppression and 
replacement are mutually exclusive in a PICTURE clause. Only one type 
of replacement may be used with zero suppression in a PICTURE clause.

4. Simple Insertion Editing.

The ’ (comma), ’B*  (space), and ’O’ (zero) are used as the insertion 
characters. The insertion characters are counted in the size of the 
item and represent the position in the item into which the character 
will be inserted.

5. Special Insertion Editing.

The 1.' (period) is used as the insertion character and also 
represents the decimal point for alignment purposes. The insertion 
character used for the actual decimal point is counted in the size of 
the item. The use of the assumed decimal point, represented by the 
symbol ’V* , and the actual decimal point, represented by the insertion 
character, in the same PICTURE character-string is not allowed. If the 
insertion character is the last Symbol in the ^ggOffer*string  and 

|additional clauses follow the character-string, then the 
Ichar ac ter-s tring mu s t be immed ia t e ly f o11owed by the semicolon
^punctuation character, followed by a space. If the PICTURE clause is 
I the last clause of that Data Division -entry, /d:;and ■ the-: insertion 
l character is the 1ast symbol in the character-stringf the insertion 
|character must be immediately followed by aperiod punctuation 
gliharacter, followed by a space. This results in' t wdcbhsecutive 
||j||||||||^^ "The.result of special
insertion editing is the appearance of the insertion character in the 
item in the same position as shown in the character-string.

6. Fixed Insertion Editing.

The currency symbol and the editing sign control symbols 1+’, 1-’,
1CR’, 1DB1 are the insertion characters. Only one currency symbol and 
only one of the editing sign control symbols can be used in a given
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PICTURE character-string. When the symbols 1 CR1 or 1DB1 are used, they 
represent two character positions in determining the size of the item 
and they must represent the rightmost character positions that are 
counted in the size of the item. The symbol ' + ' or when used, 
must be the leftmost or rightmost character position to be counted in 
the size of the. item. The currency symbol must be the leftmost 
character position to be counted in the size of the item except that 
it may be preceded by either a 1+’ or a 1symbol. Fixed insertion 
editing results in the insertion character occupying the same 
character position in the edited item as it occupied in the PICTURE 
character-string. Editing sign control symbols produce the following 
results depending upon the value of the data item.

Floating Insertion Editing.

Editing Symbol in 
PICTURE 

Character-String

RESULT

Data Item 
Positive or Zero

Data Item 
Negative

+

CR
DB

space
2 spaces
2 spaces

CR
DB

The currency symbol and editing sign control symbols 1+ ' or 'are 
the insertion characters and they are mutually exclusive as floating 
insertion characters in a given PICTURE character-string.
Floating insertion editing is indicated in a PICTURE character-string 
by using a string of at least two of the allowable insertion 
characters to represent the leftmost numeric character positions into 
which the insertion characters can be floated. Any of the simple 
insertion characters embedded in the string of floating insertion 
characters or to the immediate right of this string are part of the 
floating string.

In a PICTURE character-string, there are only two ways of representing 
floating insertion editing. One is to represent any or all of the 
leading numeric character positions on the left of the decimal point 
by the insertion character. The other is to represent all of the 
numeric character positions in the PICTURE character-string by the 
insertion character.

If the insertion characters are only to the left of the decimal point 
in the PICTURE character-string, the result is that a single insertion 
character will be placed into either the character position 
represented by the rightmost occurrence of the insertion character in 
the PICTURE character-string or the character position immediately 
grecediihg the first nonzero digit in the data represented by the 
ihsertidh symbol string, whichever is farther to the left in the 
PICTURE character-string. The character positions preceding the 
insertion character are filled with spaces.
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8.

9.

If all numeric character positions in the PICTURE character-string are 
represented by the insertion character, the result depends upon the 
value of the data. If the value is zero, the entire data item will 
contain spaces. If the value is not zero, the result is the same as 
when the insertion character is only to the left of the decimal point 
in the PICTURE character-string.
To avoid truncation, the minimum size of the PICTURE character-string 
for the receiving data item must be the number of characters in the 
sending data item, plus the number of fixed insertion characters being 
edited into the receiving data item, plus one for the floating 
insertion character.
Zero Suppression Editing.
The suppression of leading zeros in numeric character positions is 
indicated by the use of the alphabetic character ’ Z1 or the character 

(asterisk) as suppression symbols in a PICTURE character-string.
These symbols are mutually exclusive in a given PICTURE 
character-string. Each suppression symbol is counted in determining 
the size of the item. If ' Z’ is used, the replacement character will 
be the space; if the asterisk is used, the replacement character will 
be ' *'  .
Zero suppression and replacement is indicated in a PICTURE 
character-string by using a string of one or more of the allowable 
symbols to represent leading numeric character positions which are to 
be replaced when the associated character position in the data 
contains a zero. Any of the simple insertion characters embedded in 
the string of symbols or to the immediate right of this string are 
part of the string.
In a PICTURE character-string, there are only two ways of representing 
zero suppression. One is to represent any or all of the leading 
numeric character positions to the left of the decimal point by 
suppression symbols. The other is to represent all of the numeric 
character positions in the PICTURE character-string by suppression 
symbols.
If the suppression symbols appear only to the left of the decimal 
point, any leading zero in the data which corresponds to a suppression 
symbol in the string is replaced by the replacement character. 
Suppression terminates at the first nonzero digit in the data 
represented by the suppression symbol string or at the decimal point, 
whichever is encountered first.
If all numeric character positions in the PICTURE character-string are 
represented by suppression symbols and the value of the data is not 
zero, the result is the same as if the suppression characters were 
only to the left of the decimal point. If the value is zero, the 
entire data item will be spaces if the suppression.symbol is 'Zf or 
all 1*’, except for the actual decimal point, if the suppression 
symbol is 1 *'.
The symbols '+', 1’Z1, and the currency symbol, when used. as
floating replacement characters, are mutually exclusive within a given 
character-string.
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Precedence Rules:

The following chart shows the order of precedence when using characters as 
symbols in a character-string. An ’X1 at an intersection indicates that the 
symbol(s) at the top of the column may precede, in a given character-string, the 
symbol(s) at the left of the row. Arguments appearing in indicate that the 
symbols are mutually exclusive. The currency symbol is indicated by 1cs1.

In cases where the General Rules above and this chart conflict, the stated 
rules have precedence.

First
Symbol

Second
Symbol

Fixed Insertion Other Symbols

B 0 f •
“4"

■MB

ICRI
(DBJ cs X P p s V

21k t
/r
J 9 1 1 cs cs

F 
i 
X 
e 
d
I 
n 
s 
e 
r 
t 
i 
o 
n

B X X X X X X X X X K X X X X X X
0 X X X X X X X X X X X X X X X X X
/ X X X X X X X X X X X X X X
• X X X X X X X X X

■■■ j X
+
■MB X X X x. X X X X X X X X

CI
DE

a
4

X X X X X X X X X X X X
cs X X X

0 
t 
h 
e 
r
S 
y m 
b 
o 
1 
s

A X X X X X
p X X X
p X X X X X X X X X X X X X
s
V X X X X X X X X X X X

f Z
* X X X X X X
z

*
X X X X X X X X X X

9 X X X X X X X X X X X X X X
X X X X x

1 X X X X X X X X X

cs X X X X X
cs X X X X X X X X X
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At least one of the symbols ’A* , 'X', ’ Z’, ’9’, or or at least two of 
the symbols ’ + or ' cs' must be present in a PICTURE string.

Fixed insertion symbols ’ + ’ and 1and other symbol ’P’ appear twice. The 
first occurrence represents their use to the left of the PICTURE’S numeric 
character positions and the second their use to the right of the PICTURE'S 
numeric character positions. Other symbols ’ Z’, 1’cs’, , and appear 
twice. The first occurrence represents the use before the decimal point 
position; the second the use after the decimal point position.
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The RECORD CONTAINS clause in an FD or SD entry is used to specify the size 
of data records.

General Format:

RECORD CONTAINS integer-1 TO integer-2 CHARACTERS

Syntax Rule:

1. Integer-1 and integer-2 must be unsigned nonzero integers.

General Rules:

1. The size of each data record is completely defined in the record 
description (data description) entry; therefore, this clause is never 
required. When the RECORD CONTAINS clause is used, however, the 
following rules apply:
a. Integer-2 may not be used by itself unless all of the data 

records in the file are the same size. In this case, integer-2 
represents the exact number of characters in the data record. 
When both integer-1 and integer-2 are given, they refer to the 
minimum number of characters in the smallest data record and the 
maximum number of characters in the largest data record, 
respectively.

b. The size of the data record is specified in terms of the number 
of characters in the standard data format contained in the 
logical record, regardless of the type of characters used to 
represent the items within the logical record. The size of the 
record is determined by adding the number of characters in all 
the fixed-length elementary items to the sum of the maximum 
number of characters in all variable-length items subordinate to 
the record. This sum may be different from the actual size of the 
record. Refer to the SYNCHRONIZED and USAGE clauses.
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The RECORDING MODE clause in a file description entry is used to specify 
the format or organization of data on magnetic tape.

General Format:

RECORDING MODE IS
rniGH)
J I DENSITY 
| LOW J

Syntax Rule:

1. Whenever an APPLY SYSTEM STANDARD phrase in the I-0-CONTROL paragraph 
is specified for a file, the RECORDING MODE clausef if one is given 
for the file, must specify BINARY HIGH density.

General Rules:

1. .Il; any data item or report item associated with a file is of any usage
other than USAGE DISPLAY, the BCD option must not be used.

2. 1If the ;iW^|DING MODE clause is omitted, the file will be assumed to
be recorded in the binary high density mode.

3. Whenever either the APPLY SERIAL phrase or the APPLY VLR phrase in the 
I-0-CONTROL paragraph is specified for a file, the BCD option must not

< be used*  ■
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The REDEFINES clause is used to describe the same memory area by different 
data description entries. This is accomplished in either the File Section or 
Working-Storage Section; it allows the same memory area to contain different 
data items.

General Format:

level-number data-name-1 REDEFINES data-name-2

NOTE: Level-number and data-name-1 are not part of the REDEFINES clause; 
they are shown only for clarity.

Syntax Rules:

1. The REDEFINES clause must immediately follow data-name-1.
2. The level-numbers of data-name-1 and data-name-2 must be identical but 

cannot be 66 or 88.
3. The REDEFINES clause cannot be used with level 01 data-names in the 

File Section. Implicit redefinition is provided by the DATA RECORDS 
clause in the file description entry.

General Rules:

1. Redefinition begins at data-name-2 and continues until a level-number 
less than or equal to that of data-name-2 is encountered.

2. When the level-number of data-name-1 is other than 01, then 
data-name-1 must specify a memory area of the same size as 
data-name-2. The REDEFINES clause specifies only the redefinition of a 
memory area, not of the data items that occupy the area.

3. The same memory area may be redefined as many times as required. The 
entries giving the new descriptions of the memory area must follow the 
entries defining the area being redefined, without entries defining 
new memory areas intervening. Multiple redefinitions of the same 
memory area must all use as data—name—2 the data—name of the entry 
that originally defined the area.

4. The data description entry for data-name-2 cannot contain an OCCURS 
clause nor can data-name-2 be subordinate to an entry containing an 
OCCURS clause. Neither the original definition nor any subsequent 
redefinitions of the area can include an item whose size is variable 
as defined for the OCCURS clause.

5. The entries giving the new description of the memory area must not 
contain VALUE clauses, except in condition-name entries.
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6. Use caution when specifying REDEFINES of a noncontiguous data item 
(leve1 77) s inee such data iterns are imp1icit1 y synchronized based on 
the v class•.;

7. When the REDEFINES clause is specified in the Working-Storage Section 
land more than fifty noncontiguous data items (level 7 7) are definedf 
|the REDEFINES clause and the item it redefines must be included in the
same group of fifty items; that is, in the first fifty level 77 itemst 
or the second fifty level 77 items, et-c..
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The RENAMES clause is a level 66 data description entry that permits 
alternative, possibly overlapping, groupings of elementary items.

General Format:

66 data-name-1 RENAMES data-name-2 data-name-3

not part of the RENAMES clause;NOTE: Level-number 66 and data-name-1 are 
they are shown only for clarity.

Syntax Rules:

1. All RENAMES entries associated with a given logical record must 
immediately follow that record’s last data description entry.

2. Data-name-2 and data-name-3 must be names of elementary items or 
groups of elementary items in the associated logical record. They 
cannot, however, be the same data-name.

3. A level 66 entry may not be used to rename another level 66 entry nor 
may it be used to rename a level 01, 77, or 88 entry.i

4. Data-name-1 may not be used as a qualifier, and may only be qualified 
by the names of the level 01, FD, .-or.:|O>- entries.

5. Neither data-name-2 nor data-name-3 may have an OCCURS clause in its 
data description entry nor be subordinate to an item having an OCCURS 
clause in its data description entry.

6. Data-name-2 and data-name-3 may be qualified.
7. The words THRU and THROUGH are equivalent.
8. The beg inning of the area described by data-name-3 may not be to the 

||left of the beginning of the area described by data-name-2. The end of 
I the area described by data-name-3 must be to the right of the end of 
| the area described by data-name-2. Data-name-3, therefore, may not be
s ubo rdin ate to data-name-2< The foilowing diagr am illustrated. th i s 

drule<
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Incorrect usage: 66 Z RENAMES N THRU T.

Correct usage: 66 Z RENAMES R THRU T.

General Rules:

1. One or more RENAMES entries may be written for a logical record.
2. When data-name-3 is specifiedr data-name-1 is a group item that 

includes all the elementary items starting with data-name-2 (if 
data-name-2 is an elementary item) or starting with the first 
elementary item in data-name-2 (if data-name-2 is a group item) and 
concluding with data-name-3 (if data-name-3 is an elementary item) or 
concluding with the last elementary item in data-name-3 (if 
data-name-3 is a group item).

3. When data-name-3 is not specified, data-name-2 can be either a group 
or an elementary item. When data-name-2 is a group item, data-name-1 
is treated as a group item. When data-name-2 is an elementary item, 
data-name-1 is treated as an elementary item.

4. When data-name-3 is specified, none of the elementary items within the 
range f in c luding dat a-name-2 and data-name-3, can be of v ar iable

v. length.
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The REPORT(S) clause in a file description entry is used to cross
reference the report description entries with their associated file description 
entries.

General Format:

REPORT IS |
> report-name-1 L report-name-2 

REPORTS ARE J

Syntax Rule:

1. Each report-name listed in a file description entry must be the 
subject of a report description entry in the Report Section.

General Rules:

1. The REPORT clause is required in the file description entry if the 
file being described is an output report file or is to contain output 
report records.

2. The presence of more than one report-name indicates that the file 
contains more than one report. These reports may be of different 
sizes, formats, etc. The order in which the report-names are listed is 
not significant.
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The RESET clause in a report group description entry refers to the 
identifier used in the CONTROL clause of the associated RD entry that causes the 
SUM counter in the elementary item entry to be reset to zero on a control break.

General Format:

identifier-1
RESET ON

FINAL

Syntax Rules:

1. Identifier-1 must be one of the identifiers described in the CONTROL 
clause in the report description entry. Identifier-1 must be a higher 
level CONTROL clause identifier than the CONTROL clause identifier 
associated with the CONTROL FOOTING report group in which the SUM and 
RESET clauses appear.

2. The RESET clause may be used only in conjunction with a SUM clause at 
the elementary level.

General Rules:

1. After presentation of the TYPE CONTROL FOOTING report group, the 
counters associated with the report group are reset to zero unless an 
explicit RESET clause is given specifying reset based on a higher 
level control than the associated control for the report group.

2. The RESET clause may be used for progressive totaling of identifiers 
where subtotals of identifiers are desired without automatic resetting 
upon producing the report group.

3. When FINAL is specified, the SUM counter is not reset to zero until 
the final control footing is produced at TERMINATE time.
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The SOURCE, SUM, and VALUE clauses in a report group description entry are 
used to define the purpose of the report item within the report group.

General Format:

SOURCE IS [SELECTED] identifier-1

SUM identifier-2 [ , identifier-3] ... [ UPON

VALUE IS literal-1

data-name-l"j ►

Syntax Rules:

1. Each identifier must indicate an item appearing in the File Section or 
Working-Storage Section or must be the name of a SUM counter in the 
Report Section.

2. SOURCE (without SELECTED), SUM, and VALUE clauses can be used only at 
the elementary level. The SOURCE IS SELECTED clause can be used only 
at the group level.

3. When the SELECTED phrase is used, identifier-1 represents a group 
item. The identifiers described at the elementary level in the source 
record then become SOURCE entries in the associated report group. The

| SELECTED elementary level identifiers must be unique ||||ta~names.

4. Literal-1 may be numeric, nonnumeric, or a figurative constant.
5. Data-name-1 must not be qualified.

SOURCE Rules:

1. The SOURCE clause indicates a data item which is to be used as the 
source for this report item. This data item is called a SOURCE data 
item or a SOURCE item. The item is presented according to the PICTURE 
clause in the associated elementary report group description entry.

2. When the SELECTED phrase is specified, the elementary level items 
within identifier-1 are matched against the data-names specified at 
the elementary level within the report group. Matching data-names are 
selected as SOURCE item entries to be included and presented within 
the report group, according to the PICTURE and USAGE specifications 
given with the data-name in the report group description entry.

6-63 DD25



SOURCE, SUM, VALUE SOURCE, SUM, VALUE

SUM Rules:

1. A SUM clause may only appear in a TYPE CONTROL FOOTING report group.
2. If a SUM counter is referred to by a Procedure Division statement or 

Report Section entry, a data-name must be specified with the SUM 
clause entry. The data-name then represents the summation counter 
automatically generated by the Report Writer to total the operands 
specified immediately following the SUM. If a summation counter is 
never referred to, the counter need not be named explicitly by a 
data-name entry. A SUM counter is only algebraically incremented just 
before presentation of the TYPE DETAIL report group in which the item 
being summed appears as a SOURCE item.

3. Whether the SUM clause names the summation counter or not, the PICTURE 
clause must be specified for each SUM counter. Editing characters or 
editing clauses may be included in the description of a SUM counter. 
Editing of a SUM counter only occurs upon the presentation of that SUM 
counter. At all other times, the SUM counter is treated as a numeric 
data item. The SUM counter must be large enough to accommodate the 
summed quantity without truncation of integral digits.

4. Eacn item being summed, that is, identifier-2, identifier-3, etc., 
must appear as a SOURCE item in a TYPE DETAIL report group ornbe names 
of SUM counters in a TYPE CONTROL FOOTING report group at an &qual or 
lower position in the control hierarchy. Although the items must be 
explicitly written in a TYPE DETAIL report group, they may actually be 
suppressed at presentation time. In this manner, direct association 
without ambiguity can be made from the current data available by a 
GENERATE statement to the data items to be presented within the Report 
Section.

5. If higher level report groups are indicated in the CONTROL hierarchy, 
counter updating procedures, commonly called ‘rolling counters 
forward , take place prior to the reset operation.1

6. The summation of data items .defined as SUM counters in TYPE CONTROL 
FOOTING report groups is accomplished explicitly or implicitly with 
the Report Writer automatically handling the updating function. If a 
SUM CONTROL of a data item is not desired for presentation at a lower 
level but is desired for presentation at a higher level, the lower 
level SUM specification may be omitted. In this case, the same results 
are obtained as if the lower level SUM counter were specified.

7. The UPON data-name-1 phrase is required to obtain selective summation 
for a particular data item which is named as a SOURCE item in two or 
more TYPE DETAIL report groups. Identifier-2 and identifier-3 must be 
SOURCE data items in data-name-1. Data-name-1 must be the name of a 
TYPE DETAIL report group. If the UPON data-name-1 phrase is not used, 
identifier-2, identifier-3, etc., respectively, are added to the SUM 
counter at each execution of a GENERATE statement. This statement 
generates a TYPE DETAIL report group that contains the SUM operands at 
the elementary level.
For further explanation, refer to the ADD statement.
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VALUE Rule:

1. The VALUE clause causes the report data item to assume the specified 
value each time its report group is presented.
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The SYNCHRONIZED clause in a data description entry is used to specify the 
alignment of an elementary item with a computer word or words.

General Format:

SYNCHRONIZED

SYNC

LEFT

RIGHT

Syntax Rules:

The SYNCHRONIZED clause can be used only with an elementary item.
2. SYNC is an abbreviation for SYNCHRONIZED.

General Rules:

1. This clause indicates that the COBOL compiler, in creating the 
internal format of this item, must place the item in the minimum 
number of computer words that can contain the item, with no part of 
any other item sharing those words.

2. The computer word, or words, containing the synchronized item may also 
have to contain some unused character positions in order to fill the 
computer word, or words. When SYNCHRONIZED LEFT is specified, these 
unused character positions (if any) will occupy the least significant 
portion of the last word of the data item. When SYNCHRONIZED RIGHT is 
specified, the unused positions (if any) will occupy the most 
significant portion of the first word of the data item. The unused 
character positions must not be described with FILLER items.

3. All unused character positions resulting from the SYNCHRONIZED clause 
appear in the external format.

4. Whenever a synchronized item is referenced in the source program, the 
original size of the item as shown in the PICTURE clause is used in 
determining any action which depends on size, such as justification or 
truncation. The REDEFINES clause, however, leads to a redefinition of 
a memory area, not just of the data items occupying the area. If 
SYNCHRONIZED clauses resulted in unused character positions in the 
original definition of the area, other than to the left of the first
||tem^ the new definition must account for all such
character positions. If the first item in the original definition is 
SYNCHRONIZED RIGHT, the area being redefined begins in the leftmost 
character of the first word allocated to the original item. If the 
last item of the original definition is SYNCHRONIZED LEFT, the area 
being redefined extends to the rightmost character of the last word 
allocated to the original item.
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5. When SYNCHRONIZED is specified for an item within the scope of an 
OCCURS clause, each occurrence of the item will be synchronized.

6. Data items described with USAGE COMPUTATIONAL or COMPUTATIONALare 
automatically synchronized. Data items described with USAGE 
COMPUTATIONAL-4 are automatically synchronized on word and half-word 
boundaries. All other COMPUTATIONAL or COMPUTATIONAL-n data items are 
automatically synchronized on word boundaries.

7. If neither LEFT nor RIGHT is specified in the SYNCHRONIZED clause, the 
data items are implicitly synchronized as follows:
a. Alphabetic and alphanumeric data items are SYNCHRONIZED LEFT.
b. Numericf numeric edited, and alphanumeric edited data items are 

SYNCHRONIZED RIGHT.
8. Unless otherwise specified in an explicitly stated SYNCHRONIZED 

clause, noncontiguous data items (level 77) in working-storage are 
implicitly synchronized as follows:
a. Alphabetic and alphanumeric data items are SYNCHRONIZED LEFT.
b. Numeric, numeric edited, and alphanumeric edited data items are 

SYNCHRONIZED RIGHT.

9. If the data description of an item contains the SYNCHRONIZED clause 
and an operational sign, the sign of the item will appear in the least 
significant character of the data item, regardless of whether the item 
is SYNCHRONIZED LEFT or SYNCHRONIZED RIGHT.
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The TYPE clause in a report group description entry is used to 
particular type of report group that is described by this entry and 
the time at which the report group is to be generated.

specify the 
to indicate

General Format:

TYPE IS

REPORT HEADING 
RH
PAGE HEADING

HEADINGCONTROL

FOOTING identifier-n
FINAL

identifier-n
FINAL

DETAIL
DE
CONTROL

PHOWRFLOW HEADING

OVERFLOW FOOTING
W'1
PAGE FOOTING
PF
REPORT FOOTING
RF

Syntax Rule:

RH is an abbreviation 
PH is an abbreviation 
OH is an abb re vi at ion 
CH is an abbreviation 
DE is an abbreviation 
CF is an abbreviation 
OV is an abbreviation 
PF isan abbreviation 
RF is an abbreviation

for REPORT HEADING;
for PAGE HEADING;
for OVERFLOWHEADING?
for CONTROL HEADING;
for DETAIL?
for CONTROL FOOTING?
for OVERFLOW FOOTING;
for PAGEFOOTING?
for REPORT FOOTING.

General Rules:

1. The level-number 01 identifies a particular report group to be 
generated as output and the TYPE clause in this entry indicates the 
time for generation of this report group. If the report group is 
described as other than TYPE DETAIL, its generation is an automatic 
Report Writer function. If the report group is described with the TYPE 
DETAIL clause, the Procedure Division statement GENERATE data-name 
directs the Report Writer to produce the named report group.
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The REPORT HEADING entry indicates a report group that is produced 
only once at the beginning of a report during the execution of the 
first GENERATE statement. There can be only one report group of this 
type in a report. SOURCE clauses used in TYPE RH report groups refer 
to the values of data items at the time the first GENERATE statement 
is executed.

3. The PAGE HEADING entry indicates a report group that is produced at 
the beginning of each page according to PAGE oOllO condition
rules as specified in Rule 19. There can be only one report group of 
this type in a report.

4 • WADING entry i^ report group that is produced
at the beginning of a page fbfilbwing an OVERFLOW condition according 
to PAGE and OVERFLOW rules as specified in Ru1e 19. There can be 6n1y 
one report group of this type in a report.

5. The CONTROL HEADING entry indicates a report group that is produced at 
the beginning of a control group for a designated identifier or, in 
the case of FINAL, is produced once before the first control group at 
the initiation of a report during the execution of the first GENERATE 
statement. There can be only one report group of this type for each 
identifier and for the FINAL entry specified in a report. To produce 
CONTROL HEADING report groups, a control break must occur. SOURCE 
clauses used in TYPE CONTROL HEADING FINAL report groups refer to the 
values of the items at the time the first GENERATE statement is 
executed.

6. The DETAIL entry indicates a report group that is produced for each
GENERATE statement in the Procedure Division. Each DETAIL report group
must have a unique data-name at the 01 level in a report.

7. The CONTROL FOOTING entry indicates a report group that is produced at
the end of a control group for a designated identifier or is produced 
once at the termination of a report ending a FINAL control group. 
There can be only one report group of this type for each identifier 
and for the FINAL entry specified in a report. To produce CONTROL 
FOOTING report groups, a control break must occur. SOURCE clauses used 
in TYPE CONTROL FOOTING FINAL report groups refer to the values of the 
items at the time the TERMINATE statement is executed.

8. The OVERFLOW FOOTING entry indicates a report group that is produced 
:g|at\-:the bottom of a page following an OVERFLOW condition according to 
| PAGE and OVERFLOW rules as specified in Rule 19. There can be only one 
' re pq WL. group of th is ty pe ' in a report. ■.

9. The PAGE FOOTING entry indicates a report group that is produced at 
the bottom of each page according to PAGE and OVERFLOW condition rules 
as specified in Rule 19. There can be only one report group of this 
type in a report.

10. The REPORT FOOTING entry indicates a report group that is produced 
only once at the termination of a report. There can be only one report 
group of this type in a report. SOURCE clauses used in TYPE REPORT 
FOOTING report groups refer to the values of the items at the time the 
TERMINATE statement is executed.

11. Identifiers, as well as FINAL, must be one of the identifiers 
described in the CONTROL(S) clause in the report description entry.
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12.

13.

14.

15.

16.

A FINAL type control break may be designated only once for CONTROL 
HEADING or CONTROL FOOTING entries within a report.
Nothing precedes a REPORT HEADING entry and nothing follows a REPORT 
FOOTING entry within a report.
The HEADING or FOOTING report groups occur in the following Report 
Writer sequence, if all exist for a given report:

REPORT HEADING (one occurrence only-first page)
PAGE HEADING or OVERFLOW HEADING

CONTROL HEADING
DETAIL
CONTROL FOOTING

PAGE FOOTING or OVERFLOW FOOTING
REPORT FOOTING (one occurrence only-last page)

CONTROL HEADING report groups are presented in the 
hierarchical arrangement:

following

Final Control Heading
Major Control Heading

Minor Control Heading
CONTROL FOOTING report groups are presented in the following 
hierarchical arrangement:

Minor Control Footing

Major Control Footing
Final Control Footing

CONTROL HEADING report groups appear with the current values of any 
indicated SOURCE data items before the DETAIL report groups of the 
CONTROL group are produced. CONTROL FOOTING report groups appear with 
the previous values of any indicated CONTROL SOURCE data items just 
after the DETAIL report groups of that CONTROL group have been 
produced. The USE procedures specified for a CONTROL FOOTING report 
group that refer to: a) SOURCE data items specified in the CONTROL(S) 
clause affect the previous value of the items; b) SOURCE data items 
not specified in the CONTROL(S) clause affect the current value of the 
items. These report groups appear whenever a control break is noted. 
LINE NUMBER determines the absolute or relative position of the 
CONTROL report groups exclusive of the other HEADING and FOOTING 
report groups.
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17. |the OVERFLOW co Bid it ion in a Report Writer is based on 
: the logical definition of a page format relative to the presentatioh
of a complete control group*  For purposes of the OVERFLOW condition, a 
complete control group depends on the change of a data item value 

:: within a designated order of specific data items. If the change is a 
:: minor control group break, the complete control group includes the 
HEADING, DETAIL, and FOOTING report groups associated with the minor 
control specification. If the change is a major control group break, 

•• the complete control group includes the HEADING, DETAIL, and FOOTING 
I report groups associated with the minor, interttediat^BfaMLhiift^r 
control specifications. Thus, during process time, if a page format 

| does not allow a complete control group to be presented within the 
: definition of the page, an OVERFLOW condition is said to exist from 
y the last DETAIL report group printed in the control group on one page 
to the first report group printed in the control group on the next 
page. Between the points of from and to described above, OVERFLOW 

j FOOTING and OVERFLOW HEADING report groups may be produced, if 
U specified. If a complete control group, as described above, and none 
of the next control groups can be presented within the definition of 

I the page, a PAGE condition is said to exist from the last DETAIL 
| report group and, therefore, PAGE FOOTING and PAGE HEADING report 
(.groups are produced, if specified.

18. PAGE HEADING and OVERFLOW HEADING, and PAG and OVERFLOW
L FOOTING phrases, if specifled in a report, are mutualLy exclusive for
any one page. The absence of a TYPE OVERFLOW HEADING clause indicates 

: that TYPE PAGE HEADING report groups, if specified, are produced at 
Sthe beginning of each page regardless of the condition that prompted
• the new page. Likewise, the absence of a TYPE OVERFLOW FOOTING clause
V indicates that TYPE PAGE FOOTING report groups, if specified, are
V produced at the bottom of each page regardless of the condition that 
(ended the current page.

19. To recognize the OVERFLOW condition within the Report Writer and to 
determine the difference between an OVERFLOW condition and a PAGE 
condition, the PAGE LIMIT(S) clause must be given, including an

(explicit LAST DETAIL phrase. If both TYPE PAGE HEADING and OVERFLOW 
HEADING or TYPE PAGE FOOTING and OVERFLOW FOOTING report groups are

• specified in the same report and if the LINE-COUNTER will exceed the 
LAST DETAIL limit for generation of the current report group, the 
following rules apply:

; a. Without an explicit PAGE LIMIT(S) FOOTING clause, if the current 
report <grbup is not the first report group of a new control 
group, an OVERFLOW condition exists from this position on the 
page to the position on the next page where the FIRST DETAIL 
report group can be presented. If the current report group is the 
first report group of a new control group, a PAGE condition 
exists. TYPE CONTROL FOOTING report groups are considered part of 
the last control group. TYPE CONTROL HEAblNG report groups are 
considered part of the next or current control group.

6-71 DD25



TYPE TYPE

b. With an explicit PAGE LIMIT(S) FOOTING clause, if the current 
report group is a TYPE DETAIL report group, an OVERFLOW condition 
exists as stated in a. above. If the current report group is a 
CONTROL FOOTING report group, an additional test is made to 
determine  if the LINE-COUNTER will exceed the FOOTING limit for 
generation of the complete CONTROL FOOTING report group. If. alj 
the report groups associated with this control break can be 
produced within the limit specified, a PAGE condition exists 
following the CONTROL FOOTING report group. If all the report 
groups associated with this control break cannot be produced 
within the limit specified, an OVERFLOW condition exists, which 
means the TYPE CONTROL FOOTING report groups are produced on the 
following page.

*

c. Without an explicit PAGE LIMIT(S) LAST DETAIL clause, an OVERFLOW 
condition cannot exist within the Report Writer. Therefore, with 
or Without the PAGE LIMIT(S) FOOTING clause, TYPE PAGE FOOTING, 
as differentiated from TYPE OVERFLOW FOOTING, are the only report
groups that are produced, if specified 
TYPE CONTROL report groups on a page.

i rafter TYPE DETAIL and

d. The rules stated in Rule 18 above 
conditions that may be reco gn i zed 
described in Rule 19*  .

apply 
by the

regardless of 
Rej) or t Writer

the
. as
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The USAGE clause in a data description entry 
dominant use of a data item or the manner in which a 
memory.

is used to indicate the 
data item is represented in

General Format:

USAGE IS

COMPUTATIONAL
COMP
COMPUTATIONAL-1COMP-1 *  '"•
COMPUTATIONAL-2
COMP-2
COMPUTATIONAL-3
COMP-3 :
COMPUTATIONAL-4
COMP-4
DISPLAY
DISPLAY-2
INDEX

Syntax Rules:

1. COMP is an abbreviation for COMPUTATIONAL. COMP-n is an abbreviation 
for COMPUTATXONAL-n.

2. The PICTURE character-string for a COMPUTATIONAL ::or COMPUTATIONAL-n 
data item must only contain 9 ’3, the operational sign ’S’, and the 
assumed decimal point ’V .

*
*

3. ;When USAGE COMPUTATIONAL-4 is specified, the object computer must be
explicitly or implicitly 6000-EIS.

4. The only usage that can be specified for a report group description 
entry is USAGE DISPLAY.

General Rules:

If the usage of a data item is not specified, it is 
USAGE DISPLAY.

assumed to be

The USAGE clause may be specified at any level of a hierarchical 
structure. If this clause is specified at a group level, it applies 
to all of the subordinate elementary items in the group and no 
subordinate item may specify a different usage.
The external format of a data item (as it is stored on a peripheral 
device) and its internal format (as it is stored in memory) are always 
the same.

6-73 DD2 5A



USAGE USAGE

4. When the USAGE clause is specified, the internal format invoked for a 
computational item must not conflict with the data characteristics 
specified for the item in the PICTURE clause. The USAGE clause 
permits a choice of the following internal formats for computational 
data items:
a. COMPUTATIONAL represents decimal-precision binary. The data item 

is stored as a synchronized signed floating-point binary number. 
The PICTURE clause description must conform to the rules for 
numeric items. If the PICTURE clause specifies eight or less 
digits, the item is stored as a single-precision floating-point 
number; otherwise, it is stored as a double-precision
floating-point number. To preserve fractional accuracy, each
item is treated with a span multiplier as described in Section II 
of the COBOL User’s Guide.

B-Wl COMPUTATIONAL-1 represents binary integer. The data item is
stored as a synchronized signed fixed-point binary integer. The 
PICTURE clause description must conform to the rules for numeric 
iteras and the assumed de c imal point must be framediate1y to the 

’right of the rightmost digit position. If the PICTURE clause 
specifies eight or less digits, the item is stored as a 
single-precision binary integer; otherwise, it is stored as a 
double-precis ion binary integer.

c. COMPUTATIONAL 2 represents floating-point binary. The data item 
is stored as a synchronized signed floating-point binary number.
*

til::-/:. The PICTURE clause description must conform to the rules for 
numeric items. If the PICTURE clause specifies eight or less 
digits, the item is stored as a single-precision floating-point 
number; otherwise, it is stored as a double-*precision  
floating-point number.

d. IMPUTATION AL- 3 represents single-precision binary integer. The 
data item is stored as a synchronized signed s i ngle-prec is ion 
fixed-point binary integer. The PICTURE clause description must 
conform to the rules for numeric items and the assumed decimal 
po int must be framed1ate1y to the right of the righ tmo s t dig it 
position. The PICTURE clause may specify at most :ten digits.

e. COMPUTATIONAL-4 represents packed decimal. The data item is 
stored as a s yn c hr on i z ed f ix ed-poin t packed de cima1 number. The 
pICTURE c1ause descript ion must conform to the rules for numeric 
items. If the PICTURE character-string specifies an operational 
sign, the sign will be stored as a separate digit; that isz the

lllil data / item wil 1 be one digit larger than the hummer of character 
po s11ion s de sc ribed in the PIC TURE character-string. If USAGE
COMPUTATIONAL-4 is specified for a group item, the group item 
itself will be considered to be alphanumeric.

5. When the USAGE DISPLAY clause is specified, the data items are stored 
as standard data format characters. The USAGE clause permits a choice 
of the following internal formats for display data items:
a. DISPLAY represents character-oriented data. The data item is 

stored in the native (Series 60/6000) six-bit character set. The 
PICTURE clause description may imply alphabetic, numeric, 
alphanumeric, or numeric edited data items.
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b ♦ DISPLAY^!; repre s e n t s e d i te d f1oating-p o i nt. The data item is
stored in the native six-bit character set. The class of the 
item is implicitly alphanumeric, and it is formatted as a Numeric 
Representation Set 3 character-string as specified in the 
American National Standard for the :of Numeric 
Values in Character Strings for Information Interchange 
(X3.42-1975).

c. ;/piSPLAY-2: represents, character-oriented data. The data item is
stored in a no nn a t iye six-bit character set. The character set 
is the comme r cia1 collating character set described in Appendix D 

/\>the COBOL Userss Gu idp.
The PICTURE clause descript ion mus t impl y a class of aIphabetic 
or alphanumeric for the data item,
Although a DISPLAY-2 data item may not be compared to an item 
having any. .other USAGE, it may be compared to literals and 
figurative constants.
DISPLAY-2 data items must be explicitly moved to USAGE DISPLAY 
items if they are to appear on punched cards , .• printer 1 istings, 
or similar external media. This function cannot be accomplished 
with a REDEFINES clause.

6. An elementary item described with the USAGE INDEX clause is called an 
index data item; the external and internal format of an index data 
item is single-precision binary integer. The elementary item 
described with the USAGE INDEX clause contains a value that must 
correspond to an occurrence number of a table element and must not be 
a conditional variable. It is assigned a single word of memory.
An index data item can be referenced directly only in a SEARCH 
statement, a SET statement, or in a relation condition. An index data 
item can be part of a group that is referenced in a MOVE statement or 
an input-output statement, in which case no conversion takes place.
The BLANK WHEN ZERO, JUSTIFIED, PICTURE, SYNCHRONIZED, and VALUE 
clauses must not be used to describe group items or elementary items 
described with the USAGE INDEX clause. If a group item is described 
with the USAGE INDEX clause, the elementary items in the group are all 
index data items. The group item itself is not an index data item and 
must not be used in SEARCH statements, SET statements, or in a 
relation condition.
Although the USAGE clause does not itself limit the use of the data 
item being described, some statements in the Procedure Division may 
restrict the USAGE clauses that may be applied to their operands. 
However, the USAGE clause may affect the decimal point or internal 
representation of the data item being described.
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The VALUE clause in a data description entry is used to define the initial 
value of working-storage data items, or the values associated with a 
condition-name.

Format 1:

VALUE IS literal-1

Format 2

VALUE IS
VALUES ARE

literal-188 condition-name-1

C THRU
\ THROUGH

C THRU
\ THROUGH literal-4literal-3literal-2

NOTE: Level-number 88 and condition-name-1 are not part of the VALUE

Syntax Rules:

1. The words THRU and THROUGH are equivalent.
2. A signed numeric literal must be associated with a signed numeric 

PICTURE character-string.

General Rules:

1. The VALUE clause cannot be stated for any item whose size, explicitly 
or implicitly, is variable.

2. The VALUE clause must not conflict with other clauses in the data 
description of the item or in the data description within the 
hierarchy of the item. If the category of an elementary item is 
specified as numeric or alphabetic, it does not contradict the 
alphanumeric category of group items. The following rules apply:
a. If the category of the item is numeric, all literals in the VALUE 

clause must be numeric literals. If the literal defines the value 
of a working-storage data item, the literal is aligned according 
to the alignment rules except that the literal must not have a 
value that would require truncation of nonzero digits. A negative 
numeric literal must be associated with a signed numeric (S9) 
PICTURE character-string.

6-76 DD2 5



VALUE VALUE

b. If the category of the item is alphabetic, alphanumeric,
alphanumeric edited, or numeric edited, all literals in the VALUE 
clause must be nonnumeric literals. The literal is aligned in the 
data item according to the alignment rules (refer to the
JUSTIFIED clause), except that the number of characters in the
literal must not exceed the size of the item.

c. All numeric literals in a VALUE clause of an item must have a
value which is within the range of values indicated by the
PICTURE clause; for example, for PICTURE PPP99, the literal must 
be within the range .00000 through .00099.

d. The function of the BLANK WHEN ZERO clause or any editing
characters in a PICTURE clause has no effect on the
initialization of an item. The VALUE clause is the only clause 
that may (depending on its usage) provide initialization. Editing 
characters are included, however, in determining the size of the 
item. Therefore, the VALUE for an edited item must be presented 
in an edited form.

3. A figurative constant may be substituted in both Format 1 and Format 2 
wherever a literal is specified.

4. The VALUE clause cannot be used for items whose USAGE IS INDEX.

Condition-Name Rules:

1. Each condition-name requires a separate entry with level 88. This 
entry contains the name of the condition and the value, values, or 
range of values associated with the condition-name. The condition-name 
entries for a particular conditional variable must follow the entry 
describing the item with which the condition-name is associated. A 
condition-name may be associated with any elementary or group item, 
except the following:

Another condition-name.
b. A level 66 item.
c. A group containing items requiring separate handling due to 

synchronization, usage, etc.
2. In a condition-name entry, the VALUE clause is required. The VALUE 

clause and the condition-name itself are the only two clauses 
permitted in the entry. The characteristics of a condition-name are 
implicitly those of its conditional variable.

3. Format 2 can be used only in connection with condition-names. Whenever 
the THRU phrase is used, literal-1 must be less than literal-2, 
literal-3 less than literal-4, etc. No more than 24 ranges of values

; (THRU; phrases) may be specified in a condition-name entry.
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An example of condition-name entries follows: 

03 GRADE PIC 9(2).
88 PRIMARY VALUE IS 1.
88 SECOND VALUE IS 2.

88 GRADE-SCHOOL VALUES ARE 1 THRU 6.
88 JUNIOR-HIGH VALUES ARE 7 THRU 9.
88 HIGH-SCHOOL VALUES ARE 10 THRU 12.
88 GRADE-ERROR VALUES ARE 0, 13 THRU 99.

Data Description Entries Other Than Condition-Names:

1. Rules governing the use of the VALUE clause differ with the respective 
sections of the Data Division:
a. In the File Section, the VALUE clause may be used only in 

condition-name entries.
b. In the Working-Storage Section, the VALUE clause may be used in 

condition-name entries, and it may also be used to specify the 
initial value of any other data item; in which case, the clause 
causes the item to assume the specified value at the start of 
object program execution. If the VALUE clause is not used in an 
item's description, the initial value is undefined.

c. In the Report Section, the VALUE clause causes the report data 
item to assume the specified value each time its report group is 
presented. This clause may be used only at the elementary level 
in the Report Section.

2. The VALUE clause must not be stated in a data description entry that 
contains an OCCURS clause, or in an entry that is subordinate to an 
entry containing an OCCURS clause. This rule does not apply to 
condi’tion-name entries.

3. The VALUE clause must not be stated in a data description entry that 
contains a REDEFINES clause, or in an entry that is subordinate to an 
entry containing a REDEFINES clause. This rule does not apply to 
condition-name entries.

4. If the VALUE clause is used in an entry at the group level, the 
literal must be a figurative constant or a nonnumeric literal, and the 
group area is initialized without consideration for the individual 
elementary or group items contained within this group. The VALUE 
clause cannot be stated at the subordinate levels within this group.

5. The VALUE clause must not be written for a group containing items with 
descriptions including the JUSTIFIED, SYNCHRONIZED, or USAGE clauses 
(other than USAGE IS DISPLAY).

6. Within a given record description, the VALUE clause must not be stated 
in a data description entry that is subsequent to a data description 
entry in which an OCCURS clause with a DEPENDING ON phrase appears.
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VALUE OF VALUE OF

The VALUE OF clause in a file description entry is used to particularize 
the description of an item in the label records associated with a file.

General Format:

VALUE OF data-name-1 IS
data-name-2

, data-name-3 IS
literal-2
data-name-4

Syntax Rule:

1. Data-name-1, data-name-2, data-name-3, etc., should be qualified when 
necessary, but cannot be subscripted or indexed, nor can they be items 
described with the USAGE IS INDEX clause.

General Rules:

1. Each data-name-1, data-name-3, etc., must be in one of the label 
records; A data-name-2, A data-name-4, etc., must be in the 
Working-Storage Section. For an:
a. Input File: The appropriate label routine checks to see if the 

value of data-name-1 is equal to the value of literal-1, or of A 
data-name-2, whichever has been specified.

b. Output File: At the appropriate time, the value of data-name-1 is 
made equal to the value of literal-1, or of A data-name-2, 
whichever has been specified.

2. A figurative constant may be substituted wherever a literal is 
specified.

3. If label records are standard (see LABEL RECORDS clause), then 
data-name-1, data-name-3, etc., must be one of the following:

IDENTIFICATION or ID 
RETENTION-PERIOD

a. When ID or IDENTIFICATION is used, a nonnumeric literal or a 
data-name that has a class of alphanumeric and size of no more 
than 12 characters must be associated with the fixed data-name.

b. When RETENTION-PERIOD is used, a numeric literal not exceeding 
999 must be specified. The value 999 signifies permanent 
retention.
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VALUE OF VALUE OF

4. For niass storage files, the VALUE OF IDENTIFICATION clause is ignored 
since a label record is not present on the external device < However, 
the standard label USE procedures are engaged at OPEN and CLOSE for 

; such files*
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SECTION VII

PROCEDURE DIVISION

DESCRIPTION OF THE PROCEDURE DIVISION

The Procedure Division contains the procedures required to solve a given 
problem. Procedures are written as sentences, combined to form paragraphs, which 
in turn may be combined to form sections. COBOL procedures are expressed in a 
manner similar to (but not identical with) ordinary English. The basic unit of 
procedure formation is a sentence or a group of successive sentences.

DECLARATIVES

Declarative sections must be grouped at the beginning of the Procedure 
Division preceded by the keyword DECLARATIVES and followed by the keywords END 
DECLARATIVES. The USE statement is called a declarative statement.

PROCEDURES

A procedure is composed of a paragraph, or group of successive paragraphs; 
or a section, or group of successive sections within the Procedure Division. If 
one paragraph is in a section, then all paragraphs must be in sections. A 
procedure-name is a word used to refer to a paragraph or section in the source 
program in which it occurs. It consists of a paragraph-name (which may be 
qualified) or a section-name.

The end of the Procedure Division and the physical end of the program is 
that physical position in a COBOL source program after which no further 
procedures appear.

A section consists of a section header followed by zero, one, or more 
successive paragraphs. A section header consists of a section-name followed by 
the required word SECTION, a priority-number if desired, and a period. A section 
ends immediately before the next section; at the end of the Procedure Division; 
or, in the declarative portion of the Procedure Division, at the keywords END 
DECLARATIVES.

A paragraph consists of a paragraph-name followed by 
successive sentences. A paragraph ends immediately

one, o 
before the

paragraph-name or section-name; at the end of the Procedure Division; or, 
declaratives portion of the Procedure Division, at the keywords

more 
next 

in the
END

DECLARATIVES.
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A sentence consists of one or more statements and is terminated by a period 
followed by a space.

A statement is a syntactically valid combination of words and symbols
beginning with a COBOL verb.

The term identifier is defined as the word or words necessary to make 
unique reference to a data item.

Execution begins with the first statement of the Procedure Division, 
excluding declaratives, or at an entry point. Statements are then executed in 
the order in which they are presented for compilation, except where the rules in 
this section indicate a different order.

STRUCTURE OF THE PROCEDURE DIVISION

Procedure Division Header

The Procedure Division is identified by and must begin with the following 
header:

PROCEDURE DIVISION.

Procedure Division Body

The body of the Procedure Division must conform to one of the following 
formats:

Format 1:

DECLARATIVES.

section-name SECTION. declarative sentence

paragraph-name ^sentence

END DECLARATIVES.

section-name SECTION priority-number

paragraph-name X sentence
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Format 2:

-^paragraph-name. sentence

Procedure Division Segments

Priority-numbers may be used on section headers to provide for segmentation 
of an object program. They identify the fixed and independent segments of the 
program.

General Format:

section—name SECTION I priority-number

Syntax Rules:

The priority-number must be an integer ranging in value from 0 through 
99.

If the priority-number is omitted from the section header, the 
priority is assumed to be 0.

General Rules:

All sections which have the same priority-number constitute a program 
segment with that priority.

Segments with a priority-number of 0 through 49 belong to the fixed 
portion of the object program.

Segments with a priority-number of 50 through 99 are independent 
segments.

Sections in the declarative portion must not contain priority-numbers 
in their section headings. These sections are defined to have a 
priority of 0.

STATEMENTS AND SENTENCES

A statement is a syntactically valid combination of words and symbols 
beginning with a COBOL verb. The three types of statements are conditional 
statements, compiler-directing statements, and imperative-statements.

A sentence consists of a sequence of one or more statements, the last of 
which is terminated by a period. The three types of sentences are conditional 
sentences, compiler—directing sentences, and imperative sentences.
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Conditional Statements and Sentences

A conditional statement specifies that the truth value of a condition is to 
be determined and that the subsequent action of the object program is dependent 
on this truth value. A conditional statement is an IF, READ, SEARCH, or RETURN 
statement; a WRITE statement that specifies an INVALID KEY phrase; an arithmetic 
statement (ADD, COMPUTE, DIVIDE, MULTIPLY, SUBTRACT) that specifies the SIZE 
ERROR phrase; or an ACCEPT MESSAGE statement that specifies the NO DATA phrase.

A conditional sentence is a conditional statement terminated by a period 
followed by a space. The conditional statement may be optionally preceded by an 
imperative-statement.

Compiler-Directing Statements and Sentences

A compiler-directing statement consists of a compiler-directing verb and 
its operands. The compiler-directing verbs are COPY, ENTER, and USE. A 
compiler-directing statement causes the compiler to take a specific action 
during compilation.

A compiler-directing statement terminated with a period is a 
compiler-directing sentence. For example:

USE AFTER ERROR PROCEDURE ON MASTER-FILE.

The keywords END PROGRAM or END OF PROGRAM may be considered as special 
compiler-directing statements# The END PROGRAM statement may be used to indicate 
the physical end of the Source program. (A STOP RUN statement is used to 
indicate the logical end of the program.) Use of the END PROGRAM statement is 
recommended to facilitate the orderly completion of compilation, of source 
programs that end with NOTE statements or comment lines. If specifred, the end 
PROGRAM statement must begin in character position 8 (margin A of the reference 
format). It must also be terminated by a period (.).
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Imperative-Statements and Sentences

An imperative-statement indicates a specific action to be taken by the 
object program. The imperative-statement is any statement that is neither a 
conditional statement nor a compiler-directing statement. An 
imperative-statement may consist of a sequence of imperative-statements, each 
possibly separated from the next by a separator. The imperative verbs are:

ACCEPT* * 3 
ADDl 
ALTER

CLOSE
COMPUTE1 
DISPLAY 
DIVIDE1

EXAMINE 
EXIT 
GENERATE 
GO TO 
INITIATE
MOVE 
MULTIPLY1
OPEN

PERFORM 
RELEASE 
SEEK 
SET 
SORT 
STOP 
SUBTRACT» 
TERMINATE 
WRITE2

Whenever the term ’imperative-statement*  appears in the general format of 
statements described in this section, the ’imperative-statement*  refers to that 
sequence of consecutive imperative-statements ended by a period, or an ELSE 
associated with a previous IF verb, or a WHEN associated with a previous SEARCH 
verb.

An imperative-statement terminated by a period is an imperative sentence. 
For example:

MOVE A TO B.
MOVE A TO B; ADD C TO D.

An imperative sentence may contain either a GO TO statement or a STOP RUN 
statement, which (if present) must be the last statement in the sentence. For 
example:

MOVE A TO B; ADD C TO D GO TO START.

SENTENCE EXECUTION

In the following discussion, ’execution of a sentence or a statement within 
a sentence’ means ’execution of object coding compiled from a sentence, or from 
a statement within a sentence which has been written in COBOL’. ’Transfer of 
control’ means ’transfer of control in the object program by transferring 
(GOing) from one place to another place out of the written sequence’. ’Passing 
of control’ means ’passing of control in the object program by passing from one 
place to the next place in the written sequence’.

Whenever a GO TO statement is encountered during the execution of a 
sentence or statement, there is an unconditional transfer of control to the 
first procedural sentence of the paragraph or section referenced by the GO TO 
statement.

Without the optional phrase SIZE ERROR.
Without the optional phrase INVALID KEY.3Without th© optional phrase NO DATA>
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Conditional Sentence Execution

The general format of the conditional sentence is:

statement-1
IF condition

NEXT SENTENCE

ELSE statement-2
ELSE NEXT SENTENCE

In the conditional sentence, the condition is an expression 
or false. If the condition is true, then statement-1 is executed 
transferred to the next sentence. If the condition is false r 
executed and control is passed to the next sentence.

which is true 
and control is 
statement-2 is

If stateinent-1 is conditional conditional statement should::WW 
last (or only) statement comprising statement-1♦ For exampler the conditional 
sentence could have the form:

IF condition-1 imperative-statement-1 IF condition-2 
Statement-3 ELSE statement-4 ELSE statement-2

If condition-1 is true, imperative-statement-1 is executed; then, if 
condition-2 is true, statement-3 is executed and control is transferred to the 
next sentence. If condition-2 is false, then statement-4 is executed and control 
is transferred to the next sentence. If condition-1 is false, statement-2 is 
executed and control is passed to the next sentence.

Statement-3 can in turn be either imperative or conditional and, if 
conditional, can in turn contain conditional statements in arbitrary depth. In 
an identical manner, statement-4 can be either imperative or conditional, as can 
statement-2.

The execution of the phrase ’ELSE NEXT SENTENCE’ causes a transfer of 
control to the next sentence as written, except when it appears in the last 
sentence of a procedure being performed, in which case control is passed to the 
return mechanism.

Compiler-Directing Sentence Execution

Compiler-directing sentences direct a COBOL 
compilation time, rather than specifying action

compiler to take action at 
to be taken by the object

program.

Imperative Sentence Execution

An imperative sentence is executed in its entirety and control is passed to 
the next procedural sentence.
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Control Relationship Between Procedures

In COBOL, imperative and conditional sentences describe the procedure that 
is to be accomplished. The sentences are written successively, according to the 
rules of the reference format, to establish the sequence in which the object 
program is to execute the procedure.

Execution begins with the first statement after END DECLARATIVES if a 
declarative section is present. Statements are then executed in the order in 
which they are presented for compilation, except where the rules indicate some 
other order.

In executing procedures, control is transferred only to the beginning of a 
paragraph or section. Control is passed to a sentence within a paragraph only 
from the sentence written immediately preceding it. If a procedure is named, 
control can be passed to it from the sentence immediately preceding it, or can 
be transferred to it from any sentence which contains a GO TO or PERFORM 
followed by the name of the procedure to which control is to be transferred.

CONDITIONS

A condition enables the object program to select between alternate paths of 
control, depending upon the truth value of a test. A condition is one of the 
following:

Relation condition
Sign condition

Class condition

Condition-name condition
Switch-status condition
NOT condition

Tand^i

< > condition
J

V condition
25 J

condition

Any condition may be enclosed in parentheses. The truth value of a 
parenthesized condition is determined from the evaluation of the truth values of 
its constituents. A parenthesized condition is a condition in the sense of the 
last two items of the preceding list.

Simple Conditions

There are five types of simple condition tests. These tests and the 
acceptable formats for stating them are described below. (The word IF is not 
part of the condition, but is shown in the formats to improve readability.)
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RELATION CONDITION

A relation condition involves a comparison of two operands, each of which 
may be the data item referenced by an identifier, a literal, or the value 
resulting from an arithmetic-expression. The comparison of two literals is not 
permitted. Comparison of numeric operands is permitted regardless of their 
individual usages. All other comparisons require that the USAGE of the operands 
being compared is the same. If either of the operands is a group item, the 
nonnumeric comparison rules apply. The format for a relation condition is:

identifier-1 
literal-1 
arithmetic

expression-1

IS
IS
IS

ENOT] >
ENOTJ <
CNOTJ =

Jis iznot] greater than
I IS ENOTJ less than
IS ENOTJ EQUAL TO
IS UNEQUAL TO
EQUALS 
EXCEEDS
i'"" . .... . j

identifier-2 
literal-2 
arithmetic-
expression-2

The word EXCEEDS is equivalent to IS GREATER THAN. The phrase IS UNEQUAL TO 
is equivalent to IS NOT EQUAL TO.

In the preceding format, the first operand (identifier-1, literal-1, 
arithmetic-expression-1) is called the subject. The second operand 
(identifier-2, literal-2, arithmetic-expression-2) is called the object. The 
subject and the object cannot both be literals.

a. Comparison of Numeric Operands
For numeric operands, a comparison results in the determination that 
the algebraic value of one of the operands is less than, equal to, or 
greater than the other. The operand length, in terms of the number of 
digits, is not significant. Zero is considered to represent a unique 
value regardless of the length, sign, or implied decimal point 
location.
Comparison of these operands is permitted regardless of the manner in 
which their usage is described. Unsigned numeric operands are 
considered to be positive for comparison purposes.

b. Comparison of Nonnumeric Operands
For two nonnumeric operands, or one numeric (excluding the operational 
sign) and one nonnumeric operand, a comparison results in the 
determination that one of the operands is less than, equal to, or 
greater than the other with respect to an ordered character set. If 

|| one of the operands is specified as numeric, it must be an integer 
data item or an integer literal. Numeric and nonnumeric operands may 
be compared only when their usage is the same, explicitly or 
implicitly. Except when USAGE of the operands is DISPLAY-2, the 

I character set order is determined by the Standard Collating Sequence.
For DISPLAY-2 operands, the order is determined by the Commercial 
Collating Sequence. The collating sequences are presented in the 
COBOL User's Guide.
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If the operands are of equal size, characters in corresponding 
character positions are compared starting from the high-order end and 
continuing until either a pair of unequal characters is encountered or 
the low-order end of the item is reached, whichever comes first. The 
items are determined to be equal when the low-order end is reached.
The first encountered pair of unequal characters is compared for 
relative location in the collating sequence. The operand which 
contains that character which is positioned higher in the collating 
sequence is determined to be the greater operand.
If the operands are of unequal size, comparison proceeds as though the 
shorter operand were extended on the right by sufficient spaces to 
make the operands of equal size. •|^thi>||^||procesS: h ^exhaust^^i|^i|th€!;: 

of|| the ope rand of leaser ■ size, then, the operand: J of' :■ lesser 
lesO:fcjiani;:the operand of larger size unless the remainder of 

the operand of larger size consists solely of spaces, in which case 
the two operands are equal.

c. Comparisons Involving Index-Names and/or Index Data Items
Full relation tests may be made between:
(1) Two index-names. The result is the same as if the corresponding 

occurrence numbers are compared.
(2) An index-name and a data item (other than an index data item) or 

a literal. The occurrence number that corresponds to the value of 
the index-name is compared to the data item or literal.

(3) An index data item and an index-name or another index data item. 
The actual values are compared without conversion.

The result of the comparison of an index data item with any data item 
or literal not specified in 1, 2, or 3 above is undefined.

SIGN CONDITION

The sign condition determines whether or not the algebraic value of an 
elementary numeric data item or an arithmetic-expression is less than, equal to, 
or greater than zero. The general format for a sign condition is:

identifier
IF

arithmetic-expression
IS [~NOT]

POSITIVE 
NEGATIVE , 
ZERO

An operand is POSITIVE only if its value is greater than zero, NEGATIVE if 
its value is less than zero, and ZERO if its value is equal to zero. An operand 
whose value is zero is NOT POSITIVE and an operand whose value is zero is NOT 
NEGATIVE; the value zero is considered neither positive nor negative.
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CLASS CONDITION

The class of any item can be tested as follows:

identifier IS
NUMERIC
ALPHABETIC

The usage of identifier must be explicitly or implicitly DISPLAY. The 
ALPHABETIC test cannot be used with an item whose data description describes the 
item as numeric. The item being tested is determined to be alphabetic only if 
the contents consist of any combination of the alphabetic characters ’A’ through 
1Z' and the space.

The NUMERIC test cannot be used with an item whose data description 
describes the item as alphabetic or as a group item composed of elementary items 
whose data description indicates the presence of operational sign(s). If the 
data description of the item being tested does not indicate the presence of an 
operational sign, the item being tested is determined to be numeric only if the 
contents are numeric and an operational sign is not present.

CONDITION-NAME CONDITION

In a condition-name condition, a conditional variable is tested to 
determine whether or not its value is equal to one of the values associated with 
a condition-name in the Data Division. The general format for the condition-name 
condition is:

condition-name

If the condition-name is associated with a range or ranges of values (that 
is, the VALUES ARE clause contains at least one ’literal THRU literal’ phrase), 
then the conditional variable is tested to determine whether or not its value 
falls in this range, including the end values.

The rules for comparing a conditional variable with a condition-name value 
are the same as those specified for relation conditions.

The result of the test is true if one of the values corresponding to the 
condition—name equals the value of its associated conditional variable.

SWITCH-STATUS CONDITION

In the SPECIAL-NAMES paragraph of the Environment Division, a 
condition-name may be associated with the ON or OFF status of a software switch. 
The switch is ON when its value is one, OFF when its value is zero. The status 
of such a switch may then be tested with a statement using the following format:

NOT condition-name

7-10 DD2 5



The results of this test are determined using the following table:

SPECIAL-NAMES
Phrase

Switch
Status

Test

IF condition-name IF NOT condition-name

... ON STATUS OFF False True
IS condition

name
ON True False

...OFF STATUS OFF True False
IS condition

name
ON False True

Compound Conditions

Simple conditions can be combined with logical operators according to 
specified rules to form compound conditions. The logical operators AND, OR, and 
NOT must be preceded by a space and followed by a space. The meaning of the 
logical operators follows:

OR Logical Inclusive Or
AND Logical Conjunction
NOT Logical Negation

The general format of a compound condition is:

IF condition-1
AND

OR
' condition-2

AND
OR

. condition-n

The word IF is shown to improve readability, 
relation condition, a sign condition, a class 
condition, or a switch-status condition.

Each condition can be either a
condition, a condition-name
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Letting A and B represent simple conditions, the following table defines 
the interpretation of AND, OR, and NOT in compound conditions:

Condition Condition and Value

A B NOT A A AND B A OR B

True 
False 
True 
False

True
True
False
False

False 
True 
False 
True

True
False
False
False

True
True
True
False

Thus, if A is true and B is false, the expression A AND B is false, while 
the expression A OR B is true.

The following table indicates the methods in which conditions and logical 
operators may be combined:

FIRST SYMBOL SECOND SYMBOL

Condition OR AND NOT ( J

Condition
OR
AND
NOT

(
)

P
P
pl

P

P

p

P 
■■■»

p

P
P

P

p
p
p
p

p

•

p

1 P1 indicates that the pair is permissible and 1-’ indicates that the pair 
is not permissible. Thus, the pair ’OR NOT’ is permissible, while the pair ’NOT 
OR’ is not permissible.

The rules for determining the logical value (true or false) of a compound 
condition are as follows:

1. If AND is the only logical connective used, then the compound 
condition is true if and only if each of the simple conditions is 
true.

2. If OR is the only logical connective used, then the compound condition 
is true if and only if one or more of the simple conditions is true.

1 Permissible only if the condition itself does not contain a NOT.
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3. If both AND and OR appeart then there are two cases to consider, 
depending on whether or not parentheses are used.

a. Parentheses can be used to indicate grouping. They must always be 
paired, as in algebra, and the expressions within the parentheses 
will be evaluated first. The precedence of nested parenthetical 
expressions is the same as in algebra. That is, the innermost 
parenthetical expressions are evaluated first.

b. If parentheses are not used, then the conditions are grouped 
first according to AND, proceeding from left to right, and then 
by OR, proceeding from left to right. That is, the logical 
operator AND has precedence over the logical operator OR in the 
same sense that the arithmetic operator  (multiplication) has 
precedence over the arithmetic operator + (addition).

*

4. When NOT precedes a parenthesized condition, it reverses the logical 
value of the parenthesized condition; that is, NOT (condition) is true 
when (condition) is false. For example, NOT (A AND B) is true if 
either A or B is false. Thus, NOT (A AND B) is equivalent to NOT A OR 
NOT B, and is true when A and B are not both true (i.e., when either 
is false or both are false). Similarly, NOT (A OR B) is equivalent to 
NOT A AND NOT B, and is true only when A and B are both false.

Abbreviated Combined Relation Conditions

Only conditions involving full relation tests have three terms (a subject, 
a relation, and an object). To simplify writing lengthy expressions, COBOL 
allows the omission of some of these terms in certain forms of compound 
conditions.

When relation 
relation condition

conditions are written in a consecutive
except the first may be abbreviated by:

sequence, any

1. Omitting the subject of the relation condition, or
2. Omitting the subject and relational operator of the relation 

condition.

Within a sequence of relation conditions, both forms of abbreviations may 
be used. The effect of using them is as if the omitted subject were replaced by 
the last preceding stated subject or the omitted relational operator were 
replaced by the last preceding stated relational operator.

Ambiguity may result from using ‘NOT*  in conjunction with abbreviations. In 
this event, NOT is interpreted as a logical operator rather than as part of a 
relational operation. Thus:

a > b AND NOT > c OR d

is equivalent to:

a > b AND NOT a > c OR a > d or 
a >b AND (NOT a> c) OR a > d
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Use of the NOT Operator

Simple IF sentences may be preferred when making a conditional test to 
avoid the possibility of misusing the NOT logical operator and to interpret the 
source language more clearly. When the NOT logical operator is used in IF 
sentences, it must precede a left parenthesis or a simple condition which does 
not contain a ’NOT1.

Evaluation Rules for Conditions

The evaluation rules for conditions are similar to those given for 
arithmetic-expressions except that the following hierarchy applies:

Arithmetic-expression
All relational operators
NOT
AND

OR

ARITHMETIC-EXPRESSIONS

An arithmetic-expression can be an identifier described as a numeric 
elementary item; a numeric literal; such identifiers and literals separated by 
arithmetic operators; two arithmetic-expressions separated by an arithmetic 
operator; or an arithmetic-expression enclosed by parentheses. Any 
arithmetic-expression may be preceded by a unary operator. The permissible 
combinations of variables, numeric literals, arithmetic operators, and 
parentheses are presented in the table contained in the Formation and Evaluation 
Rules paragraph below.

Identifiers and literals appearing in an arithmetic-expression must 
represent either numeric elementary items or numeric literals on which 
arithmetic may be performed.

Arithmetic Operators

Five binary arithmetic operators 
used in arithmetic-expressions. They 
which must be preceded by a space and 

and two unary arithmetic operators may be 
are represented by specific characters 
followed by a space.

Binary 
Arithmetic Operator

*

* *

Meaning
Addition 
Subtraction 
Multiplication 
Division 
Exponentiation
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Unary
Arithmetic Operator Meaning

The ef f e c t o f multipii cation by the
The effect of multiplication by the 
numeric literal -1

Formation and Evaluation Rules for Arithmetic-Expressions

The formation and evaluation rules for arithmetic-expressions are presented 
below.

Parentheses may be used in arithmetic-expressions to specify the order 
in which elements are to be evaluated. When parentheses are used, a 
space is allowed between the left parenthesis and the leftmost element 
and between the right parenthesis and the rightmost element, if 
desired. Expressions within parentheses are evaluated first and, 
within nested parentheses, evaluation proceeds from the least 
inclusive set to the most inclusive set. When parentheses are not 
used, or parenthesized expressions are at the same level of 
inclusiveness, the following hierarchical order of execution is 
implied:
• Unary ||lus and Minus
• Exponentiation

• Multiplication and Division
• Addition and Subtraction

2. Parentheses are employed either to eliminate ambiguities in logic 
where consecutive operations of the same hierarchical level appear, or 
to modify the normal hierarchical sequence of execution in expressions 
where some deviation from the normal precedence is required.

When the sequence of execution is not specified by parentheses, the 
order of execution of consecutive operations of the same hierarchical 
level is from left to right. Thus, expressions ordinarily considered 
to be ambiguous, such as A/B*C  and A/B/C, are permitted in COBOL. They 
are interpreted as if they were written (A/B)*C  and (A/B)/C, 
respectively.

An arithmetic-expression containing a double exponentiation (A8 ) 
cannot be written in the form (A**B**C) ; it must be written either 
(A**B)**C  or A**(B**C),  whichever is intended.

The following usages of exponentiation are not allowed and may produce 
unpredictable results:

• The value zero exponentiated by the value zero.
• The value zero exponentiated by a negative value.
• A negative value exponentiated by a nonintegral value.
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3. The methods in which operators, variables, and parentheses may be 
combined in an arithmetic-expression are summarized in the following 
table.

The letter ’P’ indicates a permissible pair of symbols.

SECOND SYMBOL

FIRST
SYMBOL VARIABLE * / 9 / 9** + -9 “ 9

Unary
-

( )

VARIABLE
* / ** 4. _9 / f 9^9

Unary + or - 

( 

)

p
p 
p

P

m.

p

p

p

■■M

p
p 
p

p

p

The character 1-’ represents an invalid pair.
’VARIABLE*  represents an identifier or literal.

An 
or 
be 
an 
of

arithmetic-expression may begin only with the symbol '(’, t 
a variable, and may end only with a ’)’ or a variable. TherO 
a one-to-one correspondence between left and right parentheses 
arithmetic-expression so that each left parenthesis is to the

»_' r 
must

of 
left

its corresponding right parenthesis.
5. Arithmetic-expressions allow the user to combine arithmetic operations 

without the restrictions on composite of operands and/or receiving 
data items. (See Arithmetic Statements.)

COMMON OPTIONS IN STATEMENT FORMATS

In the statement descriptions of the Procedure Division, several options 
appear frequently: the ROUNDED option, the SIZE ERROR option, and the 
CORRESPONDING option.

In the discussion below, a resultant-identifier is that identifier 
associated with a result of an arithmetic operation.

RO UN DE D Option

If, after decimal point alignment, the number of places in the fraction of 
the result of an arithmetic operation is greater than the number of places 
provided for the fraction of the resultant-identifier, truncation is relative to 
the size provided for the resultant-identifier. When rounding is requested, the 
absolute value of the resultant-identifier is increased by one (1) whenever the 
most significant digit of the excess is greater than or equal to five (5).
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The following shows the effect of specifying the ROUNDED option.

Result of PICTURE of Values Stored
Arithmetic Resultant- in Resultant-
Operation Identifier Identifier

3.14 S9V9 3.1
3.15 S9V9 3.2

-3.14 S9V9 -3.1
-3.15 S9V9 -3.2

When the low-order integer positions in a resultant-identifier are repre
sented by the character 'P*  in the PICTURE for that resultant-identifier, 
rounding or truncation occurs relative to the rightmost integer position for 
which storage is allocated.

SIZE ERROR Option

If, after decimal point alignment, the value of the result exceeds the 
largest value that can be contained in the associated resultant-identifier, a 
size error condition exists. Division by zero always causes a size error 
condition. The size error condition applies only to the final results of an 
arithmetic operation and not to intermediate results; except in the MULTIPLY and 
DIVIDE statements, in which case the size error condition applies to the 
intermediate results as well. If the ROUNDED option is specified, rounding takes 
place before checking for size error. When such a size error condition occurs, 
the subsequent action depends on whether or not the SIZE ERROR option is 
specified.

1. If the SIZE ERROR option is not specified and a size error condition 
occurs, the value of those resultant-identifier(s) affected is 
undefined. Values of resultant-identifier(s) for which no size error 
condition occurs are unaffected by size errors that occur for other 
resultant-identifier(s) during execution of this operation.

2. If the SIZE ERROR option is specified and a size error condition 
occurs, then the prior values of resultant-identifier(s) affected by 
the size errors are not altered. Values of resultant-identifier(s) for 
which no size error condition occurs are unaffected by size errors 
that occur for other resultant-identifier(s) during execution of this 
operation. After completion of the execution of this operation, the 
imperative-statement in the SIZE ERROR option is executed.
For ADD and SUBTRACT CORRESPONDING, if any of the individual 
operations produce a size error condition, the imperative-statement in 
the SIZE ERROR phrase is not executed until all of the individual 
additions or subtractions are completed.

CORRESPONDING Option

For the purpose of this discussion, dl and d2 represent identifiers that 
refer to group items. A pair of data items, one from dl and one from d2, 
correspond if the following conditions exist:

1. A data item in dl and a data item in d2 have the same name and the 
same qualification up to, but not including, dl and d2.
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2. At least one of the data items is an elementary data item in the case 
of a MOVE statement with the CORRESPONDING option; or both of the data 
items are elementary numeric data items in the case of the ADD or 
SUBTRACT statements with the CORRESPONDING option.

3. Neither dl nor d2 may be data items with level-number 66, 77, or 88
nor be described with the USAGE IS INDEX clause.

4. A data item that is subordinate to 
RENAMES, OCCURS, or USAGE IS INDEX 
data items subordinate to the data 
RENAMES, OCCURS, or USAGE IS INDEX 
REDEFINES or OCCURS clauses or be 
REDEFINES or OCCURS clauses.

dl or d2 and contains a REDEFINES, 
clause is ignored, as well as those 
item that contains the REDEFINES, 
clause. However, dl and d2 may have 
subordinate to data items with

Arithmetic Statements

The
SUBTRACT

arithmetic statements are the ADD, COMPUTE, 
statements. They have several common rules.

DIVIDE, MULTIPLY, and

All literals used in arithmetic statements must be numeric.
2. The data description of each identifier used as an operand must be 

that of an elementary numeric item.
3. The data descriptions of the operands need not be the same; any 

necessary conversion, format transformation, and/or decimal point 
alignment is supplied throughout the calculation.

4. The maximum size of each operand is 18 decimal digits. The composite
of operands (a hypothetical data item resulting from the
superimposition of specified operands in a given statement, aligned on 
their decimal points) must not contain more than 18 digits. The 
compiler ensures that enough places are carried so that significant 
digits are not lost during the calculation of intermediate results.

5. Editing symbols must not be specified in the descriptions of any 
operand, except in a resultant item that only receives the calculated 
result but is not used in the computation itself.
The resultant item of a COMPUTE statement may be an edited item. The 
resultant of an ADD, SUBTRACT, MULTIPLY, or DIVIDE statement may be an 
edited item only when the GIVING option is specified. Operands in a 
computation must not be edited items in any other circumstances.

6. When the number of decimal places in a result is greater than the 
number of decimal places associated with the resultant-identifier, 
truncation occurs. However, when the ROUNDED option is specified for a 
resultant-identifier, the least significant digit of the 
resultant-identifier is increased by 1 when the most significant digit 
of the truncated excess is equal to or greater than 5.

7. A size error occurs when the magnitude of the calculated result 
exceeds the largest magnitude that can be contained in the 
resultant-identifier. When a size error occurs and the ON SIZE ERROR 
option is specified, the value of the resultant-identifier is not 
altered and the imperative-statement is executed.
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Overlapping Operands

When a sending and a receiving item in an arithmetic statement or in an 
EXAMINE, MOVE, or SET statement share a part of their storage areas, the result 
of the execution of such a statement is undefined.

Multiple Results in Arithmetic Statements

The ADD, COMPUTE, DIVIDE, MULTIPLY, and SUBTRACT statements may have 
multiple results. Such statements behave as though they had been written as:

1. Statements which perform all arithmetic necessary to arrive at the 
result to be stored in the receiving items, and store that result in a 
temporary storage location.

2. A sequence of statements transferring or combining the value of this 
temporary location with a single result. These statements are 
considered to be written in the same left-to-right sequence in which 
the multiple results are listed.
The result of the statement

ADD a, b, c TO c, d (c), e
is equivalent to:

ADD a, b, c GIVING temp
ADD temp TO c
ADD temp TO d (c)
ADD temp TO e

where 'temp1 is an intermediate result item provided by the compiler.

CATEGORIES OF VERBS

Verbs available in Series 60/6000 COBOL are listed below within their 
functional categories.

Verb

Arithmetic

ADD
COMPUTE
DIVIDE
EXAMINE (TALLYING)
MULTIPLY
SUBTRACT

Compiler-Directing
COPY
ENTER
USE
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Category Verb

Conditional

Data Movement

Ending

Input-Output

Inter-Program
Communicating

Procedure Branching

Report Writing

Ordering

Table Handling

ADD (SIZE ERROR)WiiOiO cdWtrTE E RRdfej
DIVIDE (SIZE ERROR) 
GO TO (DEPENDING) 
IF
MULTIPLY (SIZE ERROR) 
READ (END or INVALID KEY) 
RETURN (END) 
SEARCH
SUBTRACT (SIZE ERROR) 
WRITE (INVALID KEY)

f EXAMINE (REPLACING) 
MOVE

£ STOP

rACCEPT
ACCEPT MESSAGE
CLOSE
DISPLAY
OPEN
READ
SEEK
STOP (literal)
WRITE
CALL

f ALTER
CALL

J EXIT
GO TO
^PERFORM
< GENERATEJ INITIATE
TERMINATE

^MERGE
J RELEASE
] RETURN
SORT

f SEARCH
1 SET

NOTE: IF is a verb only in the COBOL sense; it is recognized that it is 
not an English verb.

SPECIFIC STATEMENT FORMATS

The specific statement formats, with associated restrictions and 
limitations, are contained on the following pages in alphabetic sequence.
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ACCEPTACCEPT

The ACCEPT statement is used to cause low-volume data to be made available 
to the specified identifier from sources described in the SPECIAL-NAMES 
paragraph.

Format 1:

ACCEPT identifier FROM mnemonic-name

Format 2:

ACCEPT MESSAGE identifier FROM mnemonic*name
FnOBATA imperative-statement!

1. The mnemonic-name must be associated with one of the options defined 
in the SPECIAL-NAMES paragraph.

2. The identifier must be a level 01 or a level 77 item in 
working-storage.

General Rules:

Format 1

1. An ACCEPT statement may be used to obtain input data from any of the 
following sources:
a. GIN (the system input feature of the operating system).

b. REMOTE (a terminal not operating under the control of the 
Transaction Processing System).

c. GLAPS (an operating system feature that provides accumulated 
processor time for the current run unit).

d. GTIME (an operating system feature that provides the system date 
and the system clock time. If the option is specified, the 
time is given in hours, minutes, and seconds).

e. CONSOLE and TYPEWRITER (the system operator interface).
f. SWITCH (a portion of the program switch word, a special software 

feature provided by the operating system).
When the FROM mnemonic-name phrase is not used, the input source is 
considered to be system input (GIN). The FROM phrase must be specified 
for any other input source, and the mnemonic-name must be a 
user-supplied word associated with an input source by a phrase in the 
SPECIAL-NAMES paragraph.
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ACCEPT ACCEPT

An ACCEPT statement may hot be ^executed, in an attempt to obtain data 
from system input (GIN), as a part of a label procedure appearing in 
the declarative portion of a program.

2. When utilizing the system input file (GIN) via ACCEPT statements, the 
user may either omit the FROM phrase or associate a mnemonic-name with 
GIN in the SPECIAL-NAMES paragraph. The data item referenced in the 
ACCEPT statement must be described with USAGE DISPLAY, explicitly or 
implicitly. Each record of the system input file is assumed to be a 
Hollerith card image in which the data occupies the leftmost character 
positions. No automatic format check or conversion is provided, so it 
is recommended that the user employ IF statements to assure that the 
input card contents satisfy the receiving item’s description. 
Similarly, no automatic end-of-file provision is available, so the 
user must provide an end-of-file test if the volume of system input 
data can vary. However, each ACCEPT statement executed after the 
system input is exhausted obtains all spaces, as if a blank card had 
been read.

3. of ACCEPTstatements that receive data from GIN in ■ < a
module overlay environment must be carefully to avoid possible
overlay loading on top of the COBOL subroutine that controls input 
from GIN. One method that may be used to avoid such an overlay is to

liplace at least one ACCEPT statement in the main module that will never 
be overlayed. That statement need not actually be executed.

4. Each ACCEPT statement whose mnemonic-name is associated with REMOTE 
will cause a single interaction with the remote terminal. The 
terminal operator is notified of the need for a response by a carriage 
return followed by the display of the character ’?’ and the ringing of 
the terminal’s bell, if the terminal is so equipped. The input 
characters, if any, are converted to Hollerith, USAGE DISPLAY 
characters and are moved into the data item referenced in the ACCEPT 
statement. The referenced data item should be described, explicitly 
or implicitly, with USAGE DISPLAY. No automatic format check or radix 
conversion is performed.
If a remote terminal is represented by a mnemonic-name in the ACCEPT 
and DISPLAY statements, connections must be made to the appropriate 
device at object program execution. A connection may be obtained:
a. By using a ’talk’ mode in the time sharing environment. Refer to 

the TSS Terminal/Batch Interface manual and the TSS System 
Programmers’ Reference Manual.

b. By obtaining a connection through an external communications 
system. Refer to the Network Processing Supervisor (NPS) manual 
or to the Remote Terminal Supervisor (GRTS) manual.

c. By requesting a line switch from the Transaction Processing 
Executive (TPE).
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ACCEPT ACCEPT

5. Each ACCEPT statement whose mnemonic-name is associated with GLAPS 
will cause the identifier to receive the processor time accumulated by 
the current run unit. Time resolution is given in units of 1/64 
millisecond. The receiving identifier data item must be a 
working-storage data item whose description is equivalent to the 
following:

77 data-name PICTURE 9(10) USAGE COMPUTATIONAL* 3/

6. Each ACCEPT statement whose mnemonic-name is associated with GTIME, 
without the HMS option, will cause the identifier to receive the 
current system date and system clock time. Time resolution is given 
in units of 1/64 millisecond. The receiving identifier must be a 
working-storage data item whose description is equivalent to the 
following:

01 data-name.
02 MONTH PICTURE 99.
02 DAY-OF-MONTH PICTURE 99.
02 YEAR PICTURE 99.
02 TYME PICTURE 9(10) USAGE OOBIilBilliMili

7. If the HMS option is specified in the GTIME phrase to obtain time 
resolution in terms of hours, minutes, and seconds, the receiving 
identifier must be described with USAGE DISPLAY (explicitly or 
implicitly). For example, the receiving identifier could be described 
as:

01 data-name.
02 MONTH PICTURE 99.
02 DAY-OF-MONTH PICTURE 99.
02 YEAR PICTURE 99.
02 TYME PICTURE 9(6).

NOTE: The data-names used in these examples are for illustration 
only.

8. If both forms W the GTIME phrase (with HMS and without HMS) are 
specified within the same COBOL program, the HMS option overrides and

/'•^Ll GTIME requests are returned in hours, minutes, and seconds.
9. Each ACCEPT statement whose mnemonic-name is associated with CONSOLE 

will cause a single interaction with the operator's console. The 
system operator is notified that a response is expected by the display 
of a message. The message will have one of the following forms:
a. If a DISPLAY statement associated with CONSOLE has been executed, 

the message will be the text of the last line associated with the 
latest prior DISPLAY statement associated with CONSOLE. The 
message will be followed by the characters '???'.

b. If no prior DISPLAY statement associated with CONSOLE has been 
executed, the message will be 'TYPEIN EXPECTED...'.
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The input characters, if any, are treated as Hollerith, USAGE DISPLAY 
characters and are moved into the data item referenced by the ACCEPT 
statement. The referenced data item should be described, explicitly 
or implicitly, with USAGE DISPLAY. No automatic format check or radix 
conversion is performed.

10. Each ACCEPT statement whose mnemonic-name is associated with 
TYPEWRITER will cause a single interaction with the operator’s 
console. The system operator is notified that a response is expected 
by a carriage return followed by the message ’TYPEIN EXPECTED...’. 
The input characters, if any, are treated as Hollerith, USAGE DISPLAY 
characters and are moved into the data item referenced in the ACCEPT 
statement. The referenced data item should be described, explicitly 
or implicitly, with USAGE DISPLAY. No automatic format check or radix 
conversion is performed. System console input-output is not 
recommended unless very unusual circumstances exist.

11. If a mnemonic-name associated with SWITCH is specified, the ACCEPT 
statement causes the value of the identifier to be set to 1 if the 
switch is ON, or set to 0 if the switch is OFF. The identifier must 
be a data item in the Working-Storage Section whose description is 
equivalent to the following:

COMPUTATXONAL-1|data-name PICTURE

Refer to Section VI of the COBOL User’s Guide for additional 
information.

Format 2;

1. In Format 2, mnemonic-name must be associated with COMMUNICATION- 
DEVICE in the SPECIAL-NAMES paragraph. The ACCEPT MESSAGE statement 
is used to obtain a message from the transaction processing intercom 
facility.

2. If the user has specified NO DATA in the ACCEPT MESSAGE statement, the 
specified imperative-statement is executed when no data is available.

3. If the NO DATA phrase in a Transaction Processing Applications Program IJItpAP)/ is omitted, control is returned to the statement immediately
following the ACCEPT MESSAGE statement when data is received. 
However, if no data is available, the program is suspended until data 

|| is available and, at that time, control is returned to the statement 
following the ACCEPT MESSAGE statement.

4. When data is avai1able, it is moved to the internal work area 
/specified in the ACCEPT MESSAGE statement. The mess age is transferred
to the receiving area (referenced by identifier) aligned to the left 
without space-fill.

5. After a transaction request is received, the input header information 
for the current message may be referenced.- Ref er to Section VII of 
the COBOL User’s Guide.
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ADD ADD

The ADD statement is
result.

used to sum two or more numeric operands and store the

Format 1:

literal-2
identifier-2

literal-1 t

APP ,
identifier-1

... TO identifier-m [rOUNPEpJ

, identif ier-n ^ROUNDEDJ

JON SIZE ERROR imperative-statement^

Format 2:

ADD
literal-1
identifier-1

, literal-2
, identifier-2

, literal-3
, identifier-3

GIVING identifier-m ROUNPEDJ
Q identif ier-n CI^WDEig^ . ..

[on SIZE ERROR imperative-statementj

Format 3:

ADD
[ CORR

CORRESPONDING
identifier-1 TO identifier-2 fROUNPEDJ

ON S1ZE ERROR imperative-statement

Syntax Rules:

1. When Format 1 or Format 2 is used, each identifier must refer to an 
elementary numeric item, except that in Format 2 the identifier 
following the word GIVING must refer either to an elementary numeric 
item or to an elementary numeric edited item.

2. Each literal must be a numeric literal.
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3. No literal or identifier may exceed 18 decimal digits in size. The 
composite of operands (the hypothetical data item resulting from the 
superimposition of all operands of a given statement, excluding the 
data items that follow the word GIVING, aligned on their decimal 
points) must not contain more than 18 digits.

4. CORR is an abbreviation for CORRESPONDING.

General Rules:

1. When Format 1 is used, the values of the operands preceding the word 
TO are added together. That sum is then added to the current value of 
each identifier-m, identifier-n, ..., and the result is stored in each 
resultant-identifier: identifier-m, identifier-n, ..., respectively.

2. When Format 2 is used, the values of the operands preceding the word
GIVING are added together. That sum is then stored as the new value of 
each identifier-m, identifier-n, ♦.. which are the
resultant-identifiers.

3. When Format 3 is used, the data items in identifier-1 are added to and 
stored in corresponding data items in identifier-2.

4. Refer to the Common Options in Statement Formats paragraph in this 
section for an explanation of the uses of ROUNDED, SIZE ERROR, 
CORRESPONDING, and multiple results in arithmetic statements.
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ALTER ALTER

The ALTER statement is used to change the destination of a GO TO statement 
from one procedure-name to another.

General Format:

ALTER procedure-name-1 TO l~PROCEED TO 1 procedure-name-2

, procedure-name-3 TO PROCEED TO J procedure-name-4

1. Each procedure-name-1, procedure-name-3, etc., is the name of a 
paragraph containing a single sentence consisting of a GO TO statement 
without the DEPENDING option.

2. Each procedure-name-2, procedure-name-4, etc., is the name of a 
paragraph or section in the Procedure Division.

General Rules:

1. When the ALTER statement is executed, the GO TO statement in the 
paragraph named procedure-name-1, procedure-name-3, etc., is modified 
so that subsequent executions of the GO TO statement cause a transfer 
of control to the paragraphs or sections named procedure-name-2, 
procedure-name-4, etc., respectively.

2. A GO TO statement in a section whose priority-number is equal to or 
greater than 50 must not be referred to by an ALTER statement in a 
section having a different priority-number. All other uses of the 
ALTER statement are valid and are performed, even if the GO TO 
statement to which the ALTER statement refers is a fixed overlayable 
segment. Refer to Segmentation in Section II.
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CALL CALL

The CALL statement is used to transfer control to a separately compiled 
program or to an entry point within a program with a standard return mechanism 
provided.

General Format:

CALL 11 literal-1 h
routine-name >

r, identifier-3

Syntax Rules:

1. Literal!  must be a nonnumeric literal.*
2. Routinename  de s ignates a ca11ed program and may assume one of the 

following meanin
*

•ai X f the program being called is an independently compiled COBOL
program, routine-name must be its PROGRAM-ID.

: If the routine-name being called is an explicit entry-name in an 
independently compiled COBOL program, the entry-name must be one 
specified in an ENTRY POINT phrase in the independent program.

. If the program being called has been developed via another 
language, routine-name must be the program1s identification or 
entry-name according to the rules of that language♦

Series 60/6000 COBOL employs the CALL macro of GMAP which results in 
restrictions on the routine-name for a, b, or c above. Routine-name 
must not be more than six characters, at least one of which is 
nonnumeric and the first of which is nonzero.

3. /USING identifiers must not be subscripted.

General Rules:

1. The state of the called program is undefined.
2. The implied entry point (PROGRAM-ID) of a program written in COBOL is 

the first nondeclarative procedural statement. This entry point is 
produced automatically by the compiler. The implied exit point 
follows immediately after the last procedural statement in the source 
program and is also produced automatically. It is the effective exit 
point when a program is called by its PROGRAM-ID program-name.
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CALL CALL

3. Any object program produced by the COBOL compiler can be called as a 
program from other object programs. COBOL object programs may also 
have multiple entry points which can be called and executed from other

| object programs. Normally, such programs should not contain a STOP 
||RUN statement. The program or entry point procedures should be
written to allow control to eventually pass to an appropriate exit 
point. An EXIT paragraph must be used if a program has alternative 

> routes to the exit point. At least one EXIT entry-name must be
I specified for each ENTRY POINT phrase in a program.

4. A called program may CALL other COBOL programs by either explicit or
imp 1 icit entry point. However, caution must be exercised to a void a
CALL into a program which has any previous active CALL still current.

iA program may not call its own PROGRAM-ID program-name or entry-names 
within itself. : :-|•'

5. The USING phrase is utilized to specify an argument list for the
program being called. The USING arguments are not valid when a CALL 
references a COBOL program by its PROGRAM-ID program-name. They are
valid when referencing explicit entry points within a program. The 
order and descriptions of the arguments must conform to the calle d 
program’s requirements. At most, ten arguments may be specified.

6. The USING phrase spec ifies input and output arguments to the called 
program... USING identif iers must be de fined working-storage data items 
with level-numbers of 01 or 77t or items in files for which a 
PROCESS AREA is specified. A USING argument may be a file-name, in 
which case the object program argumentwill be a File Control Biock 
pointer. File-names are not valid arguments when calling a COBOL 
program; they are restricted to called programs developed in another 
language.!

7. The number of USING arguments specified in a CALL to an ENTRY POINT 
must correspond exactly with the number of USING and GIVING arguments 
spedfied in its ENTRY POINT phrase and the data descriptions for each 
pair of corresponding arguments must be identical.

8. The CALL statement may appear anywhere within a segmented program. 
When a CALL statement appears in a section with a priority-number
gr e a ter than or equal to 5 01 tha t se gmen t i s in its 1as t used state 
when the EXIT PROGRAM statement in the called program returns control 
to the calling program.
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CLOSE CLOSE

The CLOSE statement is used to terminate the processing of reels, units, 
and files with optional rewind and/or lock where applicable.

General Format:

REEL “ NO REWIND "1

CLOSE file-name-1
A UNIT

WITH <
LOCK ■■

file-name-2
NO REWINDREEL

WITH
LOCKUNIT

Syntax Rules:

1. Each file-name is the name of a file upon which the CLOSE statement is 
to operate; it must not be the name of a sort file or merge file.

2. The REEL and WITH NO REWIND options apply only to files stored on tape 
devices and other devices to which these terms are applicable. TheA 
UNIT option is applicable only to mass storage files in theA 
sequential-access mode.

General Rules:

In the discussion below, the term 
devices; the term 'reel1 applies to tape 
devices in the sequential-access mode is 
of a file on tape or analogous media.

’unit’ applies to 
devices. Treatment 
logically equivalent

all input-output 
of mass storage 

to the treatment

1. For the purpose of showing the effect of various CLOSE options as 
applied to various storage media, all input, output, and input-output 
files are divided into the following categories:
a. Non-reel. A file whose input or output medium is such that the 

concepts of rewinding and reels have no meaning.
b. Sequential single-reel/unit. A sequential file that is entirely 

contained on one unit.
c. Sequential multi-reel. A sequential file that is contained on 

more than one reel.
d. Random single-unit. A file in the random-access mode that is 

entirely contained on a single mass storage unit.
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CLOSE CLOSE

2. The results of executing each CLOSE option for each type of file are 
summarized in the following table; symbol definitions are given after 
the summary. If the definition depends on whether the file is an input 
or an output file, alternate definitions are given; otherwise, the one 
definition applies to input, output, and input-output files.

CLOSE 
Option

File Type

Non
Reel

Sequential 
Single- 
Reel/Unit

Sequential 
Multi
Reel

Random 
Single
Unit

CLOSE C C,G C,G,A C
CLOSE WITH 
LOCK

C,E C,G,E C,G,E,A C,E

CLOSE WITH 
NO REWIND

X C,B C,B,A X

CLOSE REEL X X F,G X
CLOSE REEL
WITH LOCK

X X F,D X

CLOSE REEL 
WITH NO 
REWIND

X X F,B X

NOTE: The letters in the table are explained below.
A = Previous Reels Unaffected

Input files and input-output files: All reels in the file prior to 
the current reel are' processed according to the standard reel swap 
procedure, except those reels controlled by a prior CLOSE REEL 
statement. If the current reel is not the last in the file, the 
reels in the file following the current one are not processed in 
any way.

Output files: All reels in the file prior to the current reel are 
processed according to the standard reel swap procedure, except 
those reels controlled by a prior CLOSE REEL statement.
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B = No Rewind of Current Reel
The current reel is left in its current position.

C = Standard Close File
Input files and input-output files (sequential-access mode): If 
the file is positioned at its end and a label record is specified 
for the file, the label is processed according to the standard 
label convention. The behavior of the CLOSE statement when a label 
record is specified but not present, or when a label record is not 
specified but is present, is undefined. If specified by the USE 
statement, a user’s label procedure is executed. The order of 
execution of these two processes is specified by the USE 
statement. If the file is positioned at its end and label records 
are not specified for the file, label processing does not take 
place but other closing operations are executed. If the file is 
positioned other than at its end, the closing operations are 
executed, but there is no ending label processing. An input file, 
or an input-output file, is considered to be at the end of the 
file if the imperative-statement in the AT END phrase of the READ 
statement has been executed and no CLOSE statement has been 
executed.
Input files and input-output files (random-access mode) and output 
files (random- or sequential-access mode): If a label record is 
specified for’~the file, the label is processed according to the 
standard label convention. The behavior of the CLOSE statement 
when a label record is specified but not present, or when a label 
record is not specified but is present, is undefined. If specified 
by the USE statement, a user’s label procedure is executed. The 
order of execution of these two processes is specified by the USE 
statement. In addition, other closing operations are executed. If 
label records are not specified for the file, label processing 
does not take place but other closing operations are executed.

D = Standard Reel Lock
An appropriate technique is supplied to ensure that the current 
reel cannot be processed again as a part of this file during this 
execution of this object program. (The current reel is rewound.)

E = Standard File Lock
An appropriate technique is supplied to ensure that this file 
cannot be opened again during this execution of this object 
program.

F = Standard Close Reel

Input files: The following operations are executed:

A reel swap.
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The standard beginning reel label procedure and the user’s 
beginning reel label procedure (if specified by the USE 
statement). The order of execution of these two procedures 
is specified by the USE statement.

The next executed READ statement makes available the next data 
record on the next reel*
Output files and input-output files: The following operations are 
executed:

(For output files only.) The standard ending reel label 
procedure and the user’s ending reel label procedure (if 
specified by the USE statement)• The order of execution of 
these two procedures is specified by the USE statement.

A reel swap.
The standard beginning reel label procedure and the user’s 
beginning reel label procedure (if specified by the USE 
statement). The order of execution of these two procedures 
is specified by the USE statement.

G = Rewind
The current reel 
beginning of its

or analogous device is positioned at the physical 
content.

X = Illegal
X indicates an illegal combination of a CLOSE option and a file 
type. If any such combination is used, the results at object 
program execution are unpredictable.

3. All files that have been opened must be closed prior to the execution
of a STOP RUN statement.

4. If the file has been specified with the OPTIONAL phrase in the 
FILE-CONTROL paragraph and is not present, the standard end-of-file 
processing is not performed.

5. If a CLOSE statement without the REEL option has been executed for a 
file, a READ, WRITE, or SEEK statement for that file must not be 
executed unless an intervening OPEN statement for that file is 
executed.
A CLOSE statement may not be executed as a part of a label procedure 
appearing in the declarative portion of a program.

7-33 DD25A



COMPUTE COMPUTE

The COMPUTE statement is used to assign the value 
literal, or an arithmetic-expression to a data item.

of a numeric data item, a

General Format:

COMPUTE identifier-1 [~ROUNDED

FROM
EQUALS

identifier-2
.literal-1
arithmetic-expression

ON SIZE ERROR imperative-statement

Syntax Rules:

1. Literal-1 must be a numeric literal.
2. Each identifier must refer to an elementary numeric item. However, 

identifier-1 is not used as an operand and therefore may, if 
necessary, describe numeric data items containing editing symbols.

3. The maximum size of each operand is 18 decimal digits.
4. The arithmetic-expression, if used, permits any meaningful combination

of identifiers, numeric literals, and arithmetic operators,
parenthesized as required.

5. The words FROM and EQUALS are equivalent to each other and to the 
\symbol They may be used interchangeably; the choice is given for 
/readability.

General Rules:

1. Identifier-1 is assigned the value computed from the 
arithmetic-expression, or the value of identifier-2, or of liters -1. 
The identifier-2 and literal-1 options provide alternative method for 
setting the value of identifier-1 equal to the value of identif. ir-2 
or literal-1.

2. The COMPUTE statement allows the user to combine arithmetic operations 
without the restrictions on composite of operands and/or receiving 
data items imposed by the arithmetic statements ADD, SUBTRACT, 
MULTIPLY, or DIVIDE.

3. Refer to the Common Options in Statement Formats paragraph for an 
explanation of the uses of the ROUNDED and SIZE ERROR options. For 
COMPUTE usage, refer to the COBOL User's Guide.
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The COPY statement is used in the Procedure Division to incorporate 
paragraph procedures from a library into the source program.

Format 1:

paragraph-name.
section-name SECTION [priority-number

COPY library-name

REPLACING word-1 BY
word-2 
literal-1 
identifier-1

, word-3 BY
word-4 
literal-2 
identifier-2

Format 2:

paragraph-name < COPY library-name FROM LIBRARY.

NOTE: Paragraph-name and section-name are not part of the COPY 
they are shown only for clarity. statement;

Syntax Rules:

1. When the COPY statement is specified, the library-name is required. 
The library-name must be identical to the name associated with the 
desired text on the library.

2. In Format 1, a word is any COBOL word and may be one of the following:
• Condition-name
• Data-name
• File-name

I
• Mnemonic-name

9 Procedure-name

3. When the COPY statement is used, it must be the first statement in the 
paragraph or section.
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General Rules:

1. Format 1 of the COPY statement representsthe American National 
Standard COPY function. Format 2 represents the HIS COPY function<

2. For a detailed description of the COPY statement, see Section VIII, 
the COBOL Library, and Section XIV of the COBOL User's Guide.
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The DISPLAY statement is used to transmit low-volume data to a special 
output device.

Format 1

fliteral-1
l^identif ier-1

Cliteral-2

identifier-2
DISPLAY

^UPON mnemonic-name

Format 2

Tliteral-1 
^identifie

literal-2
DISPLAY

identifier-1 , iden tifier-2

UPON mnemonic-name

1. The mnemonic-name is associated with an 1-0 device in the 
SPECIAL-NAMES paragraph of the Environment Division.

2. Each literal may be any figurative constant except ALL.

3. The END-OF-MESSAGE phrase is assumed if no option is specified and the 
mnemonic-name is associated with COMMUNICATION-DEVICE.

4. The following abbreviations apply:
a. ESI is an abbreviation for END-OF-SEGMENT indicator.

for END-OF-MESSAGE indicator.
•C# ETI is an abbreviation for END-OF-TPANSACTION indicator.
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General Rules

Format 1

1. A DISPLAY statement may be used to transmit output data to any of the 
following destinations:
a. SYSOUT (the low-volume system output feature of the operating

b. REMOTE (a terminal not operating under the control of the 
Transaction Processing System).

c. CONSOLE and TYPEWRITER (the system operator interface).
d. SWITCH (a portion of the program switch word, a special software 

feature provided by the operating system).
When the UPON mnemonic-name phrase is not used, the output destination 
is considered to be system output (SYSOUT). The UPON phrase must be 
specified for any other output destination, and the mnemonic-name must 
be a user-supplied word associated with an output destination by a 
phrase in the SPECIAL-NAMES paragraph.

’ Ba DISPLAY statement may not be executed, in an attempt to transm i t 
data to system output (SYSOUT), as a part of a label procedure 

.^appearing in the declarative portion of a program.
2. The following rules apply to all DISPLAY statements:

a. When the DISPLAY statement specifies multiple operands, the data 
characters associated with each operand are concatenated in the 
order of the occurrence of the operands. Operands are not
(automatically separated by space$||

b. The first character of the first operand is positioned in the 
first character position of a line,
|horizonta1 and vertleal tabulation control characters embedded in 
fthe data.

c. Identifier-1, identifier-2, ..., must be described with USAGE 
DISPLAY (explicitly or implicitly) or DISPLAY-1.

d. Literal-1, literal-2, ..., may be figurative constants, in which 
case only a single occurrence of the figurative constant is 
displayed.

3. When utilizing the system output file (SYSOUT) via DISPLAY statements, 
the user may either omit the UPON phrase, or associate a mnemonic-name 
with SYSOUT in the SPECIAL-NAMES paragraph. This type of output is 
assumed to be directed to a printer, each line of which is considered 
to contain 132 character positions. The DISPLAY statement may produce 
more than one line of printing to SYSOUT if the cumulative size of the 
referenced operands exceeds a total of 132 characters.
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4. The utilization of DISPLAY statements that transmit data to SYSOUT in 
a module overlay environment must be carefully planned to avoid 
possible overlay loading on top of the COBOL subroutine that controls 
output for SYSOUT displays. One method that may be used to avoid such 

? an overlay is to place at least one DISPLAY statement in the main 
module that will never be overlayed. That statement need not actually 
be executed.

2/77 7-38.1 DD25A



DISPLAY DISPLAY

Each DISPLAY statement whose mnemonic-name is associated with REMOTE 
will cause from one to four lines to be displayed on the remote 
terminal, depending upon the size of the referenced data items. Each 
line will contain at most 72 characters, thereby limiting the total 
size of the referenced items to 288 characters.
Each DISPLAY statement whose mnemonic-name is associated with CONSOLE 
will allow from one to four lines to be displayed on the system 
console, depending on the size of the referenced data items. Each line 
will contain at most 72 characters, thereby limiting the total size of 
the referenced items to 288 characters. The output line (or, if more 
than one line results from the statement, the last output line) is 
held in a buffer until the next execution of an ACCEPT statement 
associated with CONSOLE. At that time, the line will be used to inform 
the operator of a pending need for a response.
The ACCEPT and DISPLAY statements need not appear together in the 
source program, provided that the DISPLAY statement is executed first. 
Should no ACCEPT statement be executed after the DISPLAY statement, 
the output data is not displayed. Two DISPLAY statements of this kind 
with no intervening ACCEPT statement would result in the suppression 
of the output from the first DISPLAY statement. If more than one line 
results from an execution of a DISPLAY statement associated with 
CONSOLE, all lines except the last line are emitted at once and, in a 
multiprogramming environment, there is no assurance that any of the 
lines will be juxtaposed on the console display.
Each DISPLAY statement whose mnemonic-name is associated with 
TYPEWRITER will cause from one to four lines to be displayed on the 
system console, depending on the size of the referenced data items. 
Each line will contain at most 72 characters, thereby limiting the 
total size of the referenced items to 288 characters. If more than one 
line is emitted for a given DISPLAY statement, there is no assurance, 
in a multiprogramming environment, that the lines will be juxtaposed 
on the console display. System console output is not recommended 
unless very unusual circumstances exist.
If a mnemonic-name associated with SWITCH is specified, only one 
operand (data-name, literal, or the figurative constant ZERO) may be 
given. If the value of the operand is 1, the switch will be set ON; if 
the value is 0, the switch will be set OFF. If a literal is used, it 
must be an integer that has a value of 1 or 0. If a data-name is 
specified, it must be a data item in the 
Working—Storage Section, with a size not exceeding eight digits. The 
following data description is recommended:

77 data-name PICTURE 9

If the value of the item exceeds one (1), the value modulo 2 
determines the switch setting.
Refer to Section VI of the COBOL Userfs Guide for additional 
information.
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Format 2:

1. In Format 2, mnemonic-name must be associated with 
|: COMMUNI CAT I ON-DEVICE in the SPEC I AL-NAMES paragraph. The DISPLAY
statement is used to deliver a message via the transaction processing 
•intercom facility*

2. (Output to a terminal must not exceed the physical limits of the 
(terminal•

3. 'When a message is to be delivered via the intercom facilityr the
destination ID in the output header (DESTINATION) is used as the 
logical terminal ID by the transaction processing output interface 

: routine. DEST-COUNT-:: will be set to one (1) and DESTINATION (1) will 
be initialized to the input identifier (SOURCE-ID) if the Transaction 
Processing Applications Program (TPAP) does not initialize those 
(fields prior to the execution of each DISPLAY statement*

4. (ii|||>utput transaction number in the output header must be initialized
by the TPAP prior to the execution of each DISPLAY statement if it 

i: differs from the input transaction number in the input header.
5. JThe END-OF-SEGMENT (ESI) f END-OF-MESSAGE (EMI) , and END-OF-TRANSACTION 

((ETI) options can be used only in a DISPLAY statement that references 
.a mnemonic-name associated with COMMONICATION-DEVICE.
a. END-OF-SEGMENT (ESI) indicates that the operand(s) of the DISPLAY

statement constitute(s) a message segment. More segments may 
follow to complete the message.

(b-. END-OF-MESSAGE (EMI) indicates that this message is the end of a 
message for the specified destination. More messages may follow 

•(.us ing the same transaction number.
• c:<:. END-OF-TRANS ACT ION (ETI) indicates that this message text is the 

end of the last message for the specified transaction number. It 
is necessary to provide a DISPLAY of END-OF-TRANSACTION (ETI) in 
order to continue processing another transaction.

6. (Format 2 of the DISPLAY statement may also be used to invoke another
TPAP program. For information concerning the transaction processing 
feature, refer to Section VII of the COBOL pser/s Guide and to the 
Transaction;Processing System-gser1 s"Guide. • •.. :
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The DIVIDE statement is used to divide one numeric data item into another 
and to set the value of a data item equal to the result.

Format 1:

[identifier-1 ] 
DIVIDE < > INTO identifier-2 fROUNDED

l^literal-1 J

[, identifier-3 [ROUNDED] 1 . ..

F0N SIZE error imperative-statement!

Format 2:

Tidentifier-1^ Tidentifier-2
DIVIDE J > INTO 7 > GIVING

(^literal-1 J ^literal-2 J

identifier-3 [ROUNDED ] [, identifier-4 [ ROUNDED J

[on SIZE ERROR imperative-statementJ

Format 3:

[identifier-1[identifier-2
DIVIDE J $■ BY ■<

[literal-1 J [literal-2
GIVING

identifier-3 [rounded] I , identif. 

[on SIZE ERROR' imperative-statementJ
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Format 4;

identifier-1 identifier-2
DIVIDE GIVING

identifier-3 ^ROUNDEDj REMAINDER identifier-4

ON S^ZE ERROR imperative-statement!

Format 5:

ridentifier-1! C identifier-2!
DIVIDE > BY J > GIVING

(^literal-1 J literal-2 J

identifier-3 |ROUNDED REMAINDER identifier-4

ON SIZE ERROR imperative-statement

Format 6:

DIVIDE identifier-1 BY identifier-2

Syntax Rules:

1. Each identifier must refer to an elementary numeric item, except that 
any identifier associated with the GIVING or REMAINDER phrase must 
refer to either an elementary numeric item or an elementary numeric 
edited item.

2. Each literal must be a numeric literal.
3. The maximum size of each operand is 18 decimal digits. The composite 

of operands (the hypothetical data item resulting from the 
superimposition of all operands of a given statement, excluding the 
REMAINDER data item, aligned on their decimal points) must not contain 
more than eighteen digits.
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General

1.

2.

3.

4.

5.

6.

7.

8.

Rules:

When Format 1 is used, the value of identifier-1 or literal-1 is 
divided into the value of identifier-2. The value of the dividend 
(identifier-2) is replaced by the quotient. This process

When Format 2 is used, the value of identifier-1 or literal-1 is 
divided into identifier-2 or literal-2 and the quotient is stored in 
identifier-3 , etc.

When Format 3 is used, the value of identifier-1 or literal-1 is 
divided by the value of identifier-2 or literal-2 and the quotient is 
stored in identifier-3, identifier-4, etc.
Formats 4 and 5 are used when a remainder from the division operation 
is desired, namely identifier-4. The remainder in COBOL is defined as 
the result of subtracting the product of the quotient (identifier-3) 
and the divisor from the dividend. If ROUNDED is used, the quotient 
used to calculate the remainder is an intermediate field which 
contains the quotient of the DIVIDE statement, truncated rather than 
rounded.

In Formats 4 and 5, the accuracy of the REMAINDER data item 
(identifier-4) is defined by the calculation described above. 
Appropriate decimal alignment and truncation (not rounding) will be 
performed for the contents of the data item referenced by 
identifier-4, as needed.

Wheh- th^/ ON SIZE ERROR phrasei is used in Formats 4 and 5, and a size 
error occurs/ on the quotient, the contents of identifier-3 will not be 
changed but the resuIt of the divide will be used in computing the 
remainder.

If the size error occurs on the remainder, the /contents of the data 
item referenced by identifier-4 will remain unchanged. However, as 
with other instances of multiple results of arithmetic statements, 
analysis must be performed to determine which situation has occurred♦
In Format 6, the initial value of the dividend (identifier-1) will be 
replaced by the computed value of the quotient obtained from the 
division. This nonstandard format is not recommended.
Refer to the Common Options in Statement 
section for uses of the ROUNDED and SIZE 
results.

Formats paragraph in this 
ERROR options and multiple
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The ENTER statement is used to conserve time or space in the execution of 
to include specific ’statements’ in the source program 

that are not defined in the COBOL language.

Format 1:

ENTER MODE.

Format 2:

-name. ENTER GMAP

ENTER COBOL.

Format 3:

ENTER DEFINITIONS.

IDS SIZE integer EQUALS data-name.

SYMBOL literal-1
CSIZE OF ] 
^INITIAL C
PROCEDURE

EQUALS CSIZE OF 0 data-name 
^INITIAL CHARACTER OF] data-name
PROCEDURE procedure-name

ENTER COBOL.
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Format 4:

CENTER LINKAGE MODE

USING data-name-1CALL routine-name

ENTRY POINT IS entry-name

POPUP procedure-name

ENTER COBOL

GIVING data-name-3 |Tf data-name-

USING data-name-1 data-name-^

Syntax Rules:

1. In Format 3, integer must be a six-digit numeric literal.
2. In Format 3, literal-1 must be a nonnumeric literal, consisting of one 

to six. characters which satisfy the GMAP rules for symbol formation♦
3. In Format 3, data-name must be defined in the Working-Storage Section 

as a record description entry and may be qualified but not 
subscripted. Procedure-name must be defined in the Procedure Division 
as a paragraph-name or section-name and may be qua!ified (if it is a

i para gr a ph-name). COBOL prohibits use of the same name for both data 
and procedures.

General Rules:

1. ENTER statements in a source program written for a computer other than 
the one on which the current source program is being compiled must be 
changed.

Format 1;

1. Under some circumstances, the compiler is capable of producing two 
alternative sets of object program instractions for a given procedural 
statement. The TIME-SAVING version requires more space but less 
execution time than the SPACE-SAVING version. (Generally, such 
..alternatives are available in the compiler only when the tradeoff 

•. exceeds two-f or-one in both categori e s.) This ENTER statement permits 
I the user to take advantage of such po s sible aItema tives consider ing 
the relative level of activity of various parts of the program.
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2. The normal mode is TIME-SAVING, The SPACE-SAVING mode applies to all 
statements following ENTER SPACE-SAVING until ENTER TIME-SAVING is 
encountered, at which point the compiler resumes the normal 
TIME-SAVING mode.

3. For certain procedural statements, the TIME-SAVING or SPACE-SAVING 
(MODE options are not necessarily significant. In such procedures, the 
/mode entered has no effect on the object program.

Format 2;

1. The ENTER GMAP statement must not contain a comment; a comment will 
cause GMAP flags to be appended to the generated code. The GMAP 
coding following an ENTER GMAP statement must be terminated by an 
ENTER COBOL statement which must begin on a new line. The ENTER COBOL 
statement must not contain a paragraph-name. The lines between the 
ENTER GMAP and ENTER COBOL statements must consist of GMAP coding.

2. The first GMAP line following the ENTER GMAP statement should be 
either an executable GMAP instruction or a NULL pseudo-operation. If 
the COBOL statement immediately preceding the ENTER GMAP statement 
implies a 'next sentence', a symbol will be generated and assigned to 
the first GMAP line. If the first GMAP line is a line for which a 
symbol is not allowed, the generated symbol will be undefined. If it 
is inconvenient to ensure that the first GMAP line is an executable 
instruction, the user should:
a. Place a paragraph-name immediately preceding the ENTER GMAP 

statement, or
b. Ensure that the COBOL statement immediately preceding the El: TER 

GMAP statement does not imply a 'next sentence’, or
c. Follow the ENTER GMAP statement with a NULL pseudo-operation.

3. The special format used for the GMAP coding is the standard GMAP 
format shifted six places to the right.

Columns Interpretation

1-6 
7-12 
13
14-19
20-21 
22-72 
73-80

COBOL sequence number 
Location field 
Even/odd subfield 
Operation field 
Blank 
Variable field 
Program identification

Information appearing to the right of column 72 is not interpreted as 
part of the variable field. As in ordinary GMAP coding, comments must 
be separated from variable field information by at least one blank. 
The quotation mark character (") should not be used in the variable 
field because it has a special meaning in COBOL; the word QUOTE 
should be used instead.
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4. GMAP symbols defined in the location field must not conflict with 
reserved system symbols. They must follow the GMAP rules for symbol 
formation. Symbols reserved for compiler use which must not be defined 
in the location field of GMAP statements include:
a. Symbols in the form Innnnn, where 1  is any letter and ’nnnnn’ 

is any string of five digits.
1*

b. Symbols having any file-code specified in the Environment 
Division as their leftmost two characters.

c. Symbols of the form VfcEOF, where 'fc' is any file-code specified 
in the Environment Division.

d. The PROGRAM-ID program-name defined in the Identification 
Division.

e. The symbol ENTER.
f. Symbols having either .0  or C.' as their leftmost two 

characters.
1* 1

g. The special symbols ZINBUF, ZOTHDR, ZOUTB1, ZOUTB2, COMMI, COMMO.
h. Any symbol starting in column 7 with the first character numeric 

(such a symbol is treated as an optional debug statement).
5. COBOL data-names and procedure-names are not directly accessible to 

GMAP coding; a special provision (see Format 3) permits GMAP symbols 
to be applied to COBOL procedures and data items. The 'locsym' of each 
File Control Block is the two-character file-code assigned in a SELECT 
sentence in the Environment Division followed by the characters 
'FICB'. (Refer to the File and Record Control reference manual.)
For a file with an explicit or implicit process area, the beginning 
location of the process area has the symbol fcRECD where ’fc' is the 
file-code assigned. For any other file, a current record location 
pointer is available (provided the file is OPEN) in the address field 
(bits 0-17) of the File Control Block word with symbol fcFICB, where 
'fc' is the file-code assigned. Data must be addressed relative to the 
current record location pointer for such a file.
References to File Control Blocks make a program sensitive to changes 
in input-output software and are therefore strongly deprecated.

6. All GMAP rules must be observed in the GMAP coding. Pseudo-operations 
that alter the location counter may cause unpredictable results at 
object program execution. Their use presupposes a thorough 
understanding of the location counter conventions followed by the 
COBOL compiler in generating coding.
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7. The user must ensure that the contents of the EIS address registers 
are intact or reinitialized after every ENTER GMAP/ENTER COBOL 
sequence. The compiler implicitly optimizes the use of the EIS address 
registers across paragraphs. A given register will not be 
reinitialized as long as the compiler can determine from the source 
statements that the register data is intact. Coding following the 
ENTER GMAP statement is not analyzed by the compiler; thus, when 
coding following the ENTER GMAP statement is used either to CALL a 
subroutine or to modify code generated from COBOL source statements, 
the user must either protect all index and address registers having 
GMAP coding or indicate to the compiler that the registers are to be 
reinitialized. This is accomplished by immediately following the ENTER 
COBOL statement with a new paragraph and including at least one 'ENTRY 
POINT IS entry-name' phrase in the program.

Format 3:

1. The ENTER DEFINITIONS Statement allows GMAP location symbols to be 
associated with COBOL data-names (or their properties) and 
procedure-names.

2. The IDS SIZE phrase allows I-D-S/COBOL programs to specify the size of 
a data-name for internal checking purposes. It has no effect other 
than to provide a warning message on the listing when such a check 
fails. Normally, it is a statement produced by the I-D-S translator. 
Integer must be given as exactly six characters.

3. A SYMBOL phrase that references a data-name using the SIZE option 
causes the compiler to equate the symbol to an appropriate number that 
indicates the number of BCD character positions required to contain 
the data-name.

4. A SYMBOL phrase that references a data-name using the INITIAL option 
causes the compiler to equate the symbol to an appropriate number (0 
through 5 for BCD fields or either 0 through 7 or 4 through 7 for 
packed decimal fields) indicating the first character position 
occupied by the data item within the (first) computer word. For BCD 
fields, the leftmost position is indicated by 0; the rightmost by 5. 
For packed decimal fields, the leftmost position is indicated by 0 or 
4 and the rightmost position is indicated by 3 or 7, depending on 
whether the data item begins on the word or half-word boundary.

5. A SYMBOL phrase that references a data-name or a procedure-name only 
causes the compiler to equate the given GMAP symbol (literal-1) to the 
first memory location of the specified data area or procedural 
instructions. A level 01 data area described in the File Section may 
not be equated to a symbol (literal-1) unless a process area will be 
present for the file and the compiler symbol (fcRECD) is used instead 
of the source data-name.

7-48 DD25



ENTER ENTER

Format 4:

1. CALL permits transfer of control to a separately compiled program or
entry point within a program with a standard return mechanism 
provided. (The generated coding employs the GMAP CALL 
pseudo-operation.) CALL may also be used without the ENTER LINKAGE 

? statement; (Refer to the CALL statement.) The following conventions 
govern'the use of CALL: :
a. If the program being called is an independently compiled COBOL 

program, routine-name must be its PROGRAM-ID.
b. If the routine-name being called is an explicit entry-name inan 

independently compiled COBOL program, the entry-name must be one 
specified in an ENTRY POINT phrase in the independent program.

c. If the program being called has been developed via another 
1 language, routine-name must be the program’s identification: or

entry-name according to the rules of that language.
d. The implied entry point (PROGRAM-ID) of a program written in 
i: ■ COBOL is 7 the first nondeclarative procedural statement. This

entry point is produced automatically by the compiler. The 
implied exit point follows immediately after the last procedural 
statement in the source program and is also produced 
automatically. It is the effective exit point when a program is 
called by its PROGRAM-ID program-name.

e. Any object program produced by the COBOL compiler can be called
d7 as a program from other object programs. COBOL object programs

may also have multiple entry points that can be called and 
executed from other object programs. Normally, such programs 
should not contain STOP RUN. The program or entry point 
procedures should be written to allow control to eventually pass 
to an appropriate exit point. An EXIT paragraph must be used if 
a program has alternative routes to the exit point. At least one 
EXIT entry-name must be specified for each explicit entry-name in 
a program.

f. A called program may CALL other COBOL programs by implied entry 
point or by entry—names specified within the other programs. 
Entry point procedures may CALL entry—names in other programs; 
however, caution must be exercised to avoid a CALL into a program 
which has any previous active CALL still current. A program must 
not call its own PROGRAM-ID program-name or entry-names within 
itself.

g. The USING phrase is utilized to specify an argument list for the 
program being called. The USING arguments are not valid when a 
CALL references a COBOL program by its PROGRAM-ID program-name. 
They are dvalid when referencing explicit entry points within a 
program. The order and descriptions of the arguments must 
conform to the called program’s requirements. At most, ten: 
arguments may be specified. :
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h. The USING phrase specifies ’input and  output arguments to the 
called program. USING data-names must reference working-storage 
data items with level-numbers of 01 or 77, or items in files for 
which a PROCESS AREA is specified. A USING argument may be a 
file-name, in which case the object program argument will be a 
file control table pointer. File-names are not valid arguments 

tlljl when calling a COBOL program; they are restricted to called 
programs developed in another language.

* 1 1

1. USING data-names must not be subscripted.
j. The number of USING arguments specified in a CALL to an explicit 

entry-name must correspond exactly with the number of USING and 
''it./' GIVING arguments specified in its ENTRY POINT phrase and the data 

descriptions for each corresponding argument must be identical. 
|||i|| Arguments may not be larger than 256 words.

2. The ENTRY POINT phrase provides a way to define entry points into a 
program other than the implied entry point (the PROGRAM-ID 
program-name) which is the first nondeclarative procedural statement.
The fo1lowing conventions govern the use of ENTRY P0INT:
a. The entry-name specified must not contain more than six 

characters, at least one of which is nonnumeric and the first of 
which is nonzero. The entry-name must not be the same as the 
PROGRAM-ID program-name. Refer to the reserved GMAP location 
symbols in Appendix F of the COBOL User s Guide.1

b. An ENTRY POINT phrase can be used in any location in the 
Procedure Division except within the declarative portion.

c. There must be no path of program flow to an ENTRY POINT phrase 
^ili^ll'^I^Wibhin the program containing the ENTRY POINT phrase.
d> An ENTRY POINT phrase may only be referenced by calls from 

external programs. It must not be referenced by a CALL from 
within the program in which it resides.

e. The user may specify as many ENTRY POINT phrases as desired for a 
particular subprogram. .

f. For each ENTRY POINT phrase there must be at least one EXIT 
tWBB• entry-name statement to provide the exit point for any CALL which

references the entry-name.
g. The USING phrase specifies an input argument list for an ENTRY 

POINT phrase The USING data-names must be Level 77 or 01 items 
specified in the Working-Storage Section. When a CALL references 
an entry point with USING arguments, the compiler generates word 
moves for each argument, using the indirect ,address specified in 
the CALL as a sending field and the corresponding data-name from 
the USING argument list of the entry point as a receiving field.

|||||||<^ of 'the corresponding arguments must be
identical. ■. Procedural statements following a particular entry 
point will not be executed until all USING argument moves are 

;/cbmplete.: "
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h. The GIVING option is used to specify an output argument list for 
an ENTRY POINT phrase. The GIVING data-names must be level 77 or 
01 items specified in the Working-Storage Section. When a CALL 
references an entry point with GIVING arguments, the compiler 
generates word moves for each argument, which will be executed on 
an EXIT entry-name for the referenced ENTRY POINT phrase.
The GIVING option uses the corresponding indirect address 
specified in the CALL as a receiving field and the corresponding 
data-name from the GIVING argument list for the entry point as a 
sending field.

i. The user must assure a one-to-one correspondence between the CALL 
USING arguments and the ENTRY POINT USING/GIVING arguments. The

Iformats for the corresponding arguments must be identical. 
Arguments may not be larger than 256 words.

j. USING/GIVING data-names must not be subscripted.
k. An entry-name must not be used on a $ ENTRY card.

3. The POPUP option permits extended use of PERFORM statements. Each 
executed PERFORM statement causes an exit link to enter a pushdown 
stack which services all PERFORMS. The stack is arranged so that only 
the exit mechanism for the latest PERFORM executed may be engaged. If 
control passes to any other exit mechanism, even if a relevant PERFORM 
is active, control is passed to the next statement in the written 
sequence. When the exit mechanism of the latest executed PERFORM is 
reached, the exit link is removed and the stack is ’popped up’ before 
control is returned. This stack structure permits recursive performs, 
nested performs with crossing ranges, and multiple active performs 
with a common exit point. (If such extended capabilities are employed, 
the user must supply moves as necessary to avoid unintended overlaying 
of data with new values.) The pushdown stack approach inherently 
requires that all ’popups  eventually occur in an orderly manner. This 
means that control must eventually reach the exit mechanism of any 
active PERFORM; and for nested performs control must pass to the exit 
mechanisms in the logical order ’innermost to outermost’. POPUP 
permits this inherent control to be circumvented. When the control 
sequence is prepared in such a way that not all exit mechanisms will 
be operated in the required order, POPUP must be employed to remove 
the unused exit links from the stack. The simplest example of such a 
situation is a GO TO statement transferring control outside of a 
PERFORM range without a subsequent return to the range.

*
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The fol1owing rules apply t o POPUP:
a. Procedure-name must be the name of the last paragraph or section 

in the range of a currently active PERFORM.
b. POPUP removes all exit links from the stack up to and including 

those associated with the exit mechanism following the 
’procedure-name’ paragraph or section. POPUP does not return 
control for any exit link; it merely passes control to the 
statement following it in the source program after its action on 
the stack.

c. If control permanently leaves a PERFORM rangef the memory area 
allocated for the stack will eventually overflow if the PERFORM 
is repeatedly executed unless POPUP is used. Stack overflow 
aborts the object program.

d. If the exit mechanism of an active PERFORM is deliberately 
bypassed, the exit mechanisms for prior PERFORM statements which 
are still active cannot return control unless POPUP is used.

e. POPUP must not reference an entry-name specified by the ENTRY 
POINT phrase.
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The EXAMINE statement is used to replace 
occurrences of a given character in a data item.

and/or count the number of

Format 1:

EXAMINE identifier TALLYING
UNTIL FIRST
ALL
LEADING

REPLACING BY literal-2

Format 2:

EXAMINE identifier REPLACING
ALL iLEADING L literal-3
CUNTIL J FIRST J

BY literal-4

Syntax Rules:

1. The description of ’identifier  must be such that its usage is DISPLAY 
(explicitly or implicitly).

*

2. Each literal must consist of a single character belonging to a class 
consistent with that of ’identifier.  In addition, each literal may be 
any figurative constant except ALL.

*

3. A signed numeric literal is not permitted in the EXAMINE statement.

General Rules:

1. Examination proceeds as follows:
a. For nonnumeric data items, examination starts at the leftmost 

character and proceeds to the right. Each character in the data 
item specified by the identifier is examined in turn.

b. If a data item referred to by the EXAMINE statement is numeric, 
it must consist of numeric characters and may possess an 
operational sign. Examination starts at the leftmost character 
and proceeds to the right. Each character is examined in turn. If 
the letter S  is used in the PICTURE character-string of the 
data item description to indicate the presence of an operational 
sign, the sign is completely ignored by the EXAMINE statement.

**
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2. The TALLYING phrase creates an integral count which replaces the value 
of a special register called TALLY. The count represents the number 
of:
a. Occurrences of literal-1 when the ALL option is used.
b. Occurrences of literal-1 prior to encountering a character other 

than literal-1 when the LEADING option is used.
c. Characters not equal to literal-1 encountered before the first 

occurrence of literal-1 when the UNTIL FIRST option is used.
3. When any of the options in the REPLACING phrase are used, the 

replacement rules are as follows, subject to the qualifications stated 
in General Rule 2:

When the ALL option is used, then literal-2 or literal-4 is 
substituted for each occurrence of literal-1 or literal-3.
When the LEADING option is used, the substitution of literal-2 or 
literal-4 terminates as soon as a character other than literal-1 
or literal-3 or the right-hand boundary of the data item is 
encountered.
When the UNTIL FIRST option is used, the substitution of 
literal-2 or literal-4 terminates as soon as literal-1 or 
literal-3 or the right-hand boundary of the data item is 
encountered.
When the FIRST option is used, the first occurrence of literal-1 
or literal-3 is replaced by literal-2 or literal-4.
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The EXIT statement is used to define the exit 
procedures or to define the exit point for the logical

point for a series of 
end of a called program.

General Format:

paragraph-name.

EXIT IIIrPROGRAM -

U^entry-name Jr

Syntax Rules:

1. The EXIT statement must appear in a sentence by itself.
2. The EXIT sentence must be preceded by a paragraph-name and must be the 

only sentence in the paragraph.

General Rules:

It is sometimes necessary to transfer control to the end point of a 
series of procedures. This is usually accomplished by transferring 
control to the next paragraph or section, but in some cases this does 
not have the required effect. (For example, the point to which control 
is to be transferred may be at the end of a range of procedures 
governed by a PERFORM, a SORT, a MERGE, or could be at the end of a 
declarative section.) The EXIT statement is provided to enable a 
procedure-name to be associated with such a point. If such a procedure 
has only a single control path to the exit point, the EXIT statement 
is.not required. If the procedure has alternative paths to the exit 
point, an EXIT paragraph should be employed, and the various paths 
should then transfer control to the EXIT paragraph.

The PERFORM statement, the SORT statement’s INPUT PROCEDURE and
OUTPUT PROCEDURE phrases, and the MERGE statement’s

require procedure-names referenced as follows:
OUTPUT PROCEDURE

...procedure-name-1 THRU procedure-name-2
The end of procedure-name-2 is the ’exit point’ if the THRU option is 
used; otherwise the end of procedure-name-1 is the exit point. The 
presence of intervening EXIT paragraphs does not affect this rule. If 
an EXIT paragraph is needed, it must be placed at the proper exit 
point.
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3. If control reaches an EXIT statement without the PROGRAM or entry-name 
option and no associated PERFORM/ SORT/ MERGE/ or USE statement is 
active or if control reaches an EXIT PROGRAM statement and no CALL 
statement is active/ controlfalls through the EXIT point to the first 
sentence of the next paragraph.

4. O|lcontro1 reaches an EXIT PROGRAM statement while the program is 
being executed as the result of a CALL statement, control returns to 
the point in the calling program immediately following the CALL 
statement.

5. The EXIT PROGRAM or EXIT entry-name statement must not be used in the 
declarative section.

6. The EXIT entry-name option defines an exit point for a specific 
entry-name which is given in the associated ENTRY POINT phrase. The 
entry—name must be defined by the ENTRY POINT phrase in the same 
program as the EXIT entry-name.

7. More than one exit point may be specified for any given entry point/ 
but there must be at least one EXIT entry-name for each entry point 
specified.

8. If control reaches an EXIT entry-name statement, a check is made to 
determine if the entry-name corresponds to the currently active entry 
point. If they correspond/ the exit mechanism passes the GIVING 
arguments specified for the entry point/ restores all registers/ and 
returns control to the point immediately following the CALL statement 
for the given entry-name. If the EXIT does not correspond to the 
entry-name, control will pass through the EXIT entry-name statement to 
Bhe■' f i r s t s e n ten c e o fthe next p ar ag r aph. ,, ..

7-56 DD25



GENERATE GENERATE

The GENERATE statement is used to 
Division control.

present a report entry based on Procedure

General Format:

GENERATE identifier

Syntax Rule:

Identifier represents a TYPE DETAIL report group or an RD entry.

General Rules:
i

1. If identifier represents the name of a TYPE DETAIL report group, 
GENERATE performs all the relevant automatic operations and produces 
an actual output DETAIL report group (detail reporting).

2. If identifier is the name of an RD entry, GENERATE performs all the 
relevant automatic operations and updates the FOOTING report group(s) 
within the report without producing an actual DETAIL report group 
associated with the report. Thus it increments all SUM counters 
associated with the report description (summary reporting). If the 
report includes more than one TYPE DETAIL report group, all SUM 
counters are incremented each time such a GENERATE is executed.

3. GENERATE produces the following automatic operations (as needed):

a. Steps and tests the LINE-COUNTER to produce appropriate PAGE i£i||
BillilOll FOOTING and/or PAGE HEADING report groups .
Increments PAGE-COUNTER when a PAGE or OVERFLOW condition is 
determined.

b. Recognizes any specified CONTROL breaks to produce appropriate 
CONTROL FOOTING and/or CONTROL HEADING report groups.

c. Accumulates all specified identifiers into the SUM counters. 
Resets the SUM counters on an associated control break. Performs 
an updating procedure between control break levels for each set 
of SUM counters.

d. Executes any specified routines defined by the BEFORE REPORTING 
phrase of a USE statement before producing the associated report 
group(s).
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4. During the execution of the first GENERATE statement referring to a 
report or to a DETAIL report group within a report, all CONTROL 
HEADING report groups specified for the report are produced in the 
order major...minor, immediately followed by any DETAIL report group 
specified in the statement. If an identifier control break is 
recognized when a GENERATE statement is executed (other than the first 
one executed for a report), all CONTROL FOOTING report groups 
specified for the report are produced from the minor report group up 
to and including the report group specified for the identifier which 
caused the control break. The CONTROL HEADING report group(s) 
specified for the report, from the report group specified for the 
identifier which caused the control break down to the minor report 
group, are then produced in that order. The DETAIL report group 
specified in the GENERATE statement is then produced.

5. When data is implicitly moved to a report group description entry, it 
is edited according to the rules described under the MOVE statement.
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The GO TO statement is used to transfer control 
Procedure Division to another.

from one part of the

Format 1:

GO TO name

Format 2:

GO TO procedure-name-1 £, procedure-name-2j

, procedure-name-n DEPENDING ON identifier

Syntax Rules:

or section in the

described with no

one

of a numeric elementary item 
of the assumed decimal point.

Identifier is the name 
positions to the right

Each procedure-name must be the name of a paragraph 
Procedure Division.

A GO TO...DEPENDING 
procedure-name.

more thanON statement requires

General Rules:

1. When a Format 1 GO TO statement is executed, control is transferred to 
procedure-name-1 or to another procedure-name if the GO TO statement 
was modified by an ALTER statement.

2. If procedure-name-1 in Format 1 is not specified, an ALTER statement 
that refers to this GO TO statement must be executed prior to the 
execution of this GO TO statement.

3. When the Format 1 GO TO statement is referred to by an ALTER 
statement, the following rules apply whether or not procedure-name-1 
is specified:
a. The GO TO statement must have an associated paragraph-name.
b. The GO TO statement must be the only statement in the paragraph.
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4. When a Format 2 GO TO statement is executed, control is transferred to 
procedure-name-1, procedure—name—2,, procedure—name—n, depending on 
the value of the identifier being 1, 2, n. If the value of
identifier is anything other than the positive or unsigned integers 1, 
2, n, then a transfer does not occur and control passes to the
next statement in the normal sequence for execution.
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An IF statement causes a condition to be evaluated. The subsequent action 
of the object program depends on whether the value of the condition is true or 
false.

General Format:

IF condition
statement-1

NEXT SENTENCE KELSE
[else

statement-2
NEXT SENTENCE

Syntax Rules:

1. Statement-1 and statement-2 represent either a conditional statement 
or an imperative-statement, and either may be followed by a 
conditional statement.

2. The ’ELSE NEXT SENTENCE’ phrase may be omitted only 
precedes the final period of the sentence.

3. ’Conditions' are described at the beginning of this

if it immediately

section.

General Rules:

1. When an IF statement is executed, the following action takes place:
a. If the condition is true, the statements immediately following 

the condition (represented by statement-1) are executed and 
control then passes implicitly to the next sentence.

b. If the condition is false, either the statements following ELSE 
are executed or, if the ELSE phrase is omitted, the next sentence 
is executed.

2. When an IF statement is executed and the NEXT SENTENCE phrase is 
present, control passes explicitly to the next sentence depending on 
the truth value of the condition and the placement of the NEXT 
SENTENCE phrase in the statement.

3. Statement-1 and statement-2 may contain an IF statement. In this case, 
the IF statement is said to be nested.
IF statements within IF statements may be considered as paired IF and 
ELSE combinations, proceeding from left to right. Thus, any ELSE 
encountered is considered to apply to the immediately preceding IF 
that has not been already paired with an ELSE.

4. When control is transferred to the next sentence, either implicitly or 
explicitly, control passes to the next sentence as written or to a 
return mechanism of a PERFORM or a USE statement.
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The INITIATE statement is used to begin processing a report.

General Format:

INITIATE
report-name-1 , report-name-2
AT >T >

Syntax Rule:

Each report-name specified in an INITIATE statement must be defined by 
a report description entry in the Data Division.

General Rules:

1. INITIATE resets to zero all data-name entries associated with this 
report which contain SUM clauses (SUM counters)•

2. The PAGE-COUNTER, if specified, is initially set to one (1). After 
the execution of an INITIATE statement for a given report, the 
contents of PAGE-COUNTER for that report may be changed using a 
Procedure Division statement.

3. The LINE-COUNTER, if specified, is automatically set to zero (0) by 
the INITIATE statement.

4. A report can be reinitiated after it has been terminated.
5. If the ALL phrase is specified, all reports defined in the Report 

Jfeection of the Data Division are initiated.
6. INITIATE does not open the file with which the report is associated. 

An OPEN statement for the file must be executed before the INITIATE 
statement.
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The MERGE statement combines two or more identically sequenced files on a 
set of specified keys, and during the process makes records available, in merged 
order, to an output procedure or to an output file.

General Format:

DESCENDING
KEY data-name-1 Q, data-nameMERGE file-name-1 ON

ASCENDING

DESCENDING
KEY data-nameON

ASCENDING

data-name-4

■ file-name

section-namb-2section-name-1OUTPUT PROCEDURE IS
THROUGH

GIVING file-name-5

THRU

USING file-name-2, file-name-3

Syntax Rules:

1. File-name-1 must be described in a sort-merge fi1e description entry 
in the Data Division.

2. Section—name—1 represents the name of an output procedure•
3. File-name-2, file-name-3, file-name-4, and file-name-5 must be 

described in a fi1e description entry, not in a sort-merge file
/description entry, in the Data Division. The actual size of the 
logical record(s) described for file-name-2, file-name-3, file-name-4, 
and file-name-5 must be equal to the actual size of the logical 
record(s) described for file-name-1. If the data descriptions of the 

; elementary items that make up these records are not identical, the 
corresponding records must be described in such a manner to cause 
equal amounts of memory to be allocated for the corresponding records.

4. The data-names may be qualified.
5. . The words THRU and THROUGH■are- equivalent•' 1
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6. No more than one file-name from a multiple file reel can appear in the 
MERGE statement.

7. File-names must hot be repeated within the MERGE statement.
8. MERGE statements may appear anywhere except in the declarative portion 

of the Procedure Division or in an input or output procedure 
associated with a SORT or MERGE statement.

General Rules:

1. The data-names following the word KEY are listed from left to right in 
the MERGE statement in order of decreasing significance without regard 
to how they are divided into KEY phrases. In the format, data-name-1 
is the major key,:data-name-2 is the next most significant key, etc.
a. When the ASCENDING phrase is used, the merged sequence will be 

from the lowest value of the contents of the data items 
identified by the KEY data-names to the highest value, according 
to the rules for comparison of operands in a relation condition.

b. When the DESCENDING phrase is used, the merged sequence will be 
from the highest value of the contents of the data items 
ident i f ied by the KEY da ta-names to the lowest value, according 
to the rules for comparison of operands in a relation condition.

2. When more than one description entry:appears in a merge file
description, the KEY data items need be described in only one of the 
record descript ion entries♦ Each KEY data item must occur in every 
data record of the merge file and must have the same relative position 
and actual format in all records. The PICTURE and USAGE of a given 
KEY data item must be the same for all records on the merge f ile. If 
a KEY data item is synchronized or justified, it must be identically 
synchronized or justified in all records on the merge file. The KEY 
data item descriptions must not contain an OCCURS clause nor be 
subordinate to entries containing an OCCURS clause. The KEY data 
items must not require subscripting or indexing. The dominant record 
size is set equal to the size of the first record described in the 
sort-merge file description entry (SD) in the Data Division. (See 
Section IX, File Ordering - SORT and MERGE, in y the < COBOL User/s

f Guide.).'
3. The MERGE statement will merge all records containedf :on file-name-2,

file-name-3, and file-name-4. The files referenced in the MERGE
statement must not be open when the MERGE statement is executed. 
These files are automatically opened and Closed by the merge process 
with all implicit functions performed,! such as the execution of any 
associated USE procedures. The terminating function for all files is 
performed as if the CLOSE statement had been explicitly written 
w ithout optional phrases.
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4. The output procedure, if present, must consist of one or more sections 
that are written consecutively in the source program and do not form a 
part of any other procedure. The output procedure must include at 
least one RETURN statement in order to make merged records available 
for processing. Control must not be passed to the output. procedure 
except when a related SORT or MERGE statement is being executed. The 
output procedure may consist of any procedures needed to select, 
modify, or copy the records that, are being returned, one at a time in 
merged order, from file-name 1. The Restrictions on the procedural 
statements within the output procedure are:

*

a. The output procedure must contain no tr ansfers of contr o1 to 
points outside the output procedure; ALTER, GO TO, and PERFORM 
statements in the output procedure are not permitted to refer to 
procedure-names outside the output procedure. COBOL statements 

If. that cause an imp1ied transfer of control by the compiler to the 
declarative section are allowed.

i b, The ou tpu t procedure must con tai n no S ORT or MERGE statements.''
ill. The remainder of the Procedure Division must contain no transfers
fof control to points inside the output procedures; ALTER, GO TO, 

and PERFORM statements in the remainder of the Procedure Division 
are not permitted to refer to procedure-names within the output 
procedure.

5. If OUTPUT PROCEDURE is specified, control passes to it during 
execution of the MERGE statement. The compiler inserts a return 
mech an i sm at the end of the last section in the output procedure.

I When control passes from the last statement in the output procedure, 
the return mechanism provides for termination of the merge procedure, 
and then passes control to the next statement after the MERGE 

' statement. Before entering the output procedure, the merge procedure 
reaches a point at which it can select the next record in merged order 
When requested. The RETURN statements in the output procedure are the 
requests for the next record.

6. Segmentation, a s de fined in the COBOL User s Guide, can be applied to 
programs containing the MERGE statement. • However, the following 
restrictions apply:

1

a. If the MERGE statement appears in a section that is not in an 
independent segment, any output procedure referenced by that 
MERGE statement must appear:
(1) ■... Totally wi thin > nonindependent segments, or <
(2) Wholly contained in a single independent segment.

b. If a MERGE statement appears in an independent segment, any 
output procedure referenced by that MERGE statement must be 
contained:
(1) Totally within nonindependent segments, or; : :
(2) Wholly within the same independent segment.
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7. Ilf the GIVING phrase is specified, all of the merged records .on
file-name-1 are automatically written on file-name-5 as the implied 
ou t pu t: ■ procedure for : th 1 s ■ MERGE s tatemen t♦

8. lBn the case of an equal compare, according to the rules for comparison
of operands in a relation condition, on the contents of the data items 
identified by all the KEY data-names between records from two or more 

: input files (f ile—name—2, file—name—3, flie—name—4, ♦ ♦ •) , the records 
are, written on file-name-5 or returned to the output proceduret 
^depending on the phrase specified, in the order that the associated 
/input files are specified in the MERGE statement.

Special Considerations:

1. Key da ta i tems mus t not be de scr ibed with USAGE COMPUTATIONAL-4♦
2. For information concerning the merging of records described with an 

^OCCURSDEPENDING clause, refer to the Variable-Length Records
paragraph in the MERGE portion of Section IX in the COBOL User’s
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b. When a numeric or numeric edited item is the receiving item, 
alignment by decimal point and any necessary zero-filling takes 
place as defined under the Standard Alignment Rules, except where 
zeros are replaced because of editing requirements.
• When a signed numeric USAGE DISPLAY or USAGE COMP’4  data 

item is the receiving item, the sign of the sending item is 
placed in the receiving item. Conversion of the 
representation of the sign takes place as necessary. If the 
sending item is unsigned, a positive sign is generated for 
the receiving item.

*

• When a USAGE COMPUTATIONAL or a USAGE COMP-1, COMP-2, or 
lOiifil data item is the receiving item, the sign of the
sending item is placed in the implicitly signed receiving 
item. If the sending item is unsigned, the receiving item 
will be positive.

• When an unsigned numeric item is the receiving item, the 
absolute value of the sending item is moved and no 
operational sign is generated for the receiving item.

• When a data item described as alphanumeric is the sending 
item, data is moved as if the sending item were described as 
an unsigned numeric integer.

c. When a receiving field is described as alphabetic, justification 
and any necessary space-filling takes place as defined under the 
JUSTIFIED clause and the Standard Alignment Rules. If the size 
of the sending item is greater than the size of the receiving 
item, the excess characters are truncated on the right after the 
receiving item is filled.

Any MOVE that is not an elementary move is treated exactly as if it 
were an alphanumeric-to-alphanumeric elementary move, except that 
there is no conversion of data from one form of internal 
representation to another. In such a move, the receiving area will be 
filled without consideration for the individual elementary or group 
items contained within either the sending or receiving area, except as 
noted in the rules for the OCCURS clause*
If the CORRESPONDING option is used, selected items within 
identifier-1 are moved, with any required editing, to selected items 
within identifier-2. Items are selected by matching the data-names of 
items defined within identifier-1 with like data-names of items 
defined within identifier-2 according to the following rules:
a. At least one of the items must be an elementary item.
b. The respective data-names are the same including all

qualifications up to but not including identifier-1 and 
identifier-2.

c. A MOVE CORRESPONDING statement must not reference items having 
level-numbers 66, 77, or 88, or items described with the USAGE IS 
INDEX clause.

d. Any data-names which are subordinate to identifier-1 or 
identifier-2 and which have REDEFINES, RENAMES, OCCURS, :USAC?t

clauses are ignored, as well as any data-names which are 
subordinate to the data-names that contain REDEFINES, RENAMES, 
OCCURS , clauses.
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This restriction does not prevent identifier-1 or identifier-2 
from having REDEFINES or OCCURS clauses or from being subordinate 
to data-names having REDEFINES or OCCURS clauses.
In the execution of ’MOVE CORRESPONDING ABLE TO BAKER’, where the 
respective data descriptions are as follows:

REDEFINES)r nor will S be moved (it is 
REDEFINES); the same applies if the REDEFINES

03 ABLE 03 BAKER
04 P 04 P
04 Q 04 Q
04 R REDEFINES Q 04 R
05 S 05 S

P and Q will be moved, but R will not be moved (it is a 
subordinate to a 
had been in BAKER.

Each CORRESPONDING source item is moved in conformity with the 
description of the receiving area. The results are the same as 
if the user had referenced each pair of CORRESPONDING data-names 
in separate MOVE statements.

6. The following chart presents the relationship between the legality of 
a MOVE and the General Rules (above) which affect the given category.

Category of Sending 
Data Items

Category of Receiving Data Item

Alphabetic
Alphanumeric 

Edited
Alphanumeric

Numeric Integer
Num. Noninteger
Numeric Edited

Alphabetic Legal/3c Legal/3a Illegal/2a

Alphanumeric Legal/3c Legal/3a Legal/3b

Alphanumeric Edited Legal/3c Legal/3a Illegal/2a

Integer
Numeric

Illegal/2b Legal/3a Legal/3b

Noninteger Illegal/2b Illegal/2b Legal/3b

Numeric Edited Illegal/2b Legal/3a Illegal/2a

When a sending and a receiving item in a MOVE statement share a part 
of their memory areas, the result of the execution of such a statement 
is undefined.
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4. If a label record is specified for the file, the label is processed 
according to the standard beginning label convention. The behavior of 
the OPEN statement when a label record is specified but not present, 
or when a label record is not specified but is present, is undefined. 
If specified by the USE statement, a user’s label.procedure.is 
executed. The order of execution of these two processes is specified 
by the USE statement. If label records are indicated as present by a 
LABEL RECORDS clause, the user’s beginning label procedure (if 
specified by a USE statement) is executed before or after (as 
indicated) checking but subsequent to writing the first label.

5. The NO REWIND phrase can be used only with a sequential single 
reel/unit. (Refer to the CLOSE statement.)

6. If the external medium for the file permits rewinding, the following 
rules apply:
a. When the NO REWIND phrase is not specified, execution of the OPEN 

statement causes the file to be positioned at its beginning.
b. When the NO REWIND phrase is specified, execution of the OPEN 

statement does not cause the file to be repositioned. Therefore, 
when the NO REWIND phrase is specified, the file must have been 
positioned at its beginning.

7. If an input file is designated with the OPTIONAL phrase in the 
FILE-CONTROL paragraph of the Environment Division, the object program 
causes an interrogation for the presence or absence of this file. If 
the file is not present, the first READ statement for this file causes 
the imperative-statement in the AT END phrase to be executed.

10.

The 1-0 option permits the opening of a mass storage file for both 
input and output operations. Since this option implies the existence 
of the file, it cannot be used if the mass storage file is being 
initially created.
When 1-0 is specified and the LABEL RECORDS clause indicates label 
records are present, the execution of the OPEN statement includes the 
following steps:
a. The label (if it exists) is checked in accordance with the 

standard conventions for input-output label checking.
b. The user's beginning label procedure, if one is specified by the 

USE statement, is executed.
c. The new label is written in accordance with the standard 

conventions for input-output label writing.
When processing mass storage files for which the access mode is 
sequential, the OPEN statement supplies the initial address of the 
first record to be accessed.

11. An OPEN statement may not be executed as a part of a label procedure 
fappearing in the declarative portion of a program.
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The PERFORM statement is used to depart from the normal sequence of 
procedures to execute one or more procedures a specified number of times, or 
until a condition is satisfied, and then return to the normal sequence.

Format 1:

r THRU
PERFORM procedure-name-1 THROUGH J► procedure-name-2

Format 2:

PERFORM procedure-name-1 procedure-name-2

TIMES

Format 3;

UNTIL condition-1

Tthru
PERFORM procedure-name-1 < > procedure-name-2

_ L THROUGH J

Format 4:

PERFORM procedure-name-1 procedure-name-2

VARYING
identifier-1
index-name-1

identifier-2
index-name-2
literal-1
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PERFORM PERFORM

1 identifier-3
BY Ik UNTIL condition-1
— 1^literal-2 J

ridentifier-4 1 f identifier-5
AFTER « r FROM index-name-4 /»
.... ^index-name-3 J ^literal-3 J

1ridentifier-6 1
BY < > UNTIL condition-2—■ 1 <literal-4 >I

r iridentifier-7 1
AFTER <I. index-name-5 . 1

—J
1 identifier-8 1 1 identifier-9 ]

FROM 5 index-name-6 r — i UNTIL condition-31^literal-5 > I — <literal-6 J

Syntax Rules:

Each procedure-name is the name of a section or paragraph in the 
Procedure Division.

2. Each identifier represents a numeric elementary item described in the 
Data Division. In Format 2 and in Format 4 with the AFTER optiont each 
identifier represents a numeric item with no positions to the right of 
the assumed decimal point.

3. Each literal represents a numeric literal.
4. The words THRU and THROUGH are equivalent.

General Rules:

1. The range of a PERFORM starts with the first executable statement in 
procedure-name-1 and continues in logical sequence through the last 
executable statement of: 
a. Procedure-name-2 if specified, or
b. Procedure-name-1 if procedure-name-2 is not specified.
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2. When the PERFORM statement is executed, control is transferred to the 
first statement of the procedure named procedure-name-1. An automatic 
return to the statement following the PERFORM statement is established 
as follows:
a. If procedure-name-1 is a paragraph-name and procedure-name-2 is 

not specified, then the return occurs after the last statement of 
the procedure-name-1 paragraph.

b. If procedure-name-1 is a section-name and procedure-name-2 is not 
specified, then the return occurs after the last statement of the 
last paragraph of the procedure-name-1 section.

c. If procedure-name-2 is specified and is a paragraph-name, then
the return occurs after the last statement of the
procedure-name-2 paragraph.

d. If procedure-name-2 is specified and is a section-name, then the 
return occurs after the last statement of the last paragraph of 
the procedure-name-2 section.

3.

The ’last statement*  performed in all of the above cases must allow 
control to pass to the return mechanism. There is no necessary 
relationship between procedure-name-1 and procedure-name-2 except that 
a consecutive sequence of operations is to be executed beginning at 
the procedure named procedure-name-1 and ending with the execution of 
the procedure named procedure-name-2. In particular, GO TO and PERFORM 
statements may occur between procedure-name-1 and the end of 
procedure-name-2, provided control eventually passes to the return 
mechanism of procedure-name-2. If it is desired to have two or more 
logical paths to the return mechanism, then procedure-name-2 must be 
the name of a paragraph consisting of the EXIT statement, to which all 
of these paths must lead.
When control passes to these procedures by means other than an 
implicit or explicit PERFORM statement and no related PERFORM is in 
progress, sequence of control will pass through the ’last statement 
to the following statement as if no PERFORM statement mentioning these 
procedures existed.
The PERFORM, statement for Formats 1 through 4 operates as follows, 
with Rule 3 above applying to all formats:
a. Format 1 is the basic PERFORM statement. A return to the 

statement following the PERFORM is inserted after the ’last 
statement’ as defined in Rule 2, and sequence control is sent to 
procedure-name-1 for execution once.

b. Format 2 is the TIMES option. The specified number of times must 
be an integer. The integer may be negative or zero, in which case 
control passes to the next statement. The PERFORM mechanism sets 
up a counter and tests it against the specified value before each 
transfer to procedure—name—1. The return mechanism after the 
’last statement’ steps the counter and then sends control to. the 
test. The test cycles control to procedure-name-1 the specified 
number of times, and after the last time sends control to the 
statement following the PERFORM.
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During execution of the PERFORM statement, reference to 
identifier-1 cannot alter the number of times the procedures are 
to be executed from that which was indicated by the initial value 
of identifier-1.

c. Format 3 is the UNTIL option. This option is similar to the TIMES 
option, except that an evaluation of a condition takes the place 
of counting and testing against a specified integer. The 
condition may be any simple or compound condition, as described 
under the Conditions paragraph in this section. When the 
condition is satisfied (true), control is transferred to the next 
statement after the PERFORM statement. If the condition is true 
when the PERFORM is entered, no transfer to procedure-name-1 
takes place and control is passed to the next statement after the 
PERFORM statement.

d. Format 4 is the VARYING option. This option is used to augment 
the value of one or more identifiers or index-names in an orderly 
fashion during the execution of a PERFORM statement. In the 
following discussion, every reference to identifier as the object 
of the VARYING and FROM (starting value) phrases also refers to 
index-names. When index-names are used, the FROM and BY phrases 
have the same effect as in a SET statement.
In Format 4, when one identifier is varied, identifier-1 is set 
to its starting value (the value of identifier-2 or literal-1) at 
the point of initial execution of the PERFORM statement; then, if 
the condition of the UNTIL phrase is false, the sequence of 
procedures, procedure-name-1 through procedure-name-2, is 
executed once. The value of identifier-1 is augmented by the 
specified increment or decrement value (the value of identifier-3 
or literal-2) and condition-1 is evaluated again. The cycle 
continues until this condition is true, at which point control 
passes to the statement following the PERFORM statement. If 
condition-1 is true at the beginning of execution of the PERFORM 
statement, control passes directly to the statement following the 
PERFORM statement.

ENTRANCE

to initial value (FROM)
Set identifier-1 equal

Execute procedure-name-1 
CTHRU procedure-name-2 3

4
Augment identifier-1 with 

its BY value

Flow Chart for the Varying Option of a PERFORM Statement Having One Condition 
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In Format 4, when two identifiers are varied, identifier-1 and 
identifier-4 are set to their initial values (the values of 
identifier-2 and identifier-5, respectively). During execution, 
these initial values must be positive. After initializing the 
identifiers, condition-1 is evaluated; if true, control is passed 
to the statement following the PERFORM statement; if false, 
condition-2 is evaluated. If condition-2 is false, 
procedure-name-1 through procedure-name-2 is executed once, then 
identifier-4 is augmented by identifier-6 or literal-4 and 
condition-2 is evaluated again. This cycle of evaluation and 
augmentation continues until condition-2 is true. When 
condition-2 is true, identifier-4 is set to its initial value 
(the value of identifier-5 or literal-3), identifier-1 is 
augmented by identifier-3 and condition-1 is re-evaluated. The 
PERFORM statement is completed if condition-1 is true; if not, 
the cycles continue until condition-1 is true. Identifier-3 and 
identifier-6 must not be zero. During execution of the PERFORM 
statement, reference to index-names or identifiers of the FROM 
phrase has no effect in altering the number of times the 
procedures are to be executed. Changing a value of index-names or 
identifiers of the VARYING phrase or identifiers of the BY 
phrase, however, will change the number of times procedures are 
executed.

ENTRANCE

Flow Chart for the Varying Option of a PERFORM Statement Having Two Conditions 
(Format 4)
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At the termination of the PERFORM statement, identifier-4 
contains its initial value, while identifier-1 has a value that 
exceeds the last used setting by an increment or decrement value, 
unless condition-1 was true when the PERFORM statement was 
entered, in which case identifier-1 and identifier-4 contain 
their initial values. When two identifiers are varied, 
identifier-4 goes through a complete cycle (FROM, BY, UNTIL) each 
time identifier-1 is varied. For three identifiers, the mechanism 
is the same as for two identifiers, except that identifier-7 goes 
through a complete cycle each time that identifier-4 is augmented 
by identifier-6 or literal-4, and identifier-4 in turn goes 
through a complete cycle each time identifier-1 is varied. The 
following flow chart illustrates the logic of the PERFORM 
statement when three identifiers are varied.

ENTRANCE

Flow Chart for the Varying Option of a PERFORM Statement Having Three Conditions
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After the completion of the PERFORM statement, identifier-4 and 
identifier-7 contain their initial values, while identifier-1 has 
a value that exceeds its last used setting by one increment or 
decrement value, unless condition-1 is true when the PERFORM 
statement is entered, in which case identifier-1, identifier-4, 
and identifier-7 all contain their initial values.

In general, pr o c e d u r e-name* 1 s hou 1 d not be the next statement after 
the PERFORM, If it is, the result is that the loop is executed one 
more time than was probably intended; since, after the PERFORM is 
satisfied, control passes to prpcedure-name-1 in the normal 
Hl||tinuation of the sequence.

If a sequence of statements referenced by a PERFORM includes another 
PERFORM statement, the sequence associated with the included PERFORM 
must itself either be totally included in, or totally excluded from, 
the logical sequence referenced by the first PERFORM.

For example, the following u sages are correc t:

x PERFORM a THRU m
a —:—---------
d PERFORM f THRU j

The fbllowing usage is incorrect:

X PE RFORM a THRU m 
a —■—:—*------- ’—i
d PERFORM f THRU j 
h 
m ———

j --- • .....  '

X PERFORM a THRU m .
d PERFORM f THRU j 
f ———-■—
|| —--—----- - —- J ||
J • .................................... 3 4. • .<•:<

The sequence of procedures assocfated with a PERF0RM staternent may
overlap or intersect the sequence associated with another PERFORM, 
provided that neither sequence includes the PERFORM statement 
associated with the pther sequence.
For example:

Correct Usage 
x PERFORM a THRU m

T a ...  -.... —
f --
m ■ -- ——----
3 ' ------------  'd PERFORM f THRU j

I nc or rec t Usage
x PERFORM a THRU m 
a ----------------
d PERFORM f THRU j 
f ----—|
m -- ...............j --------- —j ..
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7. A PERFORM statement that appears in a section whose priority-number is 
less than the SEGMENT-LIMIT, can have within its range only the 
following:

a. Sections, each of which has a priority-number less than 50, or
b. Sections wholly contained in a single segment whose 

priority-number is greater than 49.
8. A PERFORM, statement that appears in a section whose priority-number is 

equal to or greater than the SEGMENT-LIMIT, can have within its range 
only the following:

a. Sections, each of which has the same priority-number as that 
containing the PERFORM statement, or

b. Sections having a priority-number less than the SEGMENT-LIMIT.
9. When a procedure-name in a segment with a priority-number greater than 

49 is referred to by a PERFORM statement contained in a segment with a 
different priority-number, the segment referred to is made available 
in its initial state for each execution of the PERFORM statement.
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For sequential-access file processing, the READ statement makes available 
the next logical record from an input or input-output file and allows 
performance of a specified imperative-statement when end-of-file is detected.

For random-access file processing, the READ statement makes available a 
specified record from a mass storage file and allows performance of a specified 
imperative-statement if the contents of the associated ACTUAL KEY data item are 
found to be invalid.

Format 1 (Sequential-Access Files):

READ file-name RECORD [^INTO identifier J

AT END imperative-statement

Format 2 (Random-Access Files): * 2 3

READ file-name RECORD ^INTO identifier

INVALID KEY imperative-statement

Syntax Rules:

The INTO phrase must not be used when the input file contains logical
records of various sizes as indicated by their record descriptions. 
The storage area associated with ’identifier1 and the storage area 
which is the record area associated with the file-name must not be the
same storage area 
file.

File-name must not represent a sort file or a merge

2. Format 1 is used only for non-mass-storage files and for mass storage 
files in the sequential-access mode.

3. Format 2 is used for mass storage files in the random-access mode.

General Rules:

1. An OPEN statement must be executed for a file prior to the execution 
of the first READ statement for that file.
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2. If after reading the last logical record of a file another READ 
statement is initiated for that file, that last logical record is no 
longer available in its record area and the READ statement is 
completed by the execution of the AT END phrase. Attempts to access 
the record area after the AT END phrase has been executed will cause 
unpredictable results. After the AT END condition has been recognized 
for a file, a READ statement for that file must not be given without 
prior execution of a CLOSE statement and an OPEN statement for that 
file. (Refer to Section V of the COBOL User's Guide.)

3. When the logical records of a file are described with more than one 
record description, these records automatically share the same storage 
area; this is equivalent to an implicit redefinition of the area. Only 
the information that is present in the current record is accessible.

4. If the INTO phrase is specified, the current record is moved from the 
input area to the area specified by identifier according to the rules 
specified for the MOVE statement without the CORRESPONDING phrase. Any 
subscripting or indexing associated with identifier is evaluated after 
the record has been read and immediately before it is moved to the 
data item.

5. When the INTO phrase is used, the record being read is available in 
both the input record area and the data area associated with 
identifier.

6. If a file described with the OPTIONAL phrase is not present, the 
imperative-statement in the AT END phrase is executed on the first 
READ. The standard end-of-file procedures are not performed. (See the 
OPEN and USE statements, and the FILE-CONTROL paragraph in the 
Environment Division.)

7. If the end of a tape reel is recognized during execution of a READ 
statement, and the logical end of the file has not been reached, the 
following operations are accomplished:
a. The standard ending reel label procedure and the user's ending 

reel label procedure, if specified by the USE statement. The 
order of execution of these two procedures is specified by the 
USE statement.

b. A reel swap.
c. The standard beginning reel label procedure and the user's 

beginning reel label procedure, if specified. The order of 
execution is again specified by the USE statement.

d. The first data record of the new reel is made available.
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8. Format 2 is used for mass storage files in the random-access mode. 
The READ statement implicitly performs the function of the SEEK 
statement for a specific mass storage file. If such files are 
accessed for a specified mass storage record and the contents of the 
associated ACTUAL KEY data item are invalid, the INVALID KEY phrase is 
executed.

9. Regardless of the method used to overlap access time with processing 
time, the concept of the READ statement is unchanged in that a record 
is available prior to the execution of any statement following the 
READ statement.

10. | A READ siiilxrient may not be executed as a part of a label procedure 
tappearing in the declarative portion of a program.
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The RELEASE statement is used to transfer records to the initial phase of a 
sort operation.

General Format:

RELEASE record-name FROM identifier 2]

Syntax Rules:

1. The record—name must be the name of a logical record in an associated 
sort-Ooiigil file description entry and may be qualified.

2. The identifier and the record area associated with record-name must 
not be associated with the same storage area.

3. The RELEASE statement can be used only within the range of an input 
procedure associated with a SORT statement for a file whose sort-merge 
file description contains record—name. If the RELEASE statement is
|specified in any other app1icationf the object program will terminate 
abnormally«

General Rules:

1. If the FROM phrase is specified, the contents of the identifier data 
area are moved to record-name and the contents of record-name are then 
transferred to the initial phase of the sort process. Moving takes 
place in accordance with the rules for the MOVE statement without the 
CORRESPONDING phrase. The information in the record area is no longer 
available but the information in the identifier area is available.

2. After the RELEASE statement is executed, the contents/ of record-name 
are no longer available.

3. When control passes from the input procedure, the sort file, then 
consists of those records that were placed in it by the execution of 
RELEASE statements.
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The RETURN statement is used to obtain ordered records from the final phase 
of a sort or merge operation.

General Format:

RETURN file-name RECORD INTQ identifierJ

AT END imperative-statement

Syntax Rules:

The file-name must be described in a 
in the Data Division.

sort-merge file description entry

2. The identifier and the record area associated with file-name must not 
be associated with the same storage area.

3. The INTO phrase may be used only when the ordered file contains just 
one type of record.

4. The RETURN statement can be used only within the range of an output 
procedure associated with a SORT or MERGE statement for a file whose 
sort-mBrge file description contains file-name. If the RETURN 
statement is specified in any other application, the object program 
will terminate abnormally:*

General Rules:

1. When successive RETURN statements are executed, the records are 
delivered in the order specified by the KEY data-names described in 
the SORT ot MERGE statement. The next record becomes available for 
processing in the record area associated with file-name.

2. If the INTO phrase is specified, the current record is moved from the 
input area to the area specified by identifier in accordance with the 
rules for the MOVE statement without the CORRESPONDING phrase. When
?the INTO phrase is used, ’file-name RECORD;' is still available in the 
input record area.

3. After the AT END imperative-statement is executed, a RETURN stater ent 
must not be executed within the current output procedure.
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The SEARCH statement is used to search a table for a table element that 
satisfies the specified condition and to adjust the associated index-name to 
indicate that table element.

Format 1:

index-name-1
SEARCH identifier-1 VARYING

identifier-2

£at END imperative-statement-1 J

imperative-statement-2
WHEN condition-1

NEXT SENTENCE 

imperative-statement-3
WHEN condition-2

NEXT SENTENCE

Format 2:

SEARCH ALL identifier-1 AT END imperative-statement-1

WHEN condition-1
imperative-statement-2
NEXT SENTENCE

Syntax Rules:

In both Formats 1 and 2, identifier-1 must not be 
indexed, but its description must contain an OCCURS 
INDEXED BY phrase. The description of identifier-1 in 
also contain the KEY IS option in its OCCURS clause.

subscripted or 
clause and an 
Format 2 must

2. Identifier-2, when specified, must be described with USAGE INDEX or as 
a numeric elementary item with no positions to the right of the 
assumed decimal point. Identifier-2 is incremented by the same amount 
as, and at the same time as, the occurrence number represented by the 
index-name associated with identifier-1 is incremented.

3. In Format 1, condition-1, condition-2, etc., may be any condition as 
described previously in this section under Conditions.
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4. In Format 2, condition-1 may consist of a relation condition 
incorporating the relation EQUALS or EQUAL TO or equal sign, or a 
condition-name condition, where the VALUE clause that describes the 
condition-name contains only a single literal. Alternatively,
condition-1 may be a compound condition formed from simple conditions 
of the type just mentioned, with AND as the only connective. Any 
data-name that appears in the KEY phrase of identifier-1 may appear as 
the subject or object of a test or be the name of the conditional 
variable with which the tested condition-name is associated; however, 
all preceding data-names in the KEY phrase must also be included 
within condition-1. No other tests may appear within condition-1.

General Rules:

If Format 1 of SEARCH is used, a serial type of search operation takes 
place, starting with the current index setting.
specifyingindex-name-lisused and index-name-1 occurs in the INDEXED 
BY phrase associated with identifier-1, index-name-1 specifies the 
index which controls the execution of the SEARCH statement. If the 
VARYING phrase is not used or does not specify an index-name-1 which 
occurs in the INDEXED BY phrase associated with identifier-1, the 
index which controls the execution of the SEARCH statement is 
specified by the first index-name that appears in the INDEXED BY 
phrase associated with identifier-!.
a. If, at the start of execution of the SEARCH statement, the 

index-name associated with identifier-1 contains a value that 
corresponds to an occurrence number that is greater than the 
highest permissible occurrence number for identifier-1, the 
SEARCH is terminated immediately. Then, if the AT END phrase is 
specified, imperative-statement-1 is executed; if the AT END 
phrase is not specified, control passes to the next sentence.

b. If, at the start of execution of the SEARCH statement, the 
index-name associated with identifier-1 contains a value that 
corresponds to an occurrence number that is not greater than the 
highest permissible occurrence number for identifier-1, the 
SEARCH statement operates by evaluating the conditions in the 
order that they are written, making use of the index settings, 
wherever specified, to determine the occurrence of those items to 
be tested. If none of the conditions are satisfied, the 
index-name for identifier-1 is incremented to obtain reference to 
the next occurrence. The process is then repeated using the new 
index-name settings unless the new value of the index-name 
settings for identifier-1 corresponds to a table element which 
exceeds the last element of the table by one or more occurrences, 
in which case the search terminates as indicated in a. above. If 
one of the conditions is satisfied upon its evaluation, the 
search terminates immediately and the imperative-statement 
associated with that condition is executed; the index-name 
remains set at the occurrence which caused the condition to be 
satisfied.
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2. If Format 2 of SEARCH is used, a nonserial type of search operation 
takes place, in which case the initial setting of the index-name for 
identifier-1 is ignored and its setting is varied during the search 
operation in a manner which allows a ’binary search operation to be 
executed, with the restriction that at no time is it set to a value 
that exceeds the value which corresponds to the last element of the 
table, or that is less than the value that corresponds to the first 
element of the table. The index that controls the execution of the 
SEARCH statement is specified by the first index-name that appears in 
the INDEXED B Y ph rase associated with identifi e r -1. If condition-1 
cannot be satisfied for any setting of the index within this permitted 
range, control is passed to imperative-statement-1 when the AT END 
phrase appears, or to the next sentence when the AT END phrase does 
not appear; in either case the final setting of the index is not 
predictable. If condition-1 can be satisfied, the index indicates an 
occurrence that allows condition-1 to be satisfied, and control passes 
to imperative-statement-2.

1

3. After execution of imperative-statement-1, imperative-statement-2, or 
imperative-statement-3 that does not terminate with a GO TO statement, 
control passes to the next sentence.

4. In the VARYING index-name-1 phrase, if index-name-1 appears in the 
INDEXED BY phrase of another table entry, the occurrence number 
represented by index-name-1 is incremented by the same amount as, and 
at the same time as, the occurrence number represented by the 
index-name associated with identifier-1 is incremented.

5. If identifier-1 is a data item subordinate to a data item that 
contains an OCCURS clause (providing for a two- or three-dimensional 
table), an index-name must be associated with each dimension of the 
table through the INDEXED BY phrase of the OCCURS clause. Only the 
setting of the index-name associated with identifier-1 (and the data 
item identifier-2 or index-name-1, if present) is modified by the 
execution of the SEARCH statement. To search an entire two- or 
three-dimensional table, it is necessary to execute a SEARCH statement 
several times. Prior to each execution of a SEARCH statement, SET 
statements must be executed whenever index-names must be adjusted to 
appropriate settings.
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A diagram of the Format 1 SEARCH operation containing two WHEN phrases 
follows:

1 These operations are options included only when specified in the 
SEARCH statement.

2Each of these control transfers is to the next sentence unless the 
imperative-statement ends with a GO TO statement.
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The SEEK statement is used to initiate the accessing of a mass storage data 
record for subsequent reading or writing.

General Format:

SEEK file-name RECORD

Syntax Rule:

1. File-name must not represent a sort file or a .merge file.

General Rules:

1. The SEEK statement pertains only to mass storage files in the 
random-access mode and may be present prior to the execution of each 
READ and WRITE statement. However, due to the requirements of the 
operating system, the SEEK statement has no effect on the access of a 
record.

2. Two SEEK statements for the same mass storage file may logically 
follow each other.

3. SEEK s t a t J|B t may not be executed as a part of a labe 1 procedure 
^appearing in the declarative portion of a program.
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The SET statement is used to establish reference points for table-handling 
operations by setting index-names associated with table elements.

Format 1:

( index-name-1 F, index-name-2”] . . . z index-name-3
SET < U > TO < identifier-3

k identifier-1 identifier-2J ...J k literal-1

Format 2:

( BY x zidentifier-4
SET index-name-4 F, index-name-5 "]...< S <
--- u . I DOWN BY J kliteral-2

Syntax Rule:

1. All references to index-name-1/ identifier-1/ and index-name-4 apply 
equally to index-name-2/ identifier-2/ and index-name-5/ respectively.

General Rules:

1. All identifiers must name either index data items or elementary items 
described as an integer/ except that identifier-4 in Format 2 must not 
name an index data item. When a literal is used/ it.must be a 
positive integer. Index-names are considered related to a given table 
and are uniquely defined by being specified in the INDEXED BY phrase 
of the OCCURS clause.

2. >If the value contained in an index data item does not correspond to an 
occurrence number of an element in a table indexed by index-name-1, 
the results are undefined.

3. In Format 1/ the following action occurs:
Index-name-1 is set to that value corresponding to the occurrence 
number implied by the value of index—name—3t identifier—3r or 
literal-1. If identifier-3 is an index data item/ or if 
index-name-3 is related to the same table as index-name-1/ no 
conversion takes place.
If identifier-1 is an index data item, it may be set equal to 
either the contents of index-name-3 or identifier-3/ where 
identifier-3 is also an index data item. Literal-1 cannot be 
used in this case.
If identifier-1 is not an index data item/ it may be set only to 
an occurrence number that corresponds to the value of 
index-name-3. Neither identifier-3 nor literal-1 can be used in 
this case.
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d. The process is repeated for index-name-2, identifier-2, etc., if 
specified. Each time, the value of index-name-3 or identifier-3 
is used as it was at the beginning of the execution of the 
statement. Any subscripting or indexing associated with 
identifier-1, etc., is evaluated immediately before the value of 
the respective data item is changed.

4. In Format 2, the contents of index-name-4 are incremented (UP BY) or 
decremented (DOWN BY) by a value that corresponds to the number of 
occurrences represented by the value of literal-2 or identifier-4; 
thereafter, the process is repeated for index-name-5, etc. Each time, 
the value of identifier-4 is used as it was at the beginning of the 
execution of the statement.
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SORT SORT

The SORT statement is used to create a sort file by executing input 
procedures or by transferring records from another file; to sort the records in 
the sort file on a set of specified keys; and, in the final phase of the sort 
operation, to make available each record from the sort file, in sorted order, to 
some output procedures or to an output file.

General Format:

SORT file-name-1 ON
DESCENDING
ASCENDING

[, data-name-2 ]

KEY data-name-1

ON
DESCENDING
ASCENDING

KEY data-name-3 [, data-name-4 ] . . .

INPUT PROCEDURE IS section-name-1

USING file-name-2

OUTPUT PROCEDURE IS section-name-3

THRU
THROUGH

section-name-2

THRU
THROUGH

section-name-4

GIVING file-name-3

Syntax Rules:

1. File-name-1 must be described in a sort-merge file description entry 
in the Data Division. Each data-name must represent data items 
described in records associated with file-name-1.

2. Section-name-1 represents the name of an input procedure.
Section-name-3 represents the name of an output procedure.

3. File-name-2 and file-name-3 must be described in a file description 
entry (not in a sort-merge file description entry) in the Data 
Division. The actual size of the logical record(s) described for 
file-name-2 and file-name-3 must be equal to the actual size of the 
logical record(s) described for file-name-1. If the data descriptions 
of the elementary items that make up these records are not identical, 
the corresponding records must be described in such a manner to cause 
equal amounts of memory to be allocated for the corresponding records.
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4. The data-names may be qualified.
5. The words THRU and THROUGH are equivalent.

General Rules:

1. The KEY data-names are listed from left to right in the SORT statement 
in order of decreasing significance without regard to how they are 
divided into KEY phrases. In the format, data-name-1 is the major key 
and data-name-2 is the next most significant key.
a. When an ASCENDING phrase is used, the sorted sequence will be

from the lowest to the highest value of KEY according to the
rules for comparison of operands in a Relation condition.

b. When a DESCENDING phrase is used, the sorted sequence will be
from the highest to the lowest value of KEY according to the
rules for comparison of operands in a Relation condition.

2. When more than one record description entry appears in a sort file 
description, the key data items need be described only in one of the 
record description entries. Each key data item must occur in every 
data record of the sort file and must have the same relative position 
and actual format in all records. The PICTURE and USAGE of a given key 
data item must be the same for all records in the sort file. If a key 
data item is synchronized or justified, it must be identically 
synchronized or justified in all records in the sort file. The key 
data item descriptions must not contain an OCCURS clause or be 
subordinate to entries containing an OCCURS clause. Keys must be data 
items that do not require subscripting or indexing. The dominant 
record size is set equal to the size of the first record described in 
the sort file description entry (SD) in the Data Division. (See File 
Ordering - Sort and Merge in the COBOL User's Guide.)

3. If INPUT PROCEDURE is specified, control is passed to the input 
procedure before file-name-1 is sequenced by the SORT statement. The 
compiler inserts a return mechanism at the end of the last section in 
the input procedure; when control passes from the last statement in 
the input procedure, the records that have been released to 
file-name-1 will be sorted.

4. The input procedure, if present, must consist of one or more sections 
which must be written consecutively, and do not form a part of any 
output procedure. The input procedure must include at least one 
RELEASE statement in order to transfer records to the sort file. 
Control must not be passed to the input procedure except when a 
related SORT statement is being executed. The input procedure can 
include any procedures required to select, create, or modify records. 
Three restrictions apply to procedural statements within the input 
procedure:
a. The input procedure must contain no SORT statements or MERGE 

statements.
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b. The input procedure must contain no transfers of control to 
points outside the input procedure. That is, ALTER, GO TO, and 
PERFORM statements in the input procedure are not permitted to 
refer to procedure-names outside the input procedure. COBOL 
statements that cause an implied transfer of control to USE 
procedures are allowed.

c. The remainder of the Procedure Division must contain no transfers 
of control to points inside the input procedure. That is, ALTER, 
GO TO, and PERFORM statements in the remainder of the Procedure 
Division are not permitted to refer to procedure-names within the 
input procedure.

If the USING phrase is specified, all the records in file-name-2 are 
transferred automatically to file-name-1. When the SORT statement is 
executed, file-name-2 must not be open. The SORT statement will 
automatically perform the necessary OPEN, READ, and CLOSE functions 
for file-name-2. File-name-2 must have a file description entry (not a 
sort-merge file description entry) in the Data Division and must have 
the same file properties. The data records of file-name-2 and their 
descriptions must be identical to those of file-name-1.
If OUTPUT PROCEDURE is specified, control passes to the output 
procedure of the sort after file-name-1 has been sequenced by the SORT 
statement. The compiler inserts a return mechanism at the end of the 
last section in the output procedure. When control passes from the 
last statement in the output procedure, the return mechanism provides 
for termination of the sort and then sends control to the next 
statement after the SORT statement. Before entering the output 
procedure, the sort can select the next record in sorted order when 
requested. The RETURN statements in the output procedure are the 
requests for the next record.
The output procedure, if present, must consist of one or more sections 
which must be written consecutively, and do not form a part of any 
input procedure. The output procedure must include at least one RETURN 
statement in order to make sorted records available for processing. 
Control must not be passed to the output procedure except when a 
related SORT statement is being executed. The output procedure can 
consist of any procedures required to select, modify, or copy the 
records which are being returned, one at a time in sorted order, from 
the sort file. Three restrictions apply to procedural statements 
within the output procedure:
a. The output procedure must contain no SORT statements or MERGE 

statements.
b. The output procedure must contain no transfers of control to 

points outside the output procedure. That is, ALTER, GO TO, and 
PERFORM statements in the output procedure are not permitted to 
refer to procedure-names outside the output procedure. COBOL 
statements that cause an implied transfer of control to USE 
procedures are allowed.
The remainder of the Procedure Division must contain no transfers 
of control to points inside the output procedure. That is, ALTER, 
GO TO, and PERFORM statements in the remainder of the Procedure 
Division are not permitted to refer to procedure-names within the 
output procedure.
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8. If the GIVING phrase is specified, all the sorted records in 
file-name-1 are automatically transferred to file-name-3 as the 
implied output procedure for this SORT statement. When the SORT 
statement is executed, file-name-3 must not be open. File-name-3 is 
automatically opened before transferring the records and a CLOSE 
file-name-3 is executed automatically after the last record in the 
sort file isreturned. File-name-3 must have a file description entry 
(not a sort-filigfei file description entry) in the Data Division, with 
the same file properties. The data records of file-name-3 and their 
descriptions must be identical to those of file-name-1.

9. Segmentation, as defined in the COBOL User's Guide, can be applied to 
programs containing the SORT statement. However, the following 
restrictions apply:
a. If a SORT statement appears in a section that is not in an 

independent segment, then any input procedures or output 
procedures referenced by that SORT statement must appear:
1. Totally within nonindependent segments, or
2. Wholly contained in a single independent segment.

b. If a SORT statement appears in an independent segment, then any 
input procedures or output procedures referenced by that SORT 
statement must be contained:

1. Totally within nonindependent segments, or
2. Wholly within the same independent segment.

Special Considerations:

1. Key data items must not be described with USAGE COMPUTATIONAL-4.
2. For information concerning the sorting of records described with an

OCCURS.>.DEPENDING clause, refer to the Variable-Length Records
paragraph in the SORT portion: of Section IX in the COBOL User’s Guide.
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The STOP statement is used to halt the execution of 
temporarily or permanently.

the run unit either

General Format:

{literalRUN

Syntax Rule:

The literal may be numeric, nonnumeric, or 
except ALL.

any figurative constant

General Rules:

1. If the RUN option is used, the standard termination procedure is 
instituted for the current run unit.

2. If the STOP literal option is used, the literal is displayed upon the 
console display mechanism. When the operator acknowledges the message, 
continuation of the object program begins with the execution of the 
next statement in sequence. The literal used must conform to the rules 
for operands given for the DISPLAY statement. This option is not 
recommended except in unusual circumstances and should never be used 
to terminate the execution of the program.
If a STOP RUN statement 
appear as the only 
imperative-statements.

appears in an imperative sentence, it must 
or last statement in a sequence of
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The SUBTRACT statement is used 
numeric data items from one or more 
items equal to the results.

to subtract one, or the sum of two or 
items, and set the values of one or

Format 1:

SUBTRACT
literal-1
identifier-1

, literal-2
t identifier-2 

FROM identifier-m [~ ROUNDED]

, identifier-n [~ROUNDEP]

ON SIZE ERROR imperative-statement

Format 2:

SUBTRACT
literal-1
identifier-1

, literal-2
, identifier-2

FROM
literal-m
identifier-m

GIVING identifier-n [~ROUNDED] ' ide n t i f i e r- o ROUNDED

ON SIZE ERROR imperative-statement

Format 3:

SUBTRACT
CORR
CORRESPONDING

identifier-1

FROM, identifier-2 ROUNDED

ON S1ZE ERROR imperative-statement

more, 
more
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Syntax Rules:

1. Each identifier must refer to a numeric elementary item except:
In Format 2 , where 
of the word GIVING 
symbols.

the identifiers that appear only to the right 
may refer to a data item that contains editing

In Format 3, where each identifier must refer to a group item.
2. The maximum size of each operand is 18 decimal digits. The composite 

of operands (the hypothetical data item resulting from the 
superimposition of all operands of a given statement, excluding the 
data items that follow the word GIVING, aligned on their decimal 
points) must not contain more than eighteen digits.

3. CORR is an abbreviation for CORRESPONDING.

General Rules:

1. In Format 1, all literals or identifiers preceding the word FROM are 
added together and this total is subtracted from identifier-m, 
identifier-n, etc., and the differences are stored as the new values 
of identifier-m, identifier-n, etc.

2. In Format 2, all literals or identifiers preceding the word FROM are 
added together, the sum is subtracted from literal-m or identifier-m, 
and the result of the subtraction is stored as the new value of 
identifier-n, identifiers  etc.*

3. If Format 3 is used, data items in identifier-1 are subtracted from 
and stored into corresponding data items in identifier-2.

4. Refer to the Common Options in Statement Formats paragraph in this 
section for the uses of the ROUNDED, SIZE ERROR, and CORRESPONDING 
options, and multiple results.
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The TERMINATE statement is used to terminate the processing of a report.

General Format:

TERMINATE
report-name-1
ALL

9 report-name-2

Syntax Rule:

Each report-name specified in a TERMINATE statement must be defined by 
a report description entry in the Data Division.

General Rules:

1. TERMINATE produces all the control footings associated with this 
report as if a control break had just occurred at the highest level, 
i.e., FINAL control break, and completes the Report Writer functions 
for the named reports. The TERMINATE statement also produces the last 
PAGE FOOTING and/or REPORT FOOTING report groups for the named 
reports.

2. Appropriate PAGE and OVERFLOW HEADING and/or FOOTING report groups are 
prepared in their respective order for the report description entry.

3. A second TERMINATE for a particular report may not be executed unless 
a second INITIATE statement has been executed for the report-name. If 
a TERMINATE statement has been executed for a report, a GENERATE 
statement for that report must not be executed unless an intervening 
INITIATE statement for the report is executed.

4. If the ALL phrase is specified, al1 reports defined in the Report 
Section of the Data Division that were initiated are terminated.

5. TERMINATE does not close the file with which the report is associated. 
A CLOSE statement for the file must be executed after the TERMINATE 
statement has been executed. The TERMINATE statement performs Report 
Writer functions for individually described report programs analogous 
to the input-output functions performed by the CLOSE statement for 
individually described files.

6. SOURCE clauses in TYPE CONTROL FOOTING FINAL or TYPE REPORT FOOTING 
report groups refer to the values of the items during execution of the 
TERMINATE statement.
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The USE statement specifies procedures for input-output label and error 
handling that are in addition to the standard procedures provided by the 
input-output system. It is also used to specify Procedure Division statements 
that are executed just before a report group named in the Report Section of the 
Data Division is produced.

The USE statement provides the mechanism for specifying out-of-line procedural statements for processing mass storage f1les.

Format 1:

USE AFTER STANDARD ERROR PROCEDURE ON
file-name-1
[, file-name-2]

J INPUT
OUTPUT 
1-0

Format 2:

BEFORE F BEGINNING’ REEL '
USE < . STANDARD FILE

AFTER ENDING LaunitJ

LABEL PROCEDURE ON
file-name-1
E, file-name-2]

< INPUT
OUTPUT
1-0

Format 3:

USE BEFORE REPORTING identifier-1

Syntax Rules:

1. A USE statement, when present, must immediately follow a section 
header in the declarative portion of the Procedure Division and must 
be followed by a period followed by a space. The remainder of the 
section must consist of one or more procedural paragraphs that define 
the procedures to be used.

2. If the file-name phrase is used as a part of Format 2, the file 
description entry for each file-name must not specify a LABEL RECORDS 
ARE OMITTED clause.
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3. In Format 3, identifier-1 represents a nondetail report group named in 
the Report Section of the Data Division. An identifier must not appear 
in more than one USE statement.
No Report Writer statement (GENERATE, INITIATE, or TERMINATE) may be 
written in a procedural paragraph or paragraphs following the USE 
sentence in the declarative portion.

4. The USE statement itself is never executed; rather, it defines the 
conditions calling for the execution of the USE procedures.

5. If the words BEGINNING or ENDING are not included in Format 2, the 
designated procedures are executed for both beginning and ending 
labels.
If neither ▲ UNIT, REEL, nor FILE is included, the 
procedures are executed for both REEL and FILE labels. The 
is not applicable to mass storage files.

designated
REEL phrase

6. The same file-name can appear in a 
format. However, the appearance of 
not cause the simultaneous request 
declarative.

different specific arrangement of a 
a file-name in a USE statement must 
for execution of more than one USE

7. No file-name may represent a sort file or merge file.

General Rules:

The designated procedures are executed by the input-output system at
the appropriate time as follows:
a. In Format 1, after completing the standard input-output error 

routine.
b. In Format 2, before or after a beginning or ending input label 

check procedure is executed.
Before a beginning or ending output label is created.
After a beginning or ending output label is created, but before 
it is written.

A common label item is an elementary data item that appears in every 
label record of the program, but at the same time does not appear in 
any data record of this program. Furthermore, a common label item must 
have the same name, description, and relative position in every label 
record.

Before or after a beginning or ending 
procedure is executed.

input-output label check

None of the Format 2 procedures will be 
are being actively used as the USING or 
statement or a MERGE statement.

performed for
GIVING file

files 
in a

that
SORT

2. In Format 2, within the procedures of a USE 
USE statement specifies a phrase other than 
references to common label items need not be

declarative in which the 
the file-name-1 phrase, 
qualified by a file-name.
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If the INPUT, OUTPUT, or 1-0 option is specified, the USE procedures 
do not apply, respectively, to input, output, or input-output files 
that are described with the LABEL RECORDS ARE OMITTED clause.

3. In Format 3, the designated procedures are executed by the Report 
Writer just before the named report group is produced, regardless of 
page, overflow, or control break associations with report groups. The 
report group may be any type except DETAIL.

4. Within a USE procedure, there must be no reference to nondeclarative 
procedures. Conversely, in the nondeclarative portion, there must be 
no reference to procedure-names that appear in the declarative 
portion, except that PERFORM statements may refer to a USE declarative 
having Formats 1, 2, or 3, or to the procedures associated with such a 
USE declarative.

5. In Format 2, label procedures must not execute any OPEN, CLOSE  SEEKr 
READ, WRITE/DISPLAY, DISPLAY UPON SYSOUT, or ACCEPT FROM GIN 
statements.

*
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The WRITE statement is used to place a logical record on an output file. 
For mass storage files, the WRITE statement allows a specified 
imperative-statement to be executed if the contents of the associated actual key 
data item are found to be invalid.

Format 1:

WRITE record-name ^FROM identifier-1^]

BEFORE 'I < identifier-2 LINES
I ADVANCING I integer LINES 

AFTER J j TO TOP OF PAGE
' \ mnemonic-name

Format 2;

WRITE record-name FROM identifier-1

INVALID KEY imperative-statement

Syntax Rules:

1. The record-name must not represent a sort file or a merge file.
2. The record-name is the name of a logical record in the File Section of 

the Data Division and may be qualified.
3. Identifier-1 and the record area associated with record-name must not

be associated with the same storage area.
4. When the ADVANCING phrase is specified, the file must be assigned with 

the FOR LISTING phrase in the SELECT sentence.
5. When identifier-2 is used in the ADVANCING phrase, it must be the name 

of a numeric elementary item described with no positions to the right 
of the assumed decimal point.

6. When integer is used in the ADVANCING phrase, it must have a positive 
or a zero value.

7. When mnemonic-name is used in the ADVANCING phrase, any mnemonic-name 
defined in the SPECIAL-NAMES paragraph is acceptable, although the 
mnemonic-name associated with the TOP IS phrase is preferred.

General Rules:

1. An OPEN statement must be executed for a file prior to the execution 
of the first WRITE statement for that file.
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2. The logical record released by the execution of the WRITE statement is 
no longer available unless either a process area has beeti explicitly Or implicitly applied on the file, or the associated file is named in 
a SAME RECORD AREA phrase. The logical record is also available to 
the program as a record of other files that are contained in the same 
SAME RECORD AREA phrase as the associated output file.

3. If the FROM phrase is specified, the value of identifier-1 is 
implicitly moved to record-name (the current output record area). 
Moving takes place in accordance with the rules for the MOVE statement 
without the CORRESPONDING phrase. After the WRITE statement is 
executed, the information in the identifier-1 area is available but 
the information in the record-name area is not available.

4. A WRITE stat not be executed as a part of a label procedure
||appearing in the declarative portion of a program.

Format 1 (Serial Files):

1. For serial files assigned to magnetic tape, or for serial files that 
utilize the device independence feature of linked mass storage file 
space, the WRITE statement performs the following operations after 
recognizing an end-of-reel condition:
a. The standard ending reel label procedures, and the user’s ending 

reel label procedures, if specified by the USE statement. The 
order of execution of these procedures is determined by the USE 
statement.

b. A reel swap. (Reel swap includes rewinding the completed reel 
and returning it to the standby condition.)

c. The standard beginning reel label procedures, and the user’s
beginning reel label procedures, if specified by the USE
statement. The order of execution of these procedures is 
determined by the USE statement.
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2. The ADVANCING phrase provides control of the vertical positioning of 
each record (line) on a printed page of the listing. This phrase must 
not be used for a file described with an OCCURS .DEPENDING clause. 
If the ADVANCING phrase is not specified, automatic advancing will 
produce single spacing when the file is assigned with the FOR LISTING 

in the SELECT sentence. If the ADVANCING phrase is specified, 
the automatic advancing is overridden as follows:

* *

a. If identifier-2 is used, the listing is advanced the number of 
lines equal to the current value associated with identifier-2.

b. If integer is used, the value of integer determines the number of 
lines the listing will be advanced.

c. If the TOP OF PAGE phrase is used, the listing is advanced to the 
gjbp of the next page.

d. If the mnemonic-name associated with the TOP IS phrase in the 
SPECIAL-NAMES paragraph is used, the listing is advanced to the 
top of the next page.

Format 2 (Mass Storage Files):

1. For files processed in the sequential-access mode, the 
imperative-statement in the INVALID KEY phrase is executed when the 
end of the file is reached and an attempt is made to execute a WRITE 
statement for that file. The end of the file is defined as being the 
physical end of the allocated mass storage unit.

2. For files processed in the random-access mode, the WRITE statement 
implicitly performs the function of the SEEK statement for a specific 
mass storage record. The imperative-statement in the INVALID KEY 
phrase is executed when the contents of the actual key being used to 
locate the mass storage record are found to be invalid. When an 
INVALID KEY condition exists, no writing takes place and the 
information in the record area is available for additional processing.
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SECTION VIII

THE COBOL LIBRARY

DESCRIPTION OF THE COBOL LIBRARY

The library function provides 
be copied from a library file. The 
to a source program at compilation 
library text is the same as if the 
source program.

the capability for specifying text that is to 
COBOL library contains text that is available 
time. The effect of the compilation of 

text were actually written as part of the

An entry in the COBOL library may contain source program text for the 
Environment Division, the Data Division, and the Procedure Division. The library 
is accessed using the COPY clause or the COPY statement.

COBOL library text is placed on the COBOL library as a function independent 
of the COBOL program.

COPY Clause

The COPY clause is used in association with a file-name or data-name in FD, 
SD, RD, record description, and report group description entries. The COPY 
clause is used to direct the compiler to duplicate text from a library into the 
source program or from an area defined elsewhere in the Data Division BillM 
source program into another area of the Data Division.

Format 1:

COPY library-name

REPLACING word-1 BY
word-2 
identifier-1 
literal-1

, word-3 BY
word-4

< identifier-2 
literal-2

Format 2:

level-number
indicator

data-name-1 COPY data-name-2 [FROM LIBRARY ]
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Syntax Rules:

Format 1:

1. When the COPY clause is specified, the library-name is required. The 
library-name must be identical with the name associated with the 
desired text on the library.

2. In Format 1, a word is any COBOL word and may be one of the following:
• Condition-name
• Data-name

• File-name
• Mnemonic-name

3. In Format 1, the COPY clause may be specified only at the 01 level in 
data description entries and report group description entries.

Format 2;

1. When theinformation to be duplicated is on the library, the FROM 
LIBRARY phrase must be included.

2. When the FROM LIBRARY phrase is used, the name of the level 01 library 
entry must be included in the qualification of data-name-2 unless

| data-name-2 is itself a level 01 entry. This is required even if the 
level 01 library entry name is not necessary to make the reference 
unique.

General Rules:

Format 1:

1.

2.

3.

4.
5.

Format 1 of the COPY clause represents the American National Standard 
COPY function and is engaged by including the LIBCPY option in the 
variable field of the $ COBOL card. The LIBCPY option may appear in 
any order in relation to other control card options.
The library text is copied from the library and the result of the 
compilation is the same as if the text were actually a part of the 
source program.
The COPY clause is printed on the annotated source program listing 
preceding the library text to which it refers.
The text contained on the library must not contain a COPY clause.
The COPY clause may appear:
a. In any of the paragraphs of the Environment Division.
b. In any level indicator entries or in an 01 level-number entry in 

the Data Division.
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6. No other clause may appear in the same entry as the COPY clause with 
|the exception of the Report Writer CODE clause which, if specified/
must precede the COPY clause when a report description (RD) entry is 
to be copied.

7. The copying process is terminated by the end of the library text.
8. If format or syntax errors are encountered in source lines copied from

a library/ the compilation results are unpredictable. If the copied 
text contains source errors, the line number references given with the
total errors message that follows the last source line in the
compilation listing may not agree with the alter numbers in the
compilation listing.

9. If the REPLACING phrase is used/ each occurrence of word-1, word-3/
etc., in the text being copied from the library is replaced by the 
word, identifier, or literal associated with it in the REPLACING 
phrase.

10. Use
the

of the REPLACING phrase does not alter the text as it 
library.

appears on

11. The COPY clause is written in any of the following forms:

a. Environment Division -
SOURCE-COMPUTER. copy-clause.
OBJECT-COMPUTER. copy-clause.
SPECIAL-NAMES . copy-clause.
FILE-CONTROL. 
I-O-CONTROL.

copy-clause. 
copy-clause.

b. Data Division , File Section -

FD file-name
SD sort-file*  
01 data-name

copy-clause.
-name copy-clause. 
copy-clause.

c. Data Division , Working-Storage Section -

01 data-name copy-clause.

d. Data Division , Report Section -

RD file-name
01 data-name

["code mnemonic-name J copy-clause, 
copy-clause.

Format 2:

1. Format 2 of the COPY clause represents the HIS COPY function and is 
engaged by including the COPY option in the variable field of the 
$ COBOL card. The COPY option may appear in any order in relation to 
other control card options.

2. The HIS COPY feature provides two options:
a. Internal copy that permits duplication of text within the Data 

Division*
b. Library copy, which is invoked by the FROM LIBRARY phrase, 

permits text to be copied from a library into the Data Division 
of a source program.
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The duplication process replaces the COPY clauses with the clauses (if 
any) that follow the data-name in the data-name-2 entry. The 
duplication process then inserts, following the data-name-1 entry, all 
record description entries that are subordinate to the data-name-2 
entry; that is, up to but excluding the appearance of an entry whose 
level-number is equal to or less than the level-number of the 
data-name-2 entry, or whose level-number is 66.
if there are entries subordinate to data-name-1, it is the user's 
responsibility to ensure that the resulting hierarchical structure is 
correct. If the level-number of data-name-1 is 77, data-name-2 must be 
an elementary.: item.

4. If the level-numbers of data-name-1 and data-name-2 are both 01, any 
level 66 entries associated with the data-name-2 record description 
are inserted by the duplication process.

5. Data-name-2 may be qualified but not subscripted.
6. The HIS COPY clause can be written in any of the following forms:

a. Da ta D iv1sion, File Section - 
FD file-name copy-clause.
SD sort-file-name copy-clause. 
Tevel-number data-name copy-clause.

b. Data Division, Working-Storage Section - 
level-number data-name copy-clause.

c. Data Division, Report Section -
RD report-name [CODE mnemonic-name] copy-clause. 
level-number data-name copy-clause.

The copying process is terminated by the appearance of the Procedure 
Division header.

NOTE: Refer to the COBOL User’s Guide for information on the use of the 
COPY clause with compressed source deck options.
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COPY Statement

The COPY statement is used in the Procedure Division of a COBOL source 
program to incorporate paragraph procedures from the library into the source 
program with the capability for word substitution as text is copied.

Format 1:

paragraph-name.
section-name SECTION

COPY library-name

[priority-number

REPLACING wo rd-1 BY
word-2 
literal-1 
identifier-1

, word-3 BY
word-4 
literal-2 
identifier-2

Format 2:

pa r agr aph-name. COPY 1ib rary-n ame FROM LIBRARY.

NOTE: Paragraph-name and section-name are not part of the statement 
syntax; they are shown only for clarity.

Syntax Rules:

Format 1;

2.

When the COPY statement is specified, the 
The library-name must be identical to the 
desired text on the library.

library-name is 
name associated

required, 
with the

In Format 1, a word is any COBOL word and may be one of the following:

Condition-name
Data-name
File-name
Mnemonic-name
Procedure-name
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3. When the COPY statement is used, it must be the first statement in the 
paragraph or section.

Format 2;

1. When the information to be duplicated is on the library, the FROM 
fLIBRARY phrase must be included.

2. Paragraph-names defined in the HIS COPY library must be unique.

General Rules:

Format 1:

1. Format 1 of the COPY statement represents the American National 
StandardCOPY function and is engaged by including the LIBCPY option 
||n the variable field of the $ COBOL card. The LIBCPY option may 
appear in any order in relation to other control card options.

2. The library text is copied from the library and the result of the 
compilation is the same as if the text were actually a part of the 
source program.

3. The COPY statement is printed on the annotated source program listing 
preceding the library text to which it refers.

4. The text contained on the library must not contain a COPY statement.
5. The COPY statement may appear only in the Procedure Division.
6. No other statement may appear in the same entry as the COPY statement.
7. The copying process is terminated by the end of the library text.
8. If format or syntax errors are encountered in source lines copied from

a library, the compilation results are unpredictable. If the copied 
text contains source errors, the line number references given with the
total errors message that follows the last source line in the
compilation listing may not agree with the alter numbers in the
compilation listing.

9. If the REPLACING phrase is used, each occurrence of word-1, word-3,
etc., in the text being copied from the library is replaced by the 
word, identifier, or literal associated with it in the REPLACING 
phrase.

10. Use of the REPLACING phrase does not alter the text as it appears on 
the library.

11. The COPY statement cannot be used to duplicate section-names.
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12.

Format 2:

1.

2.

3.

NOTE

The COPY statement is written in the following form:
Procedure Division -
paragraph-name.

<

section-name SECTION [priority-number] copy-statement.

Format 2 of the COPY statement represents the HIS COPY function and is 
engaged by including the COPY option in the variable field of the 
$ COBOL card. The COPY option may appear in any order in relation to 
other control card options*
In the HIS COPY function, library copy, which is invoked by the FROM 
LIBRARY phrase of the COPY statement, permits text to be copied from a 
library into the Procedure Division of a source program.
The HIS COPY statement is written in the following form:
Procedure Division -
;^:<-<:^^H^^paragraphO^

Refer to the COBOL User's Guide for information on the use of the 
COPY statement with compressed source deck options.
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APPENDIX A

RESERVED WORDS

Reserved words are words that may be 
not appear as user-defined words. The two

used in COBOL source programs but 
types of reserved words are:

may

1. Keywords
A keyword is one whose presence is required when the format in which 
the word appears is used in a source program. Within the formats shown 
in this manual, keywords are uppercase and underlined. The three types 
of keywords are:
a. Verbs, such as ADD, READ, and ENTER.
b. Required words, which appear in statement and entry formats.
c. Words having a specific functional meaning, such as NEGATIVE, 

SECTION, TALLY, etc.
2. Optional Words

Within each format, uppercase words that are not underlined are 
optional words. The presence or absence of optional words within a 
format does not alter the compiler's translation. Misspelling of an 
optional word, or using another word in its place, however, is not 
allowed.

The following list contains the COBOL reserved words; shading indicates 
nonstandard (American National Standard) reserved words.
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wiii
<OOQ
6000-EIS

ABOUT
ACCEPT

ACCESS
ACTUAL
ADD
ADDRESS
ADVANCING
AFTER
ALL
ALPHABETIC
ALPHANUMERICALPHANUMERIC-EDITED
ALTER
ALTERNATE
IBBif
AND
APPLY
ARE
AREA(S)
ASCENDING
ASCII
ASSIGN
AT
AUTHOR
BCD
BEFORE
BEGINNING
BEGINNING-FILE-LABEL 
BEGINNING-TAPE -LABEL 
BINARY
BIT(S)
BLANK O
BLOCK
BLOCK-COUNT
BOTTOM
BY

CALL
CANCEL <
CARD(S)
CD
CF
CH
CHARACTER(S)
CHECK
CLASS
CLOCK-UNITS
CLOSE
COBOL
CODE
COLLATE
COLUMN
COMMA
COMMERCIAL
COMMON
COMMUNICATION
COMMUNI CAT I ON-DE  VICE
COMP
COMP^lit
COMPILE
COMPUTATIONAL
COMP UTATIONAL-H

COMPUTE 
CONFIGURATION 
CONSOLE 
CONSTANT 
CONTAINS 
CONTROL(S) 
COPY 
CORR 
CORRESPONDING 
iw®ii 
CURRENCY
DATA 
DATE 
DATE-COMPILED 
DATE-WRITTEN 
DAY 
DAY-OF-WEEX 
DE 
DEW#-- 
DEBUG-CONTENTS 
DEBUG-ITEM 
DEBUG-LINE 
DEBUG-NAME 
DEBUG-SUB-1 
flBUG-SUB-2 
DEBUG-SUB-3 :
DEBUGGING 
DECIMAL 
DECIMAL-POINT 
DECLARATIVES 
DEFINE 
DEFINITIONSi 
DELETE 
DELIMITED ... 
DELIMITER 
DENSITY 
DEPENDING 
DEPTH If 
DESCENDING 
DESTINATION 
DETAIL 
DIGIT(S) 
DISABLE i 
DISC 
DISPLAY 
DISPLAY-TALLY= 
DISPLAY-n 
DIVIDE 
liliilli
DIVISION 
DOLLAR 
DOWN 
DRUM 
duplicates! 
DYNAMIC
EIS 1 
elect! 
else 
EMI A 
ENABLE 
END 
END-OF-MESSAGE 
END-OF-PAGE 
END-OF-SEGMENT 
END-OF-TRANSACTION 
ENDING

ENDING-FILE-LABEL 
ENDING-TAPE-LABEL :' 
END-OF-FILE ’ If iff! 
END-OF-TAPE • • 
ENTER
ENVIRONMENT 
ii®
EQUAL 
ERROR (If 
liil
ETI
EVERY
EXAMINE
EXCEEDSEXCEPTION
EXIT
EXPONENT I ATE®
EXTEND '
FD
FILE
FILE-CONTROL
FILE-LIMIT(S) 
lEiLEl SERIAL-NUMBER'
FILLER
FINAL
FIRST
FOOTING
FOR
FORMAT 
FROM
GENERATE
GIN
GIVING
GLAPSGMAP
GO
GREATER
GROUP
IltiKi
HEADING
HIGH
HIGH-BOUNDS
HIGH-VALUE(S)
HMS I
HOLD
1-0 
I-O-CONTROL 
ID
IDS
IDENTIFICATION 
IF 
IN
INDEX
INDEX^ni 
INDEXED 
INDICATE 
INITIAL 
INITIALISE 
INITIATE 
INPUT
INPUT-OUTPUT 
INSPECT
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INSTALLATION
INTO
INVALID
IS
JUST
JUSTIFIED

KEY(S)
LABELLABEL-DAY 
LABEL-IDENTIFIER.
LAST
LEADING 
leaving 
LEFT
LESS
LEVEL /
LIBRARY
LIMIT(S)
LINAGELINAGE-COUNTER
LINE(S)
LINE-COUNTER
LINKAGE
LISTING
LOCATION
LOCK
LOW I
LOW-BOUNDS
LOW-VALUE(S)LOWER-BOUND(S)
mONETXC
MEMORY
MERGE
MESSAGE 1
MINUS
MODE
MODULES
MOVE
MULTIPLE 
mTiPLi®! 
MULTIPLY
NEGATIVE
NEXT
NO
NOT
NOTE
NUMBER
NUMERIC
NUMERIC-EDITED
OBJECT-COMPUTER
OBJECT-PROGRAM
OCCURS
OF
OFF
OH
OMITTED
ON
ONLY
OPEN

OPTIONAL
Miiiiil
ORORGANIZATION 
OTHERWISE 
OUTPUT

OVERFLOW
OVERLAY I

PACKED-
PAGE
PAGE-COUNTER
PERFORM
PF
PH
■MMii
PIC
PICTURE
PLACt<S| 
PLUS 
POINT :'f 
POINTE fi 
#OPUP
POSITION 
POSITIVE
PRINTER I 
PRINTTNii PRIORITY
PROCEDURE til 
PROCEED
PROCESSING
PROGRAM
PROGRAM-ID
PROTECT -||| 
PROTECT I Oi| 
PUNCH 
purOwatei

QUEUE
QUOTE(S)
RANDOM
RD
READ
READER RECEIVE
RECORD(S) 
RECORD-COUNT 
RECORDING 
REDEFINES 
REEL
REEL-NUMBER 
REEL-SERIAL-NUMBER 
REFERENCES 
RELATIVE
RELEASE
REMAINDER •
REMARKS
REMOTE I!
REMOVAL 
RENAMES

^;-RWAMINil:
REPLACING

REPORT(S) 
REPORTING 
RERUN 
RE SE RVE 
RESET
RETURN 
REVERSED 
REWIND
RF 
RH 
RIGHT 
ROUNDED 
RUN

■I
SAME 
SD 
SEARCH 
SECTION 
SECURITY 
SEEK 
segment 
SEGMENT-LIMIT 
SELECT 
SELECTED 
SEND 
SENTENCE 
SENTINEL I 
SEPARATE I 
SEQUENCED 
SEQUENTIAL 
SERIAL 
SET
SIGN
SIGNED 
SIZE 
SORT 
SORT-MERGE 
SOURCE 
SOURCE-COMPUTER 
SOURCE-ID 
SPACE (S) 
SPACE-SAVING 
SPECIAL-NAMES 
SPEED 
STANDARD
STATEMENTS 
STATUS 
STORAGE 
STOP
STRING < •■Ilf 
SUB-QUEUE-n| 
SUBTRACT 
SUM 
SUPERVISOR 
SUPPRESS 
SUSPEND
|SWITCH 
SYMBOL 
SYMBOLIC 
SYNC 
SYNCHRONIZED 
SYSOUT 
SYSTEM
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TABLE 
TALLY 
TALLYING 
TAPE 
terminal 
TERMINATE 
TEXT 
THAN 
THEN 
THROUGH 
THRU 
TIME (S) 
TIME-SAVING 
TO 
TOP
TRAILING:
TYPE
TYPEWRITER(S)
UNEQUAL 
UNIT

■ UNITSUNSTRING
UNTIL
UP
UPON
UPPER-BOUND(S)
USAGE 
USE 
USING
VLR
VALUE(S)
VARYING 
WHEN 
WITH 
WORDS
WORKING-STORAGE 
WRITE
ZERO (S) 
ZEROES
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INDEX

$ COBOL
$ COBOL 5-7

$ LOWLOAD
$ LOWLOAD 5-20

6000 WITH EIS
6000 WITH EIS 6-73
6000 WITH EIS 5-6
6000 WITH EIS 5-4

ABBREVIATIONS
abbreviations 7-13

ABORT ROUTINE
abort routine 5-13

ABSOLUTE
absolute line number 6-35

ACCEPT
ACCEPT 7-39
ACCEPT 5-10
ACCEPT MESSAGE 7-24
ACCEPT statement 7-21

ACCESS
Access and Processing Techniques 2-11
Random Access with Sequential Processing 2-12
Sequential Access with Sequential Processing 2-11

ACCESS MODE
ACCESS MODE IS RANDOM 5-21
ACCESS MODE IS SEQUENTIAL 5-21

ACTUAL KEY
ACTUAL KEY 2-12
ACTUAL KEY 7-84
ACTUAL KEY IS phrase 5-21

ADD
ADD statement 7-25

ADDRESS
ADDRESS 5-4
ADDRESS 5-6

ADVANCING
ADVANCING phrase 7-107
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ALIGNMENT
alignment
Standard Alignment Rules
Standard Alignment Rules

ALL
ALL literal
ALL option
ALL phrase
ALL phrase
SEARCH ALL

ALPHABETIC
ALPHABETIC
Alphabetic
Alphabetic
alphabetic
class alphabetic

ALPHANUMERIC
Alphanumeric
Alphanumeric
alphanumeric
class alphanumeric

ALPHANUMERIC EDITED
Alphanumeric Edited
Alphanumeric Edited 
alphanumeric edited

ALTER
ALTER
ALTER
ALTER statement

ALTERNATE AREAS
ALTERNATE AREAS phrase

APPLY
APPLY BLOCK SERIAL NUMBER ON phrase
APPLY PROCESS AREA ON phrase
APPLY SYSTEM STANDARD FORMAT ON phrase
APPLY VLR FORMAT phrase

AREA
SAME AREA phrase
SAME RECORD AREA
SAME RECORD AREA phrase
SAME SORT AREA phrase
SAME SORT-MERGE AREA phrase

ARITHMETIC
Arithmetic Operation Symbols
Arithmetic Operators
Arithmetic Statements
Multiple Results in Arithmetic Statements

ARITHMETIC-EXPRESSIONS
ARITHMETIC-EXPRESSIONS
Formation and Evaluation Rules for Arithmetic-Expressions

6- 66
3-10
7- 68

3-4 
7-54 
7-103 
7-62 
7-89

7-10
3-9
7-68
6-46
3-3

3-9
7-68
6-47
3-3

3-9
7-68
6-47

7-59
7-98
7-27

5-19

5-25
5-25
5-25
5-26

5-26
7-107
5-26
5-26
5-26

3-7
7-14
7-18
7-19

7-14
7-15

ASCENDING
ASCENDING
ASCENDING phrase
ASCENDING phrase

6- 38
7- 97
7-64
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ASSIGN
ASSIGN phrase 5-19

AT END
AT END 2-12
AT END 7-88
AT END phrase 7-85
AT END phrase 7-90

AUTHOR
AUTHOR PARAGRAPH 4-4

BCD
BCD option 6-56

BEFORE REPORTING
BEFORE REPORTING 7-104
BEFORE REPORTING 7-57

BEGINNING-FILE-LABEL
BEGINNING-FILE-LABEL 6-32

BEGINNING-TAPE-LABEL
BEGINNING-TAPE-LABEL 6-32

BINARY
binary high density 6-56

BLANK COMMON
BLANK COMMON phrase 5-20

BLANK WHEN ZERO
BLANK WHEN ZERO clause 6-21

BLOCK
BLOCK option 5-10

BLOCK CONTAINS
BLOCK CONTAINS clause 6-22

BLOCK SERIAL NUMBER
APPLY BLOCK SERIAL NUMBER ON phrase 5-25

BORROW MEMORY
Borrow Memory Control 5-15

BORROW TAPES
Borrow Tapes Control 5-14

BRACKETS AND BRACES
Brackets and Braces 3-20

CALL
CALL 7-56
CALL 7-49
CALL statement 7-28
CALL USING 7-5I

CHARACTER SET
character set 3-1
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CHARACTER-STRING
character-string 3-1
character-string 6-46
PICTURE Character-Strings 3-3

CHARACTERS
CHARACTERS option 6-22
Special Characters 3-21
WORDS, CHARACTERS, or MODULES 5-4
WORDS, CHARACTERS, or MODULES 5-6

CHECKPOINT
Checkpoint Control 5-13
checkpoint dump 5-26

CLASS
CLASS CONDITION 7-10
class alphabetic 3-3
class alphanumeric 3-3
class numeric 3-3

CLOSE
CLOSE 7-103
CLOSE 7-85
CLOSE 7-74
CLOSE 7-98
CLOSE statement 7-30
Standard Close File 7-32
Standard Close Reel 7-32

COBOL
COBOL FUNCTIONAL CONCEPTS 2-1
ENTER COBOL 7-46

COBOL LIBRARY
DESCRIPTION OF THE COBOL LIBRARY 8-1
USING A COBOL LIBRARY 2-15

CODE
CODE 6-11
CODE 8-3
CODE clause 6-24

COLLATE COMMERCIAL
COLLATE COMMERCIAL option 5-11

COLLATING SEQUENCE
commercial collating sequence 6-75
collating sequences 7-8

COLLATION
Output File Collation Control 5-15

COLUMN NUMBER
COLUMN NUMBER clause 6-25

COMMA
comma 3-21
period, comma, or semicolon 3-6

COMMENT
Comment Lines 3-18

COMMENT-ENTRY
comment-entry 4-2
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COMMUNICATION-DEVICE
COMMUNICATION-DEVICE
COMMUNICATION-DEVICE
COMMUNICATION-DEVICE

COMPILE PHASE1 ONLY WITH SOURCE ERRORS
COMPILE PHASE1 ONLY WITH SOURCE ERRORS option

COMPILER-DIRECTING
Compiler-Directing Sentence Execution
Compiler-Directing Statements and Sentences

COMPUTATIONAL
COMPUTATIONAL (-1,-2,-3)

C OMPUTATIONAL-3
COMPUTATIONAL-3 PACKED SYNCHRONIZED
USAGE COMPUTATIONAL-3

COMPUTE
COMPUTE statement

CONCEPTS
COBOL FUNCTIONAL CONCEPTS
LANGUAGE CONCEPTS
Record Concepts

CONDITION
CLASS CONDITION
CONDITION-NAME CONDITION
IF condition
OVERFLOW condition
PAGE condition
RELATION CONDITION
SIGN CONDITION
SWITCH-STATUS CONDITION

CONDITION-NAME
CONDITION-NAME CONDITION
Condition-Name Rules
CONDITION-NAMES

CONDITIONAL
Conditional Sentence Execution
Conditional Statements and Sentences

CONDITIONAL VARIABLE
conditional variable
conditional variable
conditional variable
conditional variable

CONDITIONS
Abbreviated Combined Relation Conditions
CONDITIONS
Compound Conditions
Evaluation Rules for Conditions
Simple Conditions

CONFIGURATION
CONFIGURATION SECTION IN THE ENVIRONMENT DIVISION

CONSOLE
CONSOLE
CONSOLE
CONSOLE

5-10
7-24
7-40

5-12

7-6
7-4

6-74

6-75
3-10

7-34

2- 1
3- 1
3-8

7-10 
7-10 
7-6 
6-71
6- 71
7- 8 
7-9 
7-10

7-10
6-77
3-2

7-6
7-4

6- 77
7- 10
3-2
3-11

7-13
7-7
7-11
7-14
7-7

5-2

5-10
7-38
7-21
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CONTROL
Borrow Memory Control 5-15
Borrow Tapes Control 5-14
Checkpoint Control 5-13
CONTROL FOOTING 7-57
CONTROL FOOTING 6-69
CONTROL HEADING 6-69
CONTROL HEADING 7-57
Error Journal Control 5-12
FLR Mode Control 5-16
Input Device Positioning Control 5-14
line control 6-42
Memory Assignment Control 5-14
Multiple Reel File Control 5-16
Output Device Positioning Control 5-15
Output File Collation Control 5-15
Output Order Control 5-12
special control techniques 5-23
TYPE CONTROL FOOTING 6-62
TYPE CONTROL FOOTING 6-26
TYPE CONTROL FOOTING 6-64
TYPE CONTROL HEADING 6-26
transfer control 7-59
transfer of control 7-5
transfers of control 7-65
transfers of control 7-98

CONTROL BREAK 
control break 6-69
control break 7-58

CONTROLS
CONTROL(S) clause 6-26

COPY 
COPY clause 6-27
COPY clause 8-1
COPY library-name phrase 5-18
COPY library-name phrase 5-24
COPY option 2-15
COPY option 8-7
COPY option 8-3
COPY statement 8-5
COPY statement 7-35

CORRESPONDING
CORRESPONDING 7-101
CORRESPONDING Option 7-17
CORRESPONDING phrase 7-67

COUNTERS 
SUM counters 7-57

CURRENCY 
currency symbol 6-51

CURRENCY SIGN
CURRENCY SIGN IS literal option 5-11

CURRENT-DATE 
current-date 4-7
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DATA
Concept of Classes of Data 3-9
hierarchy of data 6-34
low-volume data 7-21
low-volume data 7-37o rules for positioning data 3-10
subdivision of data

DATA DESCRIPTION

6-12

CONCEPT OF COMPUTER-INDEPENDENT DATA DESCRIPTION 3-7
Data Description - Complete Entry Skeleton

DATA DIVISION

6-12

Data Division Entries 3-17
DESCRIPTION OF THE DATA DIVISION 6-1
FILE SECTION IN THE DATA DIVISION 6-2
Organization of the Data Division 6-1
REPORT SECTION IN THE DATA DIVISION 6-4
WORKING-STORAGE SECTION IN THE DATA DIVISION

DATA ITEM

6-3

data item
DATA RECORDS

3-2

DATA RECORDS 6-57
DATA RECORDS clause

DATA-NAME

6-29

data-name clause 6-28
DATA-NAMES 3-2
KEY data-names

DATE-COMPILED

7-63

• DATE-COMPILED PARAGRAPH
DATE-WRITTEN

4-7

DATE-WRITTEN PARAGRAPH

DECIMAL-POINT IS COMMA

4-6

DECIMAL-POINT IS COMMA option
DECLARATIVES

5-11

DECLARATIVES 7-1
Declaratives 3-17
END DECLARATIVES

DEFINITIONS

7-1

ENTER DEFINITIONS
DELTAS

7-48

Deltas
DEPENDING ON

3-21

DEPENDING ON 7-59
DEPENDING ON phrase

DESCENDING
6-39

DESCENDING 6-38
DESCENDING phrase 7-64
DESCENDING phrase

DESTINATION

7-97

DESTINATION 7-40
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DETAIL
DETAIL gg
TYPE DETAIL 7.57TYPE DETAIL 6_68
TYPE DETAIL 6_30

DISPLAY
DISPLAY 7-68
DISPLAY 5-10
DISPLAY 7-100DISPLAY (-1,-2) 6-74
DISPLAY statement 7-37USAGE IS DISPLAY 6_73

DIVIDE
DIVIDE statement 7-41

DIVISION
DIVISION HEADER 3-16
Division, Section, and Paragraph Formats 3-16

DOCUMENTATION 
program documentation 5-4

DOWN BY
DOWN BY 7-95

DUMP 
checkpoint dump 5-26

EDITING
Editing Rules 6-49Editing Symbols 3-6
editing sign 3-10
Fixed Insertion Editing 6-50
Floating Insertion Editing 6-51
Simple Insertion Editing 6-50Special Insertion Editing 6-50
Zero Suppression Editing 6-52

EISF
EISF or NEISF options 5-7

EJECTION 
page ejection 3-18

ELECT
ELECT SORT OPTIONS phrase 5-12

ELEMENTARY ITEM
elementary item 2-8elementary item 3-8
elementary item g-3elementary item 6-46
elementary item 6-28
elementary item 6-19
elementary item 6-25
elementary item 6-60

ELLIPSIS
The Ellipsis 3-20

ELSE
ELSE phrase 7-61
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END
END DECLARATIVES

END PROGRAM
END PROGRAM

END-OF-MESSAGEEND-OF-MESSAGE indicator

7-1

7-4

7-37
END-OF-SEGMENTEND-OF-SEGMENT indicator 7-37
END-OF-TRANSACTION

END-OF-TRANSACTION indicator 7-37
ENDING-FILE-LABELENDING-FILE-LABEL 6-32
ENDING-TAPE-LABELENDING-TAPE-LABEL 6-32
ENTER

ENTER COBOL 7-46
ENTER DEFINITIONS 7-48
ENTER GMAP 7-46
ENTER LINKAGE MODE 7-45ENTER SPACE-SAVING 7-46
ENTER statement 7-44ENTER TIME-SAVING 7-46

ENTRIES
Data Division Entries 3-17

ENTRY
Data Description - Complete Entry SkeletonFile Description - Complete Entry Skeleton 
level 01 entryReport Description - Complete Entry Skeleton
Report Group Description - Complete Entry Skeleton 
Sort-Merge File Description - Complete Entry Skeleton

6-12 6-6 
6-19
6-10
6-16 
6-8

ENTRY POINTENTRY POINT 7-29
ENTRY POINT 7-56
ENTRY POINT phrase 7-49
ENTRY POINT USING/GIVING 7-51

ENVIRONMENT DIVISION
CONFIGURATION SECTION IN THE ENVIRONMENT DIVISION 5-2DESCRIPTION OF THE ENVIRONMENT DIVISION 5-1
INPUT-OUTPUT SECTION IN THE ENVIRONMENT DIVISION 5-16
Organization of the Environment Division 5-1

EQUALSEQUALS 7-34
EQUALS 7-44EQUALS 7-90

ERROR JOURNALError Journal Control 5-12
EXAMINE

EXAMINE 3-5EXAMINE statement 7-53
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EXIT
EXIT statement 7-55

EXIT PROGRAM
EXIT PROGRAM 7_56

EXPONENTIATION
exponentiation 7-15

FD
FD 6-7

FIGURATIVE CONSTANT
figurative constant 6-79
figurative constant 6-77
Figurative Constants 3-4
figurative constants 7-68

FILE
Conceptual Characteristics of a File 3-8
FILE 7-104
FILE SECTION IN THE DATA DIVISION 6-2
Multiple Reel File Control 5-16
Physical Aspects of a File 3-7
Standard Close File 7-32
Standard File Lock 7-32

FILE DESCRIPTION
File Description - Complete Entry Skeleton 6-6
Sort-Merge File Description - Complete Entry Skeleton 6-8

FILE-CODES 
file-codes 5-19

FILE-CONTROL
FILE-CONTROL Paragraph 5-17

FILE-LIMITS
FILE-LIMIT(S) phrase 5-I9

FILLER
FILLER 6-66
FILLER clause 6-28

FINAL
final 6-62
FINAL 7—103
FINAL 6-70
FINAL 6_26

FIRST
FIRST option 7-54

FIRST DETAIL
FIRST DETAIL 6-43

FIXED INSERTION
Fixed Insertion Editing 6-50

FLOATING INSERTION
Floating Insertion Editing 6-51

FLR MODE
FLR Mode Control 5-16
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FOOTING
CONTROL FOOTING
CONTROL FOOTING 
FOOTING
OVERFLOW FOOTING 
OVERFLOW FOOTING 
PAGE FOOTING 
PAGE FOOTING 
REPORT FOOTING 
REPORT FOOTING 
TYPE CONTROL FOOTING 
TYPE CONTROL FOOTING 
TYPE CONTROL FOOTING

FOR LISTING
FOR LISTING
FOR LISTING

FORMAT
FORMAT CONVENTIONS
Format Punctuation
Reference Format Representation
Division, Section, and Paragraph Formats

FROM LIBRARY
FROM LIBRARY
FROM LIBRARY phrase

6- 69
7- 57
6-43
6- 69
7- 57
6- 69
7- 103
6- 69
7- 103
6-62
6-26
6-64

5-22
7-107

3-19
3-21
3-14
3-16

6-27
8-2

GENERAL FORMAT
Definition of a General Format

GENERAL RULE
general rule

GENERATE
GENERATE
GENERATE
GENERATE
GENERATE statement

GIN
GIN

GIVING
GIVING
GIVING
GIVING
GIVING phrase
GIVING phrase

GLAPS
GLAPS
GLAPS

GMAP
ENTER GMAP
GMAP coding

GO TO
GO TO
GO TO
GO TO statement

GROUP INDICATE
GROUP INDICATE clause

3-19

3-19

6-64
6- 69
7- 103
7-57

7-21

7-26
7-42
7-102
7-66
7-99

7-21
5-10

7-46
7-46

7-98
7-27
7-59

6-30
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GROUP ITEM 
group item 6-60
group item 6-39group item 6-19
group item 2-7
group item 6-3
group item 3-9

GROUPING 
grouping 7-13

GTIME
GTIME 7-21
GTIME IS phrase 5-10

HARDWARE-NAME S 
hardware-names 5-6
hardware-names 5-4

HEADER
DIVISION HEADER 3-16PARAGRAPH HEADER, PARAGRAPH-NAME, AND PARAGRAPH 3-16
Procedure Division Header 7-2SECTION HEADER 3-16

HEADING
CONTROL HEADING 6-69
CONTROL HEADING 7-57HEADING 6-43
OVERFLOW HEADING 6-69OVERFLOW HEADING 7-57
OVERFLOW HEADING 7-103
PAGE HEADING 6-69
REPORT HEADING 6-69
TYPE CONTROL HEADING 6-26

HIERARCHY 
hierarchy of data 6-34

HIGH DENSITY 
binary high density 6-56

HIGH-VALUE
HIGH-VALUE 3-4

HMS
HMS 5-10HMS option 7-23

1-0 
1-0 7-104
1-0 phrase 7-74

I-O-CONTROL
I-O-CONTROL Paragraph 5-23

IDENTIFICATIONIDENTIFICATION or ID 6-79
IDENTIFICATION DIVISION

DESCRIPTION OF THE IDENTIFICATION DIVISION 4-1
Organization of the Identification Division 4-1
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IDENTIFIER
Identifier 
identifier 
identifier 
identifiers

IDS SIZE
IDS SIZE phrase

IF
IF condition
IF statement

IMPERATIVE-STATEMENTS
Imperative-Statements and Sentences

INDEX
USAGE IS INDEX
USAGE IS INDEX

3-13
3-2
7-2
6-26

7-48

7-6
7-61

7-5

6-75
6-79

INDEX DATA ITEM
index data item 6-75
index data items 7-94
index data items 2-10

INDEXED BY
INDEXED BY 2-9
INDEXED BY 3-12
INDEXED BY 7-94
INDEXED BY 7-89
INDEXED BY phrase 6-39

INDEXING
Indexing 3-12
Indexing 2-9
indexing 7-95
Restrictions on Qualification, Subscripting, and Indexing 3-14

INITIAL
INITIAL option 7-48

INITIATE
INITIATE 7-103
INITIATE statement 7-62

INPUT
INPUT 7-104
INPUT 7-74

INPUT DEVICE
Input Device Positioning Control 5-14

INPUT LABEL 
input label 7-105

INPUT PROCEDURE
INPUT PROCEDURE 7-96
INPUT PROCEDURE 7-55

INPUT-OUTPUT
INPUT-OUTPUT SECTION IN THE ENVIRONMENT DIVISION 5-16

INSTALLATION
INSTALLATION PARAGRAPH
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INTO
INTO phrase 7-88
INTO phrase 7-84

INVALID KEY
INVALID KEY 2-12
INVALID KEY phrase 7-108
INVALID KEY phrase 7-86

JUSTIFIED
JUSTIFIED 7-68
JUSTIFIED 6-77
JUSTIFIED 3-10
JUSTIFIED clause 6-31

KEY
KEY data-names 7-63
KEY phrase 6-39
KEY phrases 7-97

LABEL
label checking/writing 7-74

LABEL PROCEDURE
LABEL PROCEDURE 7-104

LABEL RECORDS
LABEL RECORD(S) clause 6-32
LABEL RECORD(S) OMITTED 6-33
LABEL RECORD(S) STANDARD 6-33
LABEL RECORDS 7-75
LABEL RECORDS ARE OMITTED 7-104
label records 6-2

LANGUAGE
LANGUAGE CONCEPTS 3-1

LAST DETAIL
LAST DETAIL 6-43

LEADING
LEADING option 7-54

LEVEL
level 01 entry 6-19
level 66 6-59
level 77 6-58
level 88 6-77

LEVEL INDICATOR
level indicator 3-17

LEVEL-NUMBER
Level-number 88 6-76
level-number 6-34
level-number 01 6-16
level-number 01, 66, 77, 88 6-39
level-number 66, 77, or 88 7-18
level-number 88 6-15
Level-Numbers 3-20
level-numbers 3-17
level-numbers 66, 77, and 88 6-34
level-numbers 66, 77, or 88 7-69
special level-numbers 66, 77, and 88 3-9
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LEVELS
Concept of Levels

LIBCPY
LIBCPY option
LIBCPY option
LIBCPY option

LIBRARY
library text

LIBRARY-NAME
COPY library-name phrase
COPY library-name phrase

LINE
line control

LINE NUMBER 
absolute line number 
LINE NUMBER 
LINE NUMBER 
LINE NUMBER clause 
relative line number

LINE-COUNTER 
LINE-COUNTER 
LINE-COUNTER 
LINE-COUNTER 
LINE-COUNTER 
LINE-COUNTER 
LINE-COUNTER Rules

LINES
BLANK LINES 
CONTINUATION OF LINES 
Comment Lines

LINKAGE MODE 
ENTER LINKAGE MODE

LITERAL
ALL literal 
CURRENCY SIGN IS literal option 
Literals 
NONNUMERIC LITERALS 
NUMERIC LITERALS

LOCK 
Standard File Lock 
Standard Reel Lock

LOGICAL
Logical 
Logical 
Logical 
logical 
logical

Conjunction 
Inclusive Or 
Negation 
record 
record

LOW-VALUE
LOW-VALUE

LOW-VOLUME
low-volume data
low-volume data

3-8

2-15
8-6
8-2

8-2

5-18
5-24

6-42

6-35
6-19
6-45
6-35
6-35

6-37
6- 35
3-5
7- 57
7-62
6-45

3-15
3-15
3-18

7-45

3-4
5-11
3-3
3-3
3-3

7-32
7-32

7-11
7-11
7-11
6-59
3-8

3-4

7-21
7-37
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LOWER-BOUND
LOWER-BOUND 3-4

LSTOF
LSTOF 3-18

LSTON
LSTON 3-18

MEMORY ASSIGNMENT
Memory Assignment Control 5-14

MEMORY SIZE
MEMORY SIZE phrase 5-4
MEMORY SIZE phrase 5-6

MERGE
MERGE 7-97
MERGE 7-88
MERGE statement 7-63
merge files 5-27

MERGING
Merging 2-4

MESSAGE
ACCEPT MESSAGE 7-24

MNEMONIC-NAME
FROM mnemonic-name phrase 7-21
UPON mnemonic-name phrase 7-38
MNEMONIC-NAMES 3-3
mnemonic-names 5-8

MODULARIZATION
MODULARIZ ATION 2-15
modularization 2-13

MODULES
WORDS, CHARACTERS, or MODULES 5-6
WORDS, CHARACTERS, or MODULES 5-4

MOVE
MOVE 7-58
MOVE 7-108
MOVE 7-18
MOVE 7-85
MOVE 7-88
MOVE 7-87
MOVE statement 7-67
elementary moves 7-68

MULTIPLE FILE
MULTIPLE FILE phrase 5-27

MULTIPLE REEL
MULTIPLE REEL option 5-19
Multiple Reel File Control 5-16

MULTIPLE UNIT
MULTIPLE UNIT option 5-19

MULTIPLY
MULTIPLY statement 7-71
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NEGATIVE
NEGATIVE

NEISF
EISF or NEISF options

NEXT GROUP
NEXT GROUP
NEXT GROUP
NEXT GROUP clause

NEXT PAGE
NEXT PAGE phrase
NEXT PAGE phrase

NEXT SENTENCE
NEXT SENTENCE
NEXT SENTENCE phrase

7-9

5-7

6-19
6-45
6-37

6-37
6-36

7-89
7-61

NO DATA
NO DATA phrase

NO REWIND
NO REWIND phrase

NOT
NOT
Use of the NOT Operator

NOTE
NOTE sentence

NUMERIC
class numeric
NUMERIC
NUMERIC LITERALS
Numeric
Numeric
Numeric Operands
numeric

7-24

7-75

7-11
7-14

7-73

3-3
7-10
3-3
3-9
7-67
7-8
6-46

NUMERIC EDITED
Numeric Edited
Numeric Edited
numeric edited

3-9
7-68
6-47

OBJECT PROGRAM 
object program

OBJECT-COMPUTER
OBJECT-COMPUTER Paragraph

2-1

5-5

OCCURRENCE NUMBER
occurrence number
occurrence number

OCCURS
OCCURS
OCCURS
OCCURS
OCCURS
OCCURS
OCCURS
OCCURS
OCCURS clause

2-8 
7-90

6- 78
7- 69
6- 67
7- 89
2-9
2-6
6-57
6-38
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OCCURS...DEPENDING ON
OCCURS...DEPENDING ON 7-108

OPEN
OPEN 7-98
OPEN 7-84
OPEN 7-107
OPEN statement 7-74

OPERANDS
Nonnumeric Operands 7-8
Numeric Operands 7-8

OPERATOR
Use of the NOT Operator 7-14
Arithmetic Operators 7-14

OPTIONAL
OPTIONAL phrase 5-18

OPTIONS
COMMON OPTIONS IN STATEMENT FORMATS 7-16
EISF or NEISF options 5-7
ELECT SORT OPTIONS phrase 5-12

OUTPUT
OUTPUT 7-74
OUTPUT 7-104

OUTPUT DEVICE
Output Device Positioning Control 5-15

OUTPUT FILE
Output File Collation Control 5-15

OUTPUT LABEL
output label 7-105

OUTPUT ORDER
Output Order Control 5-12

OUTPUT PROCEDURE
OUTPUT PROCEDURE 7-96
OUTPUT PROCEDURE 7-63
OUTPUT PROCEDURE 7-55

OVERFLOW
OVERFLOW condition 6-71
OVERFLOW FOOTING 6-69
OVERFLOW FOOTING 7-57
OVERFLOW HEADING 7-103
OVERFLOW HEADING 7-57
OVERFLOW HEADING 6-69

OVERLAPPING OPERANDS
Overlapping Operands 7-19

OVERLAY
OVERLAY phrase 5-20

PACKED DECIMAL
packed decimal 6-15
packed decimal 6-75
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PACKED SYNCHRONIZED
COMPUTATIONAL-3 PACKED SYNCHRONIZED 6-75

PADDING
padding 6-22

PAGE
PAGE condition 6-71
PAGE FOOTING 7-103
PAGE FOOTING 6-69
PAGE HEADING 6-69
page ejection 3-18

PAGE LIMITS
PAGE LIMIT(S) 6-71
PAGE LIMIT(S) clause 6-42
PAGE LIMITS 6-35
PAGE LIMITS 6-37

PAGE-COUNTER
PAGE-COUNTER 3-5
PAGE-COUNTER 7-57
PAGE-COUNTER 7-62
PAGE-COUNTER Rules 6-44

PARENTHESES
parentheses 7-15
parentheses 7-13

PERFORM
PERFORM 7-51
PERFORM 7-98
PERFORM statement 7-76

PERIOD
period, comma, or semicolon 3-6
Periods 3-20

PICTURE
PICTURE 6-3
PICTURE 6-21
PICTURE 6-64
PICTURE 6-73
PICTURE 6-76
PICTURE 7-17
PICTURE 7-68
PICTURE Character-Strings 3-3
PICTURE clause 6-46

POPUP
POPUP option 7-51

POSITION
POSITION option 5-27
Input Device Positioning Control 5-14
nonstandard positioning 6-31
Output Device Positioning Control 5-15
rules for positioning data 3-10
vertical positioning 7-108

POSITIVE
POSITIVE 7-9
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PRIORITY-NUMBER
priority-number 7-3
priority-numbers 2-13
priority-numbers 5-6

PROCEDURE DIVISION
DESCRIPTION OF THE PROCEDURE DIVISION 7-1
Procedure Division Body 7-2
Procedure Division Header 7-2
Procedure Division Segments 7-3

PROCEDURE-NAME
procedure-name 7-1
PROCEDURE-NAMES 3-2

PROCEDURES
PROCEDURES 7-1

PROCESS AREA
APPLY PROCESS AREA ON phrase 5-25
PROCESS AREA 7-29
PROCESS AREA 7-50
process area 6-40

PROCESS DEBUG
PROCESS DEBUG STATEMENTS 3-18
PROCESS DEBUG STATEMENTS option 5-11

PROCESSING
Access and Processing Techniques 2-11
Random Access with Sequential Processing 2-12
Sequential Access with Sequential Processing 2-11

PROCESSING MODE
PROCESSING MODE IS phrase 5-21

PROGRAM-ID
PROGRAM-ID 7-49
PROGRAM-ID 7-28
PROGRAM-ID PARAGRAPH 4-3

PROGRAM-NAME
program-name 4-3

PUNCTUATION
Format Punctuation 3-21
Punctuation Symbols 3-6

QUALIFICATION
Qualification 3-11
Restrictions on Qualification, Subscripting, and Indexing 3-14
rules for qualification 3-11

QUOTE
QUOTE 3-4

RANDOM-SEQUENTIAL
random-sequential technique 2-12

RD
RD 6-11
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READ
READ 2-11
READ 7-98
READ 7-74
READ statement 7-84

RECORD
logical record 6-59
logical record 3-8
physical record 3-8^
physical record 6-22
RECORD ORDERING 2-3
Record Concepts 3-8
SAME RECORD AREA 7-107
SAME RECORD AREA phrase 5-26

RECORD CONTAINS
RECORD CONTAINS clause 6-55

RECORD DESCRIPTION
STRUCTURE OF A RECORD DESCRIPTION 6-2

RECORDING MODE
RECORDING MODE clause 6-56
recording mode 6-41
recording mode 5-26

RECORDS
concept of records 2-2
RECORDS phrase 6-23
Working-Storage Records 6-4

REDEFINES
REDEFINES 6-78
REDEFINES 7-69
REDEFINES clause 6-57

REEL 
REEL 7-104
Standard Close Reel 7-32
Standard Reel Lock 7-32

REFERENCE
Reference Format Representation 3-14
Reference to Table Items 2-8
UNIQUENESS OF REFERENCE 3-11

REGISTER 
TALLY REGISTER 3-5
Special Registers 3-5

RELATION
Abbreviated Combined Relation Conditions 7-13
RELATION CONDITION 7-8
Relation Symbols 3-7

RELATIVE
relative line number 6-35

RELEASE
RELEASE 2-4
RELEASE 7-97
RELEASE statement 7-87
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REMAINDER
REMAINDER 7-42

REMARKS
REMARKS PARAGRAPH 4-9

REMOTE
REMOTE 5-10
REMOTE 7-38
REMOTE 7-21

RENAMES
RENAMES 7-69
RENAMES 3-9
RENAMES 6-34
RENAMES clause 6-59

RENAMING
RENAMING phrase 5-20

REPLACING
REPLACING phrase 7-54
REPLACING phrase 8-3
REPLACING phrase 8-6

REPORT
REPORT FOOTING 7-103
REPORT FOOTING 6-69
REPORT HEADING 6-69
REPORT SECTION IN THE DATA DIVISION 6-4
REPORT WRITING 2-5
report group 2-5
report group 6-68
report group 6-62
report group 6-19
report group 6-35
report group 6-30
report groups 6-43

REPORT DESCRIPTION
Report Description - Complete Entry Skeleton 6-10

REPORT GROUP DESCRIPTION
Report Group Description - Complete Entry Skeleton 6-16

REPORT WRITER
Report Writer 6-68

REPORTS
REPORT(S) clause 6-61

RERUN
RERUN phrase 5-26

RESERVE
RESERVE phrase 5-19
RESERVED WORDS A-l
Reserved Words 3-7

RESET
RESET 6-26
RESET clause 6-62

RESTRICTIONS
Restrictions on Qualification, Subscripting, and Indexing 3-14
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RESULTANT-IDENTIFIER
resultant-identifier 7-16

RETENTION-PERIOD
RETENTION-PERIOD 6-79

RETURN
RETURN 2-4
RETURN 7-98
RETURN 7-65
RETURN statement 7-88

REWIND
Rewind 7-33

ROUNDED
ROUNDED 7-101
ROUNDED 7-71
ROUNDED 7-43
ROUNDED Opt ion 7-16

SAME
SAME AREA phrase 5-26
SAME RECORD AREA 7-107
SAME RECORD AREA phrase 5-26
SAME SORT AREA phrase 5-26
SAME SORT-MERGE AREA phrase 5-26

SD 
SD 6-8

SEARCH
SEARCH 2-10
SEARCH ALL 7-89
SEARCH statement 7-89

SECTION 
CONFIGURATION SECTION IN THE ENVIRONMENT DIVISION 5-2
Division, Section, and Paragraph Formats 3-16
FILE SECTION IN THE DATA DIVISION 6-2
INPUT-OUTPUT SECTION IN THE ENVIRONMENT DIVISION 5-16
REPORT SECTION IN THE DATA DIVISION 6-4
SECTION HEADER 3-16
WORKING-STORAGE SECTION IN THE DATA DIVISION 6-3

SECURITY 
SECURITY PARAGRAPH 4-8

SEEK SEEK 2-13
SEEK 7-86
SEEK 7-108
SEEK 7-74
SEEK statement 7-93

SEGMENT 
fixed overlayable segment 2-14
fixed permanent segment 2-14
independent segment 2-14

SEGMENT-LIMIT 
SEGMENT-LIMIT 2-14
SEGMENT-LIMIT 7-83
SEGMENT-LIMIT IS phrase 5-6
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SEGMENTATION
SEGMENTATION 2-13

SEGMENTS
Procedure Division Segments 7-3
Program Segments 2-13

SELECT
SELECT sentence 5-19
SELECTED phrase 6-63

SEMICOLON
period, comma, or semicolon 3-6
semicolon 3-21

SENTENCE EXECUTION
Compiler-Directing Sentence Execution 7-6
Conditional Sentence Execution 7-6
Imperative Sentence Execution 7-6
SENTENCE EXECUTION 7-5

SENTENCES
Compiler-Directing Statements and Sentences 7-4
Conditional Statements and Sentences 7-4
Imperative-Statements and Sentences 7-5
STATEMENTS AND SENTENCES 7-3

SEQUENCE NUMBERS
SEQUENCE NUMBERS 3-15

SEQUENTIAL-SEQUENTIAL
sequential-sequential technique 2-12

SET
SET 7-91
SET statement 7-94

SHADING
Shading 3-21

SIGN
editing sign 3-10
SIGN CONDITION 7-9
standard operation sign 3-10
Algebraic Signs 3-10

SIMPLE INSERTION
Simple Insertion Editing 6-50

SIZE
SIZE option 7-48

SIZE ERROR
SIZE ERROR 7-71
SIZE ERROR 7-43
SIZE ERROR 7-25
SIZE ERROR 7-101
SIZE ERROR Option 7-17

SORT
ELECT SORT OPTIONS phrase 5-12
SAME SORT AREA phrase 5-26
SORT 7-88
SORT 7-87
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SORT statement 
sort 
sort files

SORT-MERGE
SAME SORT-MERGE AREA phrase
Sort-Merge File Description - Complete Entry Skeleton

SORTING
Sorting

SOURCE
SOURCE
SOURCE Rules

SOURCE PROGRAM
source program

SOURCE-COMPUTER
SOURCE-COMPUTER Paragraph

SPACE
SPACE

SPACE-SAVING
ENTER SPACE-SAVING

SPACES
SPACES
spaces

SPACING
rules for spacing
spacing

SPECIAL INSERTION
Special Insertion Editing

SPECIAL-NAMES
SPECIAL-NAMES
SPECIAL-NAMES
SPECIAL-NAMES Paragraph

STATEMENT FORMATS
COMMON OPTIONS IN STATEMENT FORMATS

STATEMENTS
Arithmetic Statements
Compiler-Directing Statements and Sentences 
Conditional Statements and Sentences 
Multiple Results in Arithmetic Statements 
PROCESS DEBUG STATEMENTS
PROCESS DEBUG STATEMENTS option
STATEMENTS AND SENTENCES

STOP
STOP RUN
STOP statement

STORAGE
MASS STORAGE

SUBSCRIPTING
Restrictions on Qualification, Subscripting, and Indexing
Subscripting
Subscripting
subscripting

7-96
6-29
5-27

5- 26
6- 8

2-4

6-28
6-63

2-1

5-3

3-4

7-46

6-16
6-21

3-14
6-37

6-50

7-37
7-21
5-8

7-16

7-18
7-4
7-4
7-19
3-18 
5-11 
7-3

7-100
7-100

2-11

3-14
3-12
2-8
7-95
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SUBTRACT
SUBTRACT statement

SUM
SUM
SUM counters
SUM Rules

SUPPRESSING
suppressing table residue

SWITCH
SWITCH
SWITCH
SWITCH option

SWITCH-STATUS
SWITCH-STATUS CONDITION

SYMBOL
currency symbol
SYMBOL phrase
Arithmetic Operation Symbols
Editing Symbols
Punctuation Symbols
Relation Symbols
USER-CREATED SYMBOLS

SYNCHRONIZED LEFT
SYNCHRONIZED LEFT

SYNCHRONIZED RIGHT
SYNCHRONIZED RIGHT

SYNTAX RULE
syntax rule

SYSOUT
SYSOUT
SYSOUT

SYSTEM STANDARD FORMAT
APPLY SYSTEM STANDARD FORMAT ON phrase

7-101

6- 62
7- 57
6-64

6-40

7-21
7-38
5-10

7-10

6- 51
7- 48 
3-7 
3-6 
3-6 
3-7 
3-1

6-66

6-66

3-19

5-10
7-38

5-25

TABLE
Reference to Table Items 
suppressing table residue 
TABLE HANDLING 
Table Definition 
table element 
table element

TALLY
TALLY REGISTER 
TALLYING phrase

TECHNIQUE
random-sequential technique 
sequential-sequential technique 
Access and Processing Techniques 
special control techniques

2-8
6- 40
2-6
2-6
2-6
7- 89

3-5
7-54

2-12
2-12
2-11
5-23
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TERMINATE
TERMINATE
TERMINATE statement

TEXT
duplicate text 
duplicate text 
library text

TIME-SAVING
ENTER TIME-SAVING

TIMES
TIMES option

TOP OF PAGE
TOP OF PAGE phrase

TRANSACTION PROCESSING
TRANSACTION PROCESSING
Transaction Processing
Transaction Processing Applications Programs
transaction processing
transaction processing

TRANSFERS
transfers of control
transfers of control

TYPE
TYPE 
TYPE 
TYPE 
TYPE 
TYPE 
TYPE
TYPE 
TYPE

CONTROL 
CONTROL 
CONTROL
CONTROL 
clause 
DETAIL
DETAIL
DETAIL

FOOTING
FOOTING
FOOTING
HEADING

TYPEWRITER
TYPEWRITER
TYPEWRITER
TYPEWRITER

UNIT
UNIT

UNTIL
UNTIL option

UNTIL FIRST
UNTIL FIRST option

UP BY
UP BY

UPON
UPON mnemonic-name phrase

UPPER-BOUND
UPPER-BOUND

6- 69
7- 103

8-1
6-27
8-2

7-46

7-78

7-108

2-16
4-3
2-16
7-24
7-40

7-98
7-65

6-64
6-26
6-62
6-26
6-68
6-68
6- 30
7- 57

7-38
7-21
5-10

7-104

7-79

7-54

7-95

7-38

3-4
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USAGE
USAGE
USAGE COMPUTATIONAL-3
USAGE clause
USAGE IS DISPLAY
USAGE IS INDEX
USAGE IS INDEX

USE
USE
USE
USE
USE
USE
USE statement
Use of the NOT Operator

USING
CALL USING
USING A COBOL LIBRARY
USING phrase
USING phrase

USING/GIVING
ENTRY POINT USING/GIVING

5- 11
3-10
6- 73 
6-73 
6-75
6-79

7-32
6- 32
7- 85
7-108
7-75
7-104
7-14

7-51
2-15
7-29
7-98

7-51

VALUE
VALUE
VALUE clause
VALUE Rule 
value 999

VALUE OF
VALUE OF clause

VARYING
VARYING option
VARYING phrase

VERBS
CATEGORIES OF VERBS

VLR FORMAT
APPLY VLR FORMAT phrase

6-3
6-76
6-65
6-79

6-79

7-79
7-90

7-19

5-26

WITH SUPERVISOR CONTROL
WITH SUPERVISOR CONTROL phrase
WITH SUPERVISOR CONTROL phrase

WORDS
lowercase words
RESERVED WORDS
Reserved Words 
uppercase words 
WORDS, CHARACTERS, or MODULES 
WORDS, CHARACTERS, or MODULES 
Words

5-6
5-4

3-19 
A—1 
3-7 
3-19 
5-4 
5-6 
3-2
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WORKING-STORAGE
Noncontiguous Working-Storage
WORKING-STORAGE SECTION IN THE DATA DIVISION
Working-Storage Records

WRITE
WRITE
WRITE
WRITE statement

6-3
6-3
6-4

2-11
7-74
7-107

WRITE...ADVANCING
WRITE...ADVANCING 5-10

ZERO
ZERO
ZERO

ZERO SUPPRESSION
Zero Suppression Editing

7-9
3-4

6-52
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